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Before reading this manual

FOR SAFETY To use the T3 safely, read this section carefully before use.

1. Only use the T3 after first carefully reading this manual and related
guides.

2. Do not use in any of the following environments, as they will cause
malfunctions:-

(1) Where the ambient temperature of the T3 (the temperature
inside. the panel).is 0 'C or below or 55 C or above

(2) Where the ambient humidity of the T3 (the humidity inside the
panel) is 20% or less or 90% or more

(3) Where condensation may form due to severe changes of
temperature

(4) Where there are vibration or violent shocks

(5) Where there are corrosive gases or flammable gases

(6) Where there is dust, salinity or iron content

(7) Where there is direct sunlight

3. Pa'y attention to the following at the T3 installation site:-

(1) For safety in maintenance and operation, keep a distance of at
least 200mm from high-voltage equipment (high-voltage lines)
and power equipment (power lines), or separate by a shield such
as a steel plate.

(2) Keep the expansion cables separate from other power sources
when wiring. In particular, separate by at least 200 mm from
high-power lines.

(3) Provide an air space of at least 70mm around the units for
ventilation.

(4) Install the units vertically.

4. The T3 power supply module is a dedicated moduie for the T3.
Do not use it for other purposes.

5. For the wiring to the module, use crimp-style terminals fitted with
reverse power sheaths. When it is not possible to use crimp-style
terminals fitted with sheaths, cover with insulating tape and ensure
that the conducting parts are not exposed.
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Before reading this manual

This is the warning mark for dangerous locations. It is aftached to
the equipment in positions where there is a risk of electric shock and
in positions where there is a risk of damage to the equipment
through wrong wiring.

Take the following precautions where there is a mark:

(1) Hazardous voitage can shock or cause severe injury if you touch
the power input terminals while power on. Do not touch the
power input terminals.

(2) For safety, always switch off power when wiring and during
maintenance and inspections.

(3) Wire the power input terminals correctly and do not apply
voltages in excess of the specified voltage limits, since this will
cause the equipment damage.
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Before reading this manual

Purpose of this manual This manual describes the functions (those functions which can be
achieved by the CPU and the basic hardware) of the Programmable
Controller T3. This manual also provides the necessary information for
designing application programs and operating the T3.
Read this manual carefully to use the T3 with it's maximum
performance.

Inside of this manual This manual is divided into the following 3 Parts.

Part 1. Basic Programming................... Gives the basic information for
programming, and shows how to
write a program into the T3 with a
simple example.

Part 2. Functions ..........ccoooviveinine. For the full understanding of the
T3 functions, first explains the
internal operation of the T3 CPU,
and then explains the detailed
functions of the T3.

Part 3. Programming Information ........ Explains the information for
designing a program which will
fuily use the functions of the T3.
Also explains Ladder diagram
and SFC as programming
languages for the T3. Explains in
the detailed information
summarized in Part 1.

Those who are using the T3 for the first time should first read Part 1 in
order to understand the basics of programming.

When Parts 2 and 3 are read in addition, the advanced control
functions of the T3 will be understood without difficulty.

Those experienced in using the T3 may skip Part 1, but refer to Parts 2
and 3 as necessary so as to fully use performance. Anindex is
provided at the end of this manual for that purpose.

When it comes to the configuration, some of the contents of Parts 1
and 3 are duplicated. However, please note that some portions of the
explanation in Part 1 are summarized for ease of understanding.
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Before reading this manual

Related manuals The following related manuals are available for the T3.

T3 User's Manual-Hardware
This manual covers the T3's main body and basic 1/O-thier
specifications, handling, maintenance and services.

T3 User's Manual-Functions
This document explains the functions of the T3 and how to use them.

The necessary information to create user programs is covered in this
volume.

T-series Instruction Set
This manual provides the detailed specifications of instructions for
Toshiba's T-series Programmable Controllers.

T-PDS Basic Operation Manual

This manual explains how to install the T-series program development
system (T-PDS) into your personal computer and provides basic
programming operations.

T-PDS Command Reference Manual
This manual explains all the commands of the T-series program
development system (T-PDS) in detail.

Handy Programmer (HP911) Operation Manual
This manual explains how to operate the Handy Programmer (HP911)
for the T-series Programmable Controllers.

T-series Computer Link Function
This manual explains the specification and handling method of the T-
series Programmable Controller's Computer Link function.

Analog Input Module (AD368) User's Manual
This manual provides the specifications and the operations of the
Analog Input module (AD368) for the T3.

Analog Output Module (DA364/DA374) User's Manual
This manual provides the specifications and the operations of the
Analog Output module (DA364/DA374) for the T3.
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Before reading this manual

Note and caution Users of this manual should pay special attention to information
symbols preceded by the following symbols.

Calls the reader's attention to information considered
important for full understandings of programming
procedures and/or operation of the equipment.

Calls the reader's attention to conditions or practices that
could damage the equipment or render it temporarily

inoperative.
Terminology AWG American Wire Gage
ASCI American Standard Code for Information Interchange
CPU Central Processing Unit
EEPROM Electrically Erasable Programmable Read Only Memory
IF interface
/O input/Output
LED Light-Emitting Diode
ms millisecond
NEMA National Electrical Manufacture's Association
PLC Programmable Controller
PS Power supply
RAM Random Access Memory
ROM Read Only Memory
©s microsecond
Vac ac voltage
Vdc dc voltage
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PART 1 BASIC PROGRAMMING 1. Overview

R e

Normally, the design of a contro! system to which the T3 is applied is

1.1
System design
¥ 9 carried out by the following procedure.

procedures

System Pianning

v

System Designing

|

Detailed Designing

v

Y

System Wiring Program Designing
Y l
input/Output Programming

QOperation Check

»>
A

Program Loading

L.
>

Y

Debugging

l

Combination Test

|

Test Run

Y

Program Storing

b

Hot Run

Study the configuration of the
conirol system and device
configurations (including PLC
selection).

Thoroughly study the operation
sequence of the system and
the abnormal sequence.

Study the interfaces between
T3 I/O modules and external
devices, and determine the
types of IO modules.

Create the T3 program
according to the sysiem
operation sequence.

Enter the program by using the
T-series programmer (T-PDS).

Load the program into the T3.

Carry out the T3 operation
check by simulated inputs.

Carry out an operation check
by combining with external
devices (the power circuit
should be cut off).

Carry out system trial operation
and adjustment.

Store the program on a disk file
and make documentation.
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1. Overview PART 1 BASIC PROGRAMMING

R

1.2
Basic programming The basic procedures for creating a T3 program and loading the
procedures program into the T3 are as follows.

M Determination of YO ---- Determine the types and
arrangement of the /O modules and
make an input/output map for the
external devices and the T3's data
memory.

Y

(2) Program Designing ---- Create the program based on the
operation sequence of the system.
At this time, give due consideration
to constructing the program by
dividing it into an input signal
processing section, a control
condition section and an output
section. Also the program will follow
the flow of control operation. By this
means, the program should be easy
to study, and therefore modification
and additions shouid be simple.

Y

(3) Starting the T-PDS  +---- Start up the T-series Programmer
(T-PDS).
¥
(4) Selecting Offline Mode | - -- - Set the T-PDS to Offline mode and
initialize the Workfile
l (Workfile=Offline memory)

(5) /O Allocation ---- Write the input/output allocation
information based on the I/O
allocation determined in (1) above.

Write the program designed in (2)
(6) Programming ~ ---- above into the disk. Do not forget
the END instruction at the end of the
l program.
Connect the T3 and the programmer
) Startupthe T3  F---- (T-PDS) by the dedicated cable, and
l start the T3 with HALT mode.
(8) | Selecting Online Mode ---- Set the T-PDS to Online mode.
When communications between the
l T3 and the T-PDS are established,
the T3 operation mode is displayed

on the T-PDS screen.
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PART 1 BASIC PROGRAMMING

©)

(10)

(11)

(12)

(13)

(14)

!

1. Overview

Clearing Memory

————— Clear the T3's memory by issuing

Y

the Clear Memory command from
the T-PDS. Ifthe T3 is in ERROR
mode, issue the Error Reset
command, then issue the Clear
Memory command.

Program Transfer

————— Transfer the program created in

l

offline mode to the T3.

Program Debugging

————— Put the T3 into RUN mode and

check the operation. When the 1/O
modules are not all mounted, use
the Forced RUN (RUN-F) function.

Program Modification

- ---- Carry out any required modifications

l

to the program.

Writing into the EEPROM

----- When the T3 CPU has built-in

Y

EEPROM (PU325}, write the
program into the EEPROM.

Normal Operation

----- Put the RAM/ROM switch to ROM,

and the operation mode switch to
RUN or P-RUN. Operation will then
start automatically the next time
when power is switched ON.

The above procedure is called ‘Offline mode programming’.
In the Offline mode programming, after the user program is developed
without the T3 hardware, it will be loaded into the T3 at a time.
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1. Overview

PART 1 BASIC PROGRAMMING

M

(2)

3)

o)

8

©)

(11)

(12)

(13)

(14)

On the other hand, the method of connecting the programmer (T-PDS)
to the T3 and writing the program directly into the T3 is called ‘Online
mode programming’. The procedure of Online mode programming is

as follows.

Determination of /O

Y

Program Designing

v

Starting the T-PDS

Y

Starting up the T3

v

Selecting Online Mode

Y

Clearing Memory

v

/O Allocation

|

Programming

v

Program Debugging

v

Program Modification

'

Writing into the EEPROM

Y

Normal Operation

—NOTE

Set the T-PDS to Online mode.

Clear (initialize) the T3’s memory.

When all the necessary /O modules
are mounted, the Automatic /O
Allocation function can be used.

Write the program directly into the
T3’s memory.

VA

run.

(1) Take special care for Safety during program debugging and test

(2) If power is switched on when the RAM/ROM switch is in RAM,
the T3 will not enter RUN mode automatically even if the
Operation mode switch is in RUN or P-RUN. (See Section 2.2)
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PART 1 BASIC PROGRAMMING

2. Operation Outline

2.1

Operation modes and There are 3 modes of RUN, HALT and ERROR as basic operation
functions modes of the T3. Also, as a variation of the RUN mode, the RUN-F
mode is available for debugging.

RUN Mode:

RUN-F Mode:

HALT Mode:

ERROR Mode:

— NOTE

This is the program execution mode. The T3 repeats
the reading of external inputs, execution of the user
program and the determination of external output
states. (One cycle of this operation is called a ‘scan’).

.. Monitoring of the program execution state and forced

input/output can be performed using the programmer.

This is a mode to force the program execution even
when the I/O modules are not mounted. (In the
normal RUN mode, this would give an I/O no answer
error). This is used for program debugging.

This is the operation stop mode. The T3 switchs OFF
all outputs and stops user program execution.
Normally, programming is carried out in this mode.
Also, writing the program into the EEPROM (in the
case of the PU325) is available in this mode only.

This is the ‘Error Down’ state. When the T3 detects
an error by self-diagnosis which renders continuation
of operation impossible, it will switch OFF all outputs,
stop the use program execution and enter the
ERROR mode. In the ERROR mode, all writing
operations to the T3 are prohibited. In order to
escape from this mode, it is necessary either execute
‘Error Reset’ from the programmer, or to switch the
power supply OFF and ON again.

VA

function.

1. Programs can be changed in both the RUN mode and the RUN-F
mode (this is called the ‘online program changing function’).
However, only normal programming in the HALT mode is

. .. described in Part 1.. See.Part 2 for the online program changing

2. Apart from the above 4 modes, there are actually the HOLD mode
and the DEBUG mode as well. These are described in Part 2.

User’s manual - Funciions 1 7



2. Operation Outline

2.2

Modes transition To determine/change the operation mode of the T3, the operation mode
switch on the CPU module, programmer PLC control commands and

conditions

PART 1 BASIC PROGRAMMING

T3 self-diagnosis are available. Also, the RAM/ROM switch on the
CPU module controls the operation mode at power up. These are
described below.

* Qperation Mode Switch...HALT/RUN/P-RUN

Switch Position

Operation Mode

HALT

When the mode switch is shifted from RUN or P-RUN to HALT, the
operation mode will turn to the HALT mode. Also, when power is
switched ON with the mode switch at HALT, the T3 wili start up in
the HALT mode.

RUN

When the mode switch is shifted from HALT to RUN, the operation
mode will turn to the RUN mode. When the swilch is shifted from
P-RUN to RUN, the operation mode will not change. The mode
when power is switched ON in the RUN position will be determined
by the RAM/ROM switch.

P-RUN

Signifies ‘Protect RUN'. Although its relationship with the
operation mode is the same as that of the RUN position, in the
case of P-RUN, the whole program and the leading 4k words
(D0000-D40YS) of the data register will be write-protected. Also,
‘Initial Load’ is prohibited.

*

RAM/ROM Switch

Switch Position

Operation Mede

RAM

Starts up in the HALT mode regardless of the setting of the
operation mode switch.

ROM

Automatic RUN will start when the operation mode switch is in
RUN or P-RUN.

* Programmer PLC Control Commands...HALT/RUN/Force RUN

Command

Operation Mode After Execution of Command

HALT

Shifts to the HALT mode (effective only when the mode switch is in
RUN or P-RUN}).

RUN

Shifts to the RUN mode (effective oniy when the mode switch is in
RUN or P-RUN).

Force RUN

Shifts to the RUN-F mode (effective only when the mode swilch is
in RUN or P-RUN).

18 PROSEC T3




PART 1 BASIC PROGRAMMING 2. Operation Outline

Previous state OP mode
OP mode transition factor after Remarks
OF mode RAM/ROM | Mode SW transition
HALT/RUN {Power ON HALT No Initial Load
RAM
P-RUN [Power ON HALT No Initial Load (Protect)
_ HALT Power ON HALT Initial Load execution
(Power OFF) |  RoMm RUN  |Power ON RUN Initial Load execution—RUN
P-RUN |Power ON RUN No initial Load (Protect)
— _ Error detection at power ON ERRCR
HALT Mode SW —RUN RUN
RAM Command RUN RUN No Initial Load
RUN/P-RUN
Command Force RUN RUN-F
HALT |Mode SW —ARUN RUN
initial Load execution—RUN
Command RUN RUN
RUN
ROM Command Force RUN RUN-F Initial Load execution-—+RUN-F
Command RUN RUN
HALT P-RUN No initiai Load (Protect)
Command Force RUN RUN-F
Mode SW —HALT HALT Mode unchange
RUN
Mode SW =—P-RUN HALT Maode unchange (Protect)
— P-RUN |Mode SW —RUN HALT Mode unchange (Protect release)
HALT  [Command (any) HALT L
Command invalid (Mode unchange)
RUN/P-RUN| Command HALT HALT
— Error detection ERROR
AUN Mode SW —HALT HALT
Mode SW  —P-RUN RUN | Mode unchange (Protect)
P-RUN |Mode SW —~RUN RUN Mode unchange (Protect release)
AUN — Command HALT HALT
Command RUN RUN .
RUN/P-BUN Command invalid {(Mode unchange)
Command Force RUN RUN
Error detection ERROR
RUN Mode SW —HALT HALT
Mode SW —P-RUN RUN-F | Mode unchange (Protect)
P-RUN |Mode SW —RUN RUN-F | Mode unchange (Protect release)
RUN-F — Command HALT HALT
Command RUN RUN-F
RUN/P-RUN Comrmand invalid (Mode unchange)
Command Force RUN RUN-F
Error detection ERRCR
Mode SW({HALT/RUN/P-RUN) ERRCR invalid
nvall
ERROR - — Command (except Error Reset) ERROR
Command Error Reset HALT Recovery to HALT mode

1) In this table, OP mode, RAM/ROM and Mode SW mean QOperation mode, RAM/ROM switch
and Operation Mode switch, respectively,

2) —means the switch status is not related to.

3) See next page for the Initial Load.
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2. Operation Outline PART 1 BASIC PROGRAMMING

23
Operation flow chart User programs can be produced without fully understanding the internal
processes of the T3. However, understanding the outline of the internal
processes will be effective in producing more efficient programs and in
carrying out appropriate debugging. The following drawing gives a T3
internal process overview.

( Power on )
v

Self-diagnosis System initialization
(always) J’
i Initialload [ ---- D
(ERROR mode) ¢
User data initialization @ [~~-~ @
hd
(HALT mode)*—]  Operation mode control User program EEPROM
+ memory (RAM) (IC memory card)
(RUN/RUN-F mode) r\ H
v @
® e <= | Program
Batch input processing F--r-®
HEND]—
Y Data
Batch output processing ---F-@ @__> u//
Data ©
=l ® Input
L 4 ®| | Input <— module
User program execution IR ! e | — Output
; ® Output % module
@ Initial Load

When the RAM/ROM switch is in ROM and the operation mode
switch is in other than P-RUN, the following contents stored in the
EEPROM (PU325 only) or the IC memory card will be transferred to
the T3 RAM at power up and at transiting from the HALT mode to
the RUN mode.

In the case of an IC memory card being mounted in a EEPROM-type
T3 (PU325), the initial load will not be executed from the EEPROM,
the initial load will be executed from the IC memory card only.

(1) Whole user program
(2) Leading 4k words of data register (D0000 to D4095)
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PART 1 BASIC PROGRAMMING 2. Operation Outline

® User Data Initialization
User data (data register, timer, counter, input register, output
register, etc) are initialized. User data is explained in Section 5.

® Batch Input Processing
The status of external input signals will be read from input modules
and stored in the input registers. (The input register is sometimes
called the ‘input image table’.)

@ Batch Output Processing
The status of output registers is written to the output modules.
The output module determines the ON/OFF staie of output based on

this. (The output register is sometimes called the ‘output image
table’.)

® User Program Execution
The instructions stored in the user program memory are read one by
one, and the contents of the output register are updated while
referring to the contents of the user data. This is an essential
function of the T3.

One cycle from operation mode control to user program execution is
called ‘one scan’. The time required for 1 scan is called the ‘scan cycle’
(or the ‘scan time’). :

Generally, the shorter the scan cycle, the faster the output response to
a change in input signal.

User’s manual - Functions 21



2. Operation Outline PART 1 BASIC PROGRAMMING

X

—NOTE
VA

The important items related to the T3 operation mode and the
switches are summarized below.

(1) When power is turned on with the RAM/ROM switch at RAM
position, the T3 starts up in HALT mode. Therefore, use the
RAM position during debug and test run, and set to ROM in
normal operation, regardless.of the type of the T3 CPU.

(2) When the Operation Mode switch is in P-RUN, leading 4k words
of the data register (DO000 to D4095) will be write-protected.
For some instructions, data writing to this area by program
execution is also disabled. (refer io Part 2 Section 5.4)

(3) In a CPU with a built-in EEPROM (PU325) or an IC memory
card, the Initial Load will be executed at power on and at the
beginning of RUN mode transition if the RAM/ROM switch is in
ROM and the Operation Mode switch is in other than P-RUN.
Therefore, if you have changed the RAM program, write it into
the EEPROM or the IC memory card before turning off power or
switching to RUN mode.

(4) The obiject of the Initial Load is whole program and the leading
4k words of data register (D0000 to D4095).
Therefore, even if the range of DO00O to D4095 is specified as
retentive, these data will be initialized by the data of the
EEPROM or the |C memory card.

(5) When the Initial Load condition is satisfied, do not change the
Operation Mode switch HALT —RUN — P-RUN quickly. If so, the
Initial Load will be interrupted and RAM program become
abnormal. Turn to P-RUN only after the RUN LED is lit.
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3.1

/O allocation As described in Section 2.3, communication between input modules or

output modules and the user program is executed via the input
registers and the output registers.

1/0 allocation is the determination of which address of the /O registers
shall be assigned to which /O module. Basically, this is determined by
the mounting order of the modules. Therefore, informing the CPU of
the module mounting order is called ‘I/O allocation’.

The following two methods are available for performing 1/O allocation.
Either method requires that the T3 is in the HALT mode and that the
operation mode switch is in a position other than P-RUN.

(1) Automatic I/O Allocation
Execute the automatic 1/O allocation command to the T3 from the
programmer. The T3 CPU reads the module types of /O modules
mounted (see the table on the next page) and stores this in the user
program memory as /0 allocation information.

(2) Manual /O Allocation
Set the mounting positions and the module types of I/O modules on
the I/O allocation screen of the programmer, and write this
information to the T3.
Manual I/O allocation is used when performing programming in a
state in which not all the /O modules have been mounted, or when
using the unit base address settings described in Section 3.4.
Manual I/O allocation is also used for offline-mode programming.

When the 1/O allocation information is stored in the T3 memory by
these methods, the correspondence between the 1/O modules and the
I/O register is automatically determined by the rules described in
Section 3.3.

*} In practice, special allocation of module types other than those
shown in the table on the next page can be executed by manual
I/O allocation. However, the description is omitted here. The
details are described in Part 3.
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The module type of I/O module is expressed in the following table by a
combination of a functional classification (X:Input, Y:Output, X+Y:I/O
mixed) and the number of registers occupied (W).

Maodule Description Module Type
DI334/334H 32 points DC input X 2w
DI335/335H 64 points DC input X 4w
IN354/364 32 points AC input Xaw
DO333 16 points DC output Y 1w
D0O334 32 points DC output Y 2W
DO335 64 points DC output Y 4W
AC363 16 points AC output Y 1w
AC364 32 points AC output Y 2W
RO364 32 points Relay output Y 2W
RO363S 16 points Relay output (isolated) Y 1W
AD368 8 channels analog input X 8W
DA364/374 4 channels analog output Y 4W
CD332 Change detect 8 points DC input iX 1w
PI312 2 channels pulse input iX+Y 2W
AS311 ASCIl module iX+Y 4W
SN321/322/323 TOSLINE-S20 data transmission TL-S
MS311 TOSLINE-F10 data transmission TL-F

3.2
Input and output In the previous Section, I/O allocation is the performance of
registers correspondence between I/0O modules and input/output registers. Here,
the configurations of input registers and output registers, and methods
of address expression are described.

In descriptions hitherto, input registers and output registers have been
treated as separate entities. However, from the viewpoint of memory
configuration, this is not correct.
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In practice, the input register and the output register use the same
memory area which is called the ‘lI/O register’. In other words, before
performing /O allocation, the |/O register is not colour-divided for input
and output. Colour-division of input and output in register units (16-bit
units) is performed by carrying out I/0 allocation. (Before allocation,
internally, all are regarded as output registers).

This idea can be conveyed by the following drawing.

IO Register I/O Register
(before /O aliocation) (after I/O allocation)

YWO000 XWooo -—
YWOO1 I/C allocation XW001
YW002 —> YW002 ]

1 i I 1

1 ] 1 I
YW 255 Yw255 -
e e

T— Register contents (16-bit data)
Register address

Input/output classification (Input=XW, Output=YW)

This address expresses allocation as output ——

This address expresses allocation as input

The 1/O register is a 16-bit register, and 256 registers are available.
(“16-bit’ signifies that it stores the ON/OFF information for 16 points.)

The /O register used in the user program is expressed as follows.

When an input register . XWO 50O
When an output register ..YW[[J [

The above [J [ [] expresses the register address (also called the
‘register number’), a decimal number from 000 to 255.

Also, each bit (called a ‘device’) in the I/O register is expressed as

follows.
When a bit in an input register (input device) LXOOO
When a bit in an output register (output device) LYOood

The above [][1[] expresses the register address and the
expresses the bit position in the register.

As bit positions, 16 positions of 0, 1, ..., 9, A, B, C,D, E, F are
available.
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3.3
Rules for /O allocation When I/O allocation is performed either by the automatic /O allocation
or the manual I/0O allocation method, the I/O allocation information
(information on which type of module is mounted in which position) is
produced in the user program memory. The coordination between the
registers and the IO modules is decided according to the following rules.

(1) In the basic unit, allocation is carried out from the module
immediately to the right of the CPU in sequence from the lowest

register address.
P Cl| X X Y | X YIYI|Y
SI|Plalatz|2lalajalati]
Ulw wiw/ w|wiw| | w|wiw|w
XW000, XwWoo1 —T T—YWOZS
XW002, XW003 YW022
XW004, XW005 YWO020, YW021
YWO006, YW007 XW016, XW017, XW018, XW019
YW008, YW009, YWO010, YWO011 XW012, XW013, XW014, XW015

(2) In the case of expansion units, allocations are given following on
from the previous stage unit in sequence from the left end module
to the right end module.

Register allocation table

t1b¢
n Type Register
PUG 1 2 3 4 56 7 8 9 e |'® g
Basic PllC|X|X|{X|Y|Y[X|XjY|Y|{Y 0 0 [X2W [XW000, XW001
(#0) s|lip il s §
FPlolaloalalalalal2|1]1
Ujwlwiw|w|w|w | w|wl w|w 9 IY1W [YW023
1] 0 [X2W [XW024, XW025
0 1 2 3 4 6 6 7 8 9 10 1 [X2W [XWO026, XW027
Expansion| P || X | X | X | X|X | Y |Y /Y 1YYy 2 IXoW [XW02B. XW025
(#1) SF“% olalalalalaf1i1]1]1 = 3 |X2W IXW030, XW031
Wiwlwlwiwiwjwijwjwlw 4 [X2W [XW032, XW033
0 1 2 3 4508678 9 10 5 [Y2W [YW034, YW035
Expansion| P 11Ty [y [x [ x[y [y [x]x[ylvly 6 [Y2W [YWO036, YW037
#2) s |\ 7 [Y1w [ywoss
2l2lalz2i2|2|2l2|2]2}2
wliwiwiwjwiwiwiwlwi wiw 8 [Y1W [YW039
9 IY1W [Ywo40
10lY1W [YWoa1
2|0 [Y2aw [YWo042, YW043
§ i H

*} Inthe I/O allocation, for convenience, the module mounting position
is expressed by a combination of the unit number and the slot
number.

Unit number: #0, #1, #2, #3 in sequence from the basic unit
Slot number: 0, 1, 2, ... 9 {or 10) in sequence from the module
mounting position at the left end.

26 PROSEC T3



PART 1 BASIC PROGRAMMING 3. 1/0 Allocation

{3) Slots in which no moduie is mounted (in manual I/O allocation, siots

for which no type is set) do not occupy registers. These are called
‘vacant’ slots,

P{iiCIX|XIX|IVIVIVIYIVIYI|V
HE 1ML
S|Pz 2(d(d(2]|2(d[1]8
Ulwiw|w|lT|[T | wliw|t|w|l
A A A
XWO000, XW001

XW002, XW003
XW004, XW005
YWO008, YW007
YWO008, YW009
YWO010

(4) In case of the 5-slot basic rack (BU315), slots 5 to 9 are regarded
as vacant. Similarly, in case of the 6-slot expansion rack (BLU356),
slots 6 to 10 are regarded as vacant.

Register allocation table

Basic | P

#0) |8 |': Type Register

e
CoO|s
20 X|o
=0 <N
z2—- =<lw

~< |

En X|=
= =

Ol -3 C

vl sljw|v|a|lo|lol-fon|s || ]lof~0C —W

X 2W | XW000, XW001
X AW | XW002, XW003
Y 2W | YWO004, YWO005
Y 1W | YWO006
Y 1W | YWO007
Vacant —

$ i
Vacant —_
X 2W | XW008, XW00g
X 2W | XW010, XW011
X 2W | XW012, XW013
Y 2W | YWO014, YWO015
Y 2W | YW016, YWO17
Y 1W | YWO018
Vacant —

5 5
10|Vacant —

Expansion| P
(#1) s |/

=y

=N X©
EN X
s <|w
2N <|ks

< |t

EN OX|—=
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(5) After an input/output register is allocated to an I/O module, the
individual external signals on the module are allocated to each bit
(device) on the register. At this time, in modules to which muitiple
registers are allocated, lower register address is allocated to the
lower common (LC) side.

(Example)

The following is the input signal and input device coordination when
XW004 and XWO005 are allocated to a 32-point input module (X2W).

0 X0040 —
—_ X0041 1 1 0 O—
0 © 2 2 X0042 —
— X0043 3 3 0 0
—0 © 4 4 X0044 —_
— X0045 5 5 O 0
-0 © 6 6 X0046 —
— X0047 7 7
—0 © 8 LCO
— X0048 8 9 PS o—
0 O 10 9 X0049 —
_ X004A A 11 —0 ©
O © X004C G 12 . B X004B 5=
°° X004E E 14 15 D __ X004D I
0 o o1 16 - F XOQ04F =
@ 18 0 X0050 i
— X0051 1 19 o C
o o 20 2 X0052 —
— X0053 3 21 0 ¢
o o 22 4 X0054 -
— X0055 5 23 —0 ©
o © 24 6 X0056 —
—_— X0057 7 25 0 0
°° x0086 8 o2 o7 N0 (PS)
—o © 28 9 X0059 '~ __
— X005A A 29 o 0
-0 © 0056 G 30 » B  X005B = |
0 © 32 D X005D _
— X005E E 33 O O
—0 O 34 F XOO5F .
D HO1 g 135 e
NS 86 "2 7INC
NC | 38

(6) Special modules (modules which are not designated by X, Y, X+Y,
iX, iY, iX+Y as moduie types) such as data transmission modules do

not occupy input/output registers.

(7) Input/output registers which are not allocated, internally become
output registers, and can be used in the same way as auxiliary
registers/relays in the program.
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3.4
Unit base address
setting functions

As a special function for input/output allocation, there is a function
which can set the base register address of each unit.

This function is achieved by the manual /O allocation.

If this function is used, the register address does not shift even when
module additions are carried out in the future.

PUD 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 98 10

Basic| P | CIX|X | X[X[XiX]|X Expan- P i XX | XX X|X|X

(#O)SFS4442222 (Sg)' SIFl2lalal2l2l2]2

WIW| W IW|(W|W|W WIW| W W[ Wiw|Ww
0 1 2 3 4 5 6 7 8 9 10 c t 2 3 4 5 6 7V 8 9 10
expan-| P [ YTY Y [YTY]YTY expan | P [T Y [Y[YY]YTY
son | S1E 41 4lal2l2|2]|2 sion |\ SIFl 5| a1 ] 1]1]1
{#1) wliw|lwlwlw|wiw #3) wiw{lwlwiw|w

Register allocation table

U S U S

n| Unitbase |1 | Type Register n| Unitbase ||| Type Register

% address ‘t) { address ?

0 000 PU — 2 100 0| X2W | XW100, XW101
0 | X 4W | XW000~XW003 1 X2W | XW102, XW103
1 | X 4W [ XW004~XW007 2 1 X2W | XW104, XW105
2 | X4W | XW008~XW011 3 | X2W | XW106, XW107
31 X2W [ XW012, XW013 4 [ X2W | XW108, XW109
4 1 X2W [ XW014, XW015 5 Xa2w | XW110, XW111
5| X2W | XW016, XW017 6 | X2W [ XW112, XW113
6 | X2W | XW018, XW019 7 —_

7 — 8 —
8 — 9 —
9 — 10 -

1 050 O |Y4W | YWO50~YWO053 3 150 0iY2W |YW150, YW151
1Y 4W | YW054~YWO057 1|Y2W [ YW152, YW153
21Y2W | YWO058, YWO059 2| Y1W |YW154
31Y2W |YW060, YWO061 3|Y1W 1YWI155
4 Y 2W | YWO062, YWO063 4 1 Y1TW |YW156
5|Y2W | YWO064, YW065 5(Y1W | YWI157
6 | Y2W | YWO066, YW067 6 —

7 — 7 —
8 — 8 —_—
9 —_— 9 —
10 — 10 —
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—_NOTE
VAV

(1) Apart from register address skipping between units, when the
unit base address setting function is used, it follows the /O
allocation rules described in Section 3.3.

(2) A setting which gives a latter stage unit a low register address
cannot be performed. For example, a setting by which the base
address of Unit #1 is 50 and the base address of Unit.#2 is 30
cannot be performed.

(3) When automatic 1/0O allocation is performed, there is no base
address designation for any unit. The registers are allocated in
succession. (As described in Section 3.3).
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4.1
User program
configuration

A group of instructions for executing control is called a ‘user program’.
This is also called an ‘application program’, a ‘sequence program’ or a
‘logic circuit’. In this manual it will be called a ‘user program’.

The memory area which stores the user program is called the ‘user
program memory’, and in the T3 it has a capacity of 32k steps.
However, out of this, 0.5k steps are used to store the user program
ancillary information (this is called ‘system information’). Therefore, the
actual user program capacity-will be 31.5k steps. .Also,.if Tags and
Comments are stored in the T3, a part of this area is used. A ‘step’is
the minimum unit which composes an instruction and, depending on
the type of instruction, there will be 1-10 steps per instruction.

EEPROM

0.5k steps I' System information « {or IC memory card)

A

User program RAM memo
: ry
31.5k steps ‘./——
4 | Tagand comment |-
—_NOTE
VA

(1) The EEPROM is available only in the case of a built-in EEPROM
type CPU (PU325). When an IC memory card is installed, the
IC memory card will take priority over the EEPROM, but the
description is omitted in Part 1. See Part 2 for the IC memory
card.

(2) For the conditions for transfer from the EEPROM (or the IC
memory card) to the RAM (the Initial Load), see Section 2.3.

(3) Tag and Comment are explained in Part 3.
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4.2
System information ‘System information’ is the area which stores execution control
parameters and user program control information for executing the user
program, and occupies 0.5k steps. The foliowing contents are included
in the system information.

(1) Machine parameters (model type, memory capacity)

(2) User program information (program ID, system comments, number
of steps used, etc.)

(3) Execution control parameters (scanning mede, sub-program .and
interrupt program execution conditions)

(4) Retentive memory area information

(5) 1/O allocation information

(6) /O interrupt assignment information

(7) Network assighment information

{8) Compuiter link parameters

(9) Systemn diagnosis function execution conditions

Qut of these, the CPU automatically performs the setting/updating of
the machine parameters of (1) and the number of steps used of (2).
{tems apart from these are set by the user from the programmer. Here,
only the retentive memory area information of (4) and the I/O allocation
information of (5) are described. The other items are described in Part
2 and Part 3.

*

Retentive memory area

The ranges for retaining the data during power off can be set for the
auxiliary register (RW), the timer register (T), the counter register
(C) and the data register (D). Data other than within these set
ranges will be O-cleared (device is OFF) in the data initialization
process at power up. This setiing is performed in a way to
designate from the first address (0) to a designated address for
each of the above registers. (See Section 5.2 for details)

I/O allocation information

As described in Section 3, 1/O allocation information is stored here
by executing automatic 1/O allocation or manual I/O allocation. The
CPU determines input/output register allocation based on this
information. Also, as self-diagnosis, the CPU executes a check as
to whether the modules in the allocation information are correctly
mounted.
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4. User Program
e ]
4.3

User program The user program is a group of instructions for executing control, and

has a capacity of 31.5k steps. The function which executes the user
program is the main function of the programmable controller T3.

The user program is stored by each program type as shown in the
following diagram, and it is managed by units called ‘blocks’ in each

program type. Also, in 1 block, the user program is managed by a rung
number (in the case of ladder diagram). Therefore, in the

monitoring/editing-the user program,.a specified rung.can-be called by
designating the program type, block number and rung number.

User Program Configuration

Program Type Intemal Block Internal Structure
(Program Types) Structure (Blocks}) (Rung Numbers)
Rung 1
Main pregram ::I—I l—lj
Block 1 |:|'"4
___________________ -
Sub-program #1 A
___________________ ltl L e Rung 2
\ [ L mMov }—
- ]
Sub-program #2 ' Block 2 I'l I_‘
___________________ 1 1 b o e = -
! \
Sub-program #3 [ et \ Rung 3
___________________ ' '
\ Block 3 \ l:: C
Sub-program #4 ' 4
___________________ I e R ‘,I e
Timer interrupt program |'. '1‘
___________________ '
I/O interrupt program #1 ! \\
___________________ L] —————————— ] \ e m e ——— - ad
L] 1
/O interrupt ram #2 } L
7 Inferiup! program < i ' | Rungm
. ' V| {m=no limit
/O interrupt program #3 ' Block n ¢ { imit)
"""""""""" ‘ {(n=maximum 256) WHH
YO interrupt program #4 4 \
___________________ 1
1 N T
YO interrupt program #5 b
/O interrupt program #6
et L L1 L
/O interrupt program #7
I/Q interrupt program #8
Sub-routine
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*

Program Types

As program types, the main program, sub-programs (#1-#4), the
timer interrupt program, /O interrupt programs (#1-#8) and the sub-
routines are available. Although there is a capacity limit of within a
total of 31.5k steps, there is no capacity limit on any of the program
types.

* Blocks
From 1 to 256 are effective as block numbers. Every block has no
capagcity limit.. In the.T3, apart from.the. Ladder.diagram, the SFC
language can be used. However muitiple languages cannot be
used in one block. In other words, when multipie languages are
used, it is necessary to separate blocks. In the case of using the
ladder diagram only, there is ho need to divide the block.

*  Rungs
Within the block, the user program is managed by the rung number.
(In the case of the Ladder diagram). A ‘rung’ signifies one grouping
which is linked by lines other than right and left power rails. There
is no limit to the number of rungs which can be programmed within
one block. The size of one rung is limited to 11 lines x 12 rows
(maximum 132 steps), as shown in the following diagram.

2 3 4 5 6 7 8 9 10 11 12

1
A A >
e o o S S S
o bt oo
N
L
5L
0 e e
s AT
0
L e e s i s e
PP O SR AV PN SN U ROTO SO
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4.4
Program execution
sequence

The main program is the main body of the user program which
executes every scan, and must have at least one END instruction.
Here, the program execution sequence is described in the case of the
main program only. The operation of other program types is described
in Part 2.

The user program is executed in the following sequence.

(D The main program is.executed in.sequence from the first block (the
lowest number block) to the block which contains the END
instruction.

@ Within one block, it is executed in sequence from the first rung
(Rung 1) to the last rung (in the case of the block containing the
END instruction, to the rung which has the END instruction).

@ Within one rung, it is executed in accordance with the following
rules.

connection, execution is
carried out from left to right.

1 2 4 6 7
(2) When there are OR I___.(
connections the OR logic _-l ia : : | l I__—‘
]
|

(1) When there is no vertical _1i 2 3 4 )_1

X

path is executed first.

©
(3} When there are branches, i,, 3, 4, 5, )_
execution is carried out from o ! I 6l i 7\
the upper line to the lower I 7 }_
3 | \
line.
4) A combination of (2) and (3 1 3, 4, 5,
2 8 8,
1 C
71
|
—_NOTE
VA
1. The block numbers need not be consecutive. In other words,
there may be vacant blocks in the middle.
2. The rung numbers must be consecutive. In other words, vacant
rungs cannot be programmed in the middle.
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51
User data types and Data stored in the RAM memory of the CPU and which can be referred
functions directly in a user program, such as the states of input/output signais,
control parameters and arithmetical results during execution of the user
program are called ‘user data’.

From the viewpoint of treatiment, user data can be considered as
divided into registers and devices.

Registers. are locations which.store .16-bit data. . The following types are
available according to their functions.

Code Name Function Number Address Range
XW  |Input register Stores input data from the input XWO000-XW255
module (batch input)
YW | Qutput register Stores output data to the cutput YWO000-YW255
module (batch cutput) Total

IW | Direct input register| Direct input data from the input |26 WOrdS | \wi000-iW255
module (direct input)

OW | Direct output Direct output data to the output OWO000-OW255
register module(direct output)

RW | Auwdliary register iUsed as a temporary memory for | 512 words RWOO0-RW511
results during execution of the
user program

SW | Special register Stores error flags, execution 256 words SWO00-SW255
control flags, ciock-calender data
timing clocks, etc.

T  |Timer register Stores elapsed time during timer {512 words TO0OD-T511
instruction execution.

C |Counter register  |Stores current count value during {512 words C000-C511
counter instruction execution

D Data register Used for storing control 8192 words D0000-D8191
parameters and as a temporary
memory for execution results

W |Link register Data exchange area with data 1024 words WO0000-w1023
transmission module
(TOSLINE-S20)

LW {Linkrelay register jData exchange area with data 256 words LWO0O0O-LW255
transmission module
{TOSLINE-F10)

F File register Used for storing control 8192 words FO000-FB8191
parameters and for storing
accumulated data

1 Used for indirect addressing for {1 word { {(No address)
T |Indexregister | Saier designation of 1 word J(No address)
1 word K {Ne address)

*1) In the T3 system, 1 word is treated as equal to 16 bits and units
called words are used as numbers of registers.

*2) All register addresses are decimal numbers.

*3) In the timer register TO00-T063 increase in 0.01 second units (0.01
second timer) and T064-T511 increase in 0.1 second units (0.1
second timer).
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On the other hand, ‘devices' are locations which store 1-bit data
(ON/OFF information). The following types are available according to
their functions.

Code Name Function Number Address Range

X {Input device Stores input data from the input X0000-X255F
moedule {batch input)
Corresponds to 1 bit in the XW

register
Y Qutput device Stores output data to the output Y0O000-Y255F
. '| modute (batch cutput)
Corresponds to 1 bit in the YW | Total 4096
register points
| Direct input device |Direct input data from the input 10000-1255F
module (direct input)
O [Direct cutput Direct output data to the output 0000-0255F
dsvice module(direct output)
R  |Auxiliary relay Used for intemal relay. 8192 points R000-R511F
device Corresponds to 1 bit in the RW
register

S Special device Stores error flags, execution 4096 points S0000-S255F
controt flags, timing relays, etc.
Corresponds to 1 bit in the SW
register

T. |Timer relay device |Reflects the execution result of (512 points T.000-T.511
the imer instruction
Corresponds to the T register
operation of the same address

C. [Counter relay Reflects the execution result of (512 points C.000-C.511
device the counter instruction
Corresponds fo the C register
operation of the same address

Z  |Link device Data exchange area with data 8192 points | 20000-Z511F
transmission module
{TOSLINE-S20)
Corresponds to 1 bit in the
leading 512 words of the W
register

L Link relay device  |Data exchange area with data 4096 points LOO0O-L255F
transmission module ’
{TOSLINE-F10)

The address expressions for devices are as shown below.

Otherthan T. and C. ...X 063 F
L— Bit position in the corresponding
register (0-F)
Address of corresponding register
(decimal number)
Function code (X, Y, O, I, R, S, Z, L)

T.and C. ...T. 255

Address of corresponding register
(decimal number)
Function code (T., C.)

—H
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Therefore, for example, device X0352 expresses bit 2 of register
XWO035, and if X0352 is ON, it means that bit 2 of XW035 is 1.

{MSBY* (LSB)*
F EDCB A9 8 7 6 5 4 3 2 1 0 -<«—Biposition

xwoss | | | | [ [ [ [ ] [ Je[]]
;XOSS2=ON

—NOTE
VAV

(1) The least significant bit {LSB) is bit 0 when numerical values are
handled in the register.

(2) When the direct input register/device(IW/) are used in an
instruction, input data will be read directly from the input module
when that instruction is executed. (This system is called the
‘direct input system’). As opposed to this, in the input register
(XW), input data will be read from the corresponding input
module in a batch before user program execution. (This system
is called the ‘batch input system’). In the input/output allocation,
an W and XW of the same address correspond to the same
input module.

(3) When the direct output register/device (OW/O) are used in an
instruction, those data will be outputted directly to the output
module when that instruction is execuied. (This system is called
the ‘direct output system’). As opposed to this, the contents of
the output register (YW) will be outputied to the corresponding
output module in a batch before user program execution. (This
system is called the ‘batch output systeny’).

In the input/output allocation, an OW and YW of the same
address correspond to the same output module.

Note that, in the case of direct output by device O, the other 15
bits in the same register (OW) are also directly outputted.

(4) See Part 3 for details of registers/devices.

* LSB: Least significant bit
MSB: Most significant bit
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5. User Data

5.2

Conditions for data The user data are initialized according to the conditions in the following
initialization table at power up and at transiting the RUN mode.
Also, the leading 4k words of the data register (D0000 to D4095), are
the subjects of the Initial Load. Therefore, when the Initial Load
conditions are established, initialization will be carried out in the
sequence |nitial Load — data initialization. (See Section 2.3 for |nitial

Load)

Register/Device

Initialization

Input registers/devices(XW7X)

For forced input devices the previous state is
maintained, the others are O-cleared

Output registers/devices(YW/Y)

For coil forced output devices the previous state
is maintained, the others are O-cleared.

| Auxiliary registers/devices(RW/R)

For registers designated as retentive and coil
forced devices the previous state is maintained,
the others are O-cleared

Speciat registers/devices(SW/S)

CPU setting part is initialized and the user setting
part is mainiained.

Timer registers/relays (T/T.)

Counter registers/relays (C/C.)

For registers designated as retentive and the
devices which correspond to them the previous
slate is maintained, the others are 0O-cleared

Data registers (D)

For registers designated as retentive the previous
state is maintained, the others are 0-cleared.

If the Operation Mode switch is in P-RUN, leading
4k words (D0O00 to D4095) are maintained.

Link registers/relays (W/Z}

For forced link devices the previous state is
maintained, the others are 0-cleared

Link relays (LW/L}

For forced link relays the previous state is
maintained, the others are 0-cleared

File registers (F)

All maintained

Index registers (1,J,K}

All O-cleared

*) The retentive memory area designation is available for the RW, T, C

and D registers.

These areas are designated by the system information setting
function of the programmer. For each register the area from the first
address (0) to the designated address becomes the retentive

memory area.

T-PDS’s Retentive Memory Area Designation Screen

13. Retentive memory area
RWO000
TOO0O
C000
D0000

——r——
[ S R
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. ________________________________________________________ ]

6.1
Sample system

In this section, simple sequences as examples, input/output allocation,
program designing and also the procedures for the actual programming
operation are shown. Refer to them when using the T3.

Let us consider the sequence in the following diagram as an example

Q19| 9| 9] Numerical setting device (BCD output type)

@ Operaticn switches (start, stop, emergency stop, fault reset)

l—_ E Limit switches (LSO, LS1, LS2, LS3)

Y

T3 <« -0 o Motor answerback (running forward, running in reverse}

b l:ﬂ:D Motor {(forward, reverse)

N~ Lamp displays (preparation complete, operating, operation
> —O- complete, fault)
PAREN

-: Numerical display device (BCD input type)

-
Vi
-
¢S
-
Vo
-

e ree——

K
)
[)
)

-
-
-
-
-
-
-

(D When the ‘Start’ switch is pressed with LSO in the ON state, the
following operation is executed.

LS0 Foward > LSt Foward > LS2 Foward > LS3

\ {Stop for 1 second) (Stop for 2 seconds) (Stop for 3 seconds)

(Stop for 10 seconds Reverse
after LSO returns to ON)

@ The above operation is repeated only for the number of times set by
the numerical setting device. During the operation, the ‘Operating’
lamp is lit and, at the same time, the actual number of executions at
that time is displayed on the numerical display device.

When the operation is completed, the ‘Operating’ lamp will go out,
and the ‘Operation complete’ lamp will be lit.

@ If the “Stop’ switch is pressed during the operation, the motor is
stopped at that position and, after 1 second, starts in reverse. When
the LSO becomes ON, the motor is stopped and, after 1 second, the
‘Preparation complete’ lamp is lit.
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@ When LS0 is ON in states other than during operation, the
‘Preparation complete’ lamp is lit. The ‘Start’ switch is only effective
when the ‘Preparation complete’ lamp is lit.

(® When the ‘Emergency stop’ switch has been pressed, the motor is
stopped in that position and the ‘Fault’ lamp is lit. In that state, if the
‘Fault reset’ switch is pressed, the ‘Fault’ lamp will go out.

6.2

Input/output allocation  First decide the module configuration-and-make a Map of
Correspondence between external signals and registers/devices. Here,
the allocation is made for modules with the configuration shown below.

*

Module configuration and register allocation

01 2 3 4
p ploloim Rack : BL315 (for Basic, 5 /O slois)
S ulilolo PS : PS361 (100-120/200-240 Vac)
3. 3(3{3|3 CPU : PU315 (Standard)
6 113|386 Input  : DI334 (32 points DC input)
1 5(414]3 Output : DO334 (32 points DC output)
s RO3638S (16 points isolated Relay output)
XWO000, XwW001 —T l
YW002, YWO003
YW004
* Input/Output Map
XW000 (Numerical Setting Device) XWO001 (Switches)
0000 | ) X0010 | Emergency stop (normaily ON)
01 L %100 11 | Fault reset
0z 12 | Start
03 13 | Stop
04 | 14
05 > x101 15
06 16
07 | | 17
08 | ) 18 |LS0
09 L 102 19 {LS1
0A 1A |LS2
0B | J 1B |LS3
oc | 1C | Answerback forward
oD 1D | Answerback reverse
> %108
OE 1E
oF | | 1F
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YW002 (Mumerical Display Device) YWOO03 (Lamps) YWO004 (Motor)
Y0020 ) Y0030 | Fauilt Y0040 | Forward
21 | 00 31| Preparation complete 41| Reverse
22 32| Operating 42
23( ) 33] Operation complate 43
241 N 34 44
25 35 45
b %101
26 36 46
27| | a7 47
28| 38 48
29 L 39 49
2A X102 3A 4A
28| ) 3B 4B
2CI 7 3C 4C
2D 3D 4D
& [ 3E 4E
2F| | 3F 4F
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6.3
Sample program A sample program of this sequence are shown on the following pages.
When designing a program, arrange the conditions, and give them
careful thought so that the program will follow the flow of operations as
far as possible.

Here, the program is composed using basic instructions only. The
following is a simple explanation of the instructions used in this
program.

®
Input < + Cutput NO contact
Put output ON when the input is ON and the state of device & is ON.

®
input <4+ Qutput NC contact
Put output ON when the input is ON and the state of device @) is OFF.

Input -1 Output  Transitional contact (rising) '
Put output ON only when the input at the previous scan was OFF and
the input at the present scan is ON.

®
lnput <+ Coil
Put device & ON when the input is ON, and put device (&) OFF when
the input is OFF.

Input &) TonTen |- Output  ON-delay timer
After the input has changed from OFF to ON, put output ON after the
elapse of the time specified by (3. Also, at this time put the
corresponding timer relay ON. (the 0.1 second timer in the example on
the next page)

Counter

With the enable input in the ON state, count the number of times the
count input is ON and store in counter register Cnnn. When the values
of @ and Cnnn become equal, put output ON. When the enable input
is OFF, clear Cnnn and put output OFF.

Count input

CNT
Enable input ®Cnnn Output

Input{@s~ @ I-Output Binary conversion
When the input is ON, convert the value of BCD which has been stored
in (A to a binary number and store in (B.

Input {@sco @ J-Output  BCD conversion
When the input is ON, convert the value of (& to BCD and is store in®.

Input{mes 1 Master control set/reset
Hwmem H  Put the power rail between MCS and MCR ON only when the input of
MCS is ON.
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Operation Mode
Setting Part

Operating Sequence

reverse

X010 Roco
1 | 10 TON Toe4 |4 F ( )J
1 second deiay Emergency Emergency
stop stop
ROOO X011
Fault reset
ROO0O ROO2 RO03 X018 R0O01
[ l ] 1 {

— | { )=
Emergency Stop Operating LSO Preparation
stop compleie
X0113 g Rloclls R1016 RO0C Ro02
_1 i M 11 ,r’r /H, {
Stop Operating] Stop Emergency Stop

complete stop
Roo2
l
{
X012 ROO1 RO14 RO02 ROO0 ROO3
] A
Start Preparation|Operation Stop Emergency Ope-
complete | complete stop rating
RCO3
| |
[
R0O3 r
— | LMCS
Cperating
—{T——{ xw00 BIN D 5000}
Numerical setting device
X019 RC10
— it e
LS1 Running
T.088 forward
Cycle
complete
RO10
X019 RO13
10 TON Tos5 |
LS1 Runningin 1 second delay
reverse
T.0|65 XIO}A RO11
_‘ [ AT ( )—
LS2 Running
RO11 forward
X01A  RO13
20 TON T066 |
LS2 Runningin 2 seconds delay

When ‘Emergency stop’ (X010:
normally ON} is OFF, maintains
RO00 ON. ROQO is reset by ‘Fault
reset’ (X011) ON.

ON delay timer is to wait the
establishment of the emergency
stop signal.

When ‘operating’

(ROD3) is ON and ‘Stop’

(X013) is ON the stop mode
(R002) is ON. When ‘Stop
complete’ (RO16) is ON, R002 is
put to reset.

When ‘Preparation complete’
(ROD1)isONand ‘Sart’

{X012) is ON the operation mode
{RO03) is put ON. :
When ‘Operation complete’(R014)
is ON, R0O03 is put to reset,

When the operation mode {R003)
is ON, the MCS-MCR is executed.

The value of the nurnerical setting
device is binary-converted at the
beginning of the operation, and is
substituted in D500O0.

RO10 is put ON at the beginning of
the operation. R0O10 is reset by
LS1 (X019) being ON.
When'Cycle complete’ (T.068) is
ON also, in the same way, R010 is
put ON.

T.065 is put ON after LS1 (X019)
has been ON for 1 second.

When T.065 is ON, RC11 is put
ON and held. RO11 is reset by
L32 (X01A) being ON.

T.066 is put ON after LS2 (XO1A)
has been ON for 2 seconds.
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Stop Sequence

T.066 XO01B RO12
11 [ A { )_1
[ rd {
LS3 Running
forward
RO12
X018 RO13
12 — 30 TON T067 |
LS3 Runningin 3 seconds delay
reverse
T.067 X018 RO13
13 — —34F { M
LSO Running
in reverse
RO13
X018 RO10
14 100 TON T088}
LS0 Running 10 seconds delay
forward
T.068 RO14
s— —— ont ] { H
Cycle Operation
complete complete
| D5000 G000
16 (—{ C000 BCD YW02 |
Numerical display
17 —{ mMerH
ROQ2
18 ', {Mcs}H
Stop
X018
19— 10 TON Toes |
LSO 1 seconds delay
T.069 RO15
20 | | {
Running in
19 5T
21— b—— 10 ToNTo70 | (A
LSO 1 seconds delay Stop
complete|
22 [ MCR}—

6. Programming Example

R o

When T.066 is ON, R012 is put
ON and held. When LS3 (X01B)
is ON, R012 is reset.

T.067 is put ON after LS3 (X01B)
has been ON for 3 seconds.

When T.067 is ON, R0O13 is put
ON and held. When LS0 (X018} is
ON, R0O13 is reset.

‘Cycie complete’ (T.068)is put ON
after LSO (X018) has been ON for
10 seconds

The number of completed cycles
are counted. When they equal the
value {D5000) on the numerical
setting device, ‘Operation
complete’ (R014) is put ON.

The count value (C000) is
converted to BCD and is outputted
to the numerical dispiay

When the stop mode {(R002) is
ON, the MCS-MCR is executed

When LSO (X018) is OFF, T.069
and R015 are put ON after 1
second. If LSO (X018)is put ON,
T.069 and RO15 are reset.

‘Stop complete’ (RO186) is put ON
after LS0 (X018) has been ON for
1 second.
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Lamp Circuit

Motor Circuit

Program End

PART 1

RO0O Y030
23 [ | { )
Emergency stop Fault
Roo1 Y031
2 | S
Preparation Preparation
complete complete
RO0O3 Y032
25 — | -
Operating Operating
R003 RO17
26 — (
Operating
RO0O
Emergency
stop
RO14 RO17 Y033
27— 1 { H
Operation Operation
complete complete
Y033

28

29

30

RO10 RO00 X01D

Y040

|

Running [Emergency Running
forward stop  in revarse

RO11

|

Runnin
forwar
RO12

=

RG13 ROOC X01C

— s

S

Forward

Yo4a1

(>

Running inEmergency Running
reverse stop forward
R0O15

Running in
reverse

Reverse

—{ ENnD |

BASIC PROGRAMMING

When ‘Emergency stop’ (R000) is
ON, the 'Fault’ lamp (YO30) is put
ON.

When ‘Preparation complete’
(R0OO1) is ON, the ‘Preparation
complete’ [amp (Y031) is put ON.

When ‘Operating' (R003) is ON,
the 'Operating' lamp (Y032) is put
ON.

R017 becomes ON immediately
the operation mode (RO03) or
‘Emergency stop’ (R000) is put
ON.

When ‘Operation complete’ {RO14)
is ON, the ‘Operation complete’
famp (Y033) is put ON. When
RQC17 is on, Y033 is reset.

When R010, R011, or RD12is ON,
‘Forward’ (Y040) is put ON. This
is interlocked by the "Running in
reverse’ answerback (X01D).

When R013 or R014 is ON,
‘Reverse’ (Y041) is put ON. This
is interlocked by the ‘Running
forward’ answerback (X01C).

46 PROSEC T3



PART 1 BASIC PROGRAMMING
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6.4

Programming procedure Here, the procedures for actually writing this program to the T3 using
the programmer (T-PDS) are shown. (An operational example of T-

PDS version 1.4)

(1) Turn the programmer power ON, startup the T-PDS by keying in

TPDS [Enter].

(T-PDS initial Menu Screen)

: Bata Mouitor
: Comments

: Docomentation

= 2 0O K W e

: Usage Map

S HE N

: Lsad/Save/Compare
: Setup Optioms

: (nline/Dffline

: Password

: Quit

s = [— | —

In the initial state, the T-PDS starts up in the communication mode
with the PLC (T3). Therefore, in the state when it is not connected
to the T3, “Receive time-out” is displayed on the screen.

(2) In order to carry out off-line programming, change to off line mode.
Select “L:Online/Offline”, key-in L.

: System Isforsation
Program

 Data Momitor

: GComents

¢ Docomentation

i lsage Map

==ﬂ:‘:.ﬂtﬂ

VIS MITE MEA,
: Load/Save/Compare
: Setup Opticns

: Passwerd
: fuit

y
T
0
L: g
N
]

Sl et mmy

N: Opline  F:

Current mode is Online

FY FE Fi 1] b1 I
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Here, select “F.Offline”.

Key-in F.
5: System Infermatien T: Load/Save/Cospare
P: Program 0: Setup Optioms
N: Data Momiter L: 58
C: Comments W:
D: Documentation Q: Qumit
U: Usage Map
Lil'\l'l fledue Foe ownehi by
A: Brive A B: Drive B [ B: Drive D E: Orive E
" -
B M B e |
FI ¥ 13 H F3 ¥6 1] 3] 1£] Fig—

This sets the selection mode for the disk drive in which to create the
off-line work file. Here, select “C:drive C" by keying-in C.

: System Imfarmatiom
Program

: Dats Monitor

: Comments

: Docomentation

: Usage Map

HE“::IUW

T: Loasl/Save/Campare
0: Setup Options

¥
]

| —

15 11 F7 1) 13} 13

The programmer is now waiting for confirmation the creation of a

work file. Key-in Y.

T
§: System Inforsatien T: Load/Save/Cowpate
P: Program B: Setup Optioms

H: Datz Monitor L: 54

C: Comnents | H

3: Bocmentation Q: Quit

U: Usage Map

i beek VL b
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Next, the PLC model will be requested. Select “1: T3” by keying-in 1.

S: System Infurmatien
P: Program

N: Data Momitor

C: Coments

0: Jecosentatisn

L]

T:

Load/Save/Compare

Sise seltines anta digk

OfFIine:C

FI ¥

] T8

The T-PDS mode is changed to offfine mode.
“Offline C: ” is displayed at the boitom left of the screen.

Since you are asked whether to record the settings, select “Y: Yes”.
By this means, the next time the T-PDS starts up, it will start up with
the work file in drive C as the target.

: System hfﬁmtlm
Program

: Data Nemitor

: Comments

: llucl.entatih )

: Usage Map

s
P:
]
C
b
0

IS MBI MY

o o - Q =

T Load/Save/Compare
: Setap Bptions

mivne TP e

Juit

v Tnter| kev

| oroe
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(3) Next carry out the I/O allocation. From the initial menu state, select

“S: System information”. Key-in S.

<System Infarmation>

bl s h e et ey

: 1/0 Allecation
: Event Bistory
: Scan Time

: Sampling Trace
1 Status Larch

2 M = ™ tn

D: System Biagnosis
Eﬂnm Mansgement

Selert [ owusing [T e 300 by iTnter] ke

! ne :
— | N
FT FZ T3 T 11 5 7 1 I ] TN

Al press

Here, select “A: |/O allocation information”. Key-in A.

I PIES ST M

s: ¥
<System Infermation>

P: <1/8 Allocatism>

. P: System Parameters

M: Data Menitor EEM ¢ tincarian

C: Coments 1: Interrupt Assigmment
E: Event Bistory

D: Decomentation N: Network Assigmment
§: Scan Time

1: Usage Map
T: Samplimg Trace
L: Status Latch
D: Systea Diagmosis

M: Mesory Mamwewent

Sedert Dnomsimg [T o P Kevs

sl press fTmerl ke

i | T2 ] T T5 T6 7 TH 1£] T

Then, key-in A to select “A: I/O allocation™.

<I/0 Allocatiem>

—-Upit $@— —1nit #1-=-— —Init #2— —mit $3—

Slot 1M Skot 10 Slot v} Siet [¥]:]
Mmoo ] e[ 1 [ 1 B I ]
el 1 1 [ 1 11 1 1 [ 1
10 1 2 I 1 21 1 2 [ 1
21 1 3 [ 1 31 1 310 )]
I 1 4 I ] 210 1 11 ]
4 1 1 5 I 1 51 1 510 ]
§ I 1 5 [ 1 [ 3 1 6 I 1
s [ 1 i I 71 1 T I ]
T 1 1 | I 1 8 1 oI 1
81 1 9 [ 1 LI 1 91 1
9 i 1 LI ] LI | 1 1w [ }

Offline

F1 FZ FI |- S 1 117 F7 TE 11] i
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T

in offline programming, manual /O allocation is carried out.
Therefore, select F1 (Edit) on the command line. A cursor will
appear on the screen.

[ 1ol
L] Jo
S|un
] o
&
oow

4
P
]

4"1

S: 1Y B IXe¥ T: 7 8: SP

E: 168 F: 320 6: pAN H: 1208

pit #$1— —Init #2— =——imit 23—
o Slot /o Slot 1/8

H +
: arr
-

BH¥

—tnit 9—
Slat 1/0

"

DWW DAmUE LN S
. ey e g oy ey Py e g Py
ot et Nt et ot e bt bt Mt et
Booumamwms -
o ey e et P i 1 et
o e bt e bl e et e B i et

=

Mlozvenswnmred

e o e P e e P
Ml Bceuonawneed
| e ————————————
= N Rt b bl Y, et et Yo et Wt el

Because the module configuration has been decided in Section 6.2,
carry out the following settings as the input/output allocation.

----- Unit #0 -----
Slot I/O
PU [ ]

0 [X2W] < DI334(32 pts input)
1 [Y2W ] — DO334(32 pts output)
2 [Y1W] — RO3635(16 pts output)

To set the module type, move the cursor to the specified slot
position. Then designate by combining a function division (X, Y,
etc) and the number of the register occupied (1W, 2W, etc) from the
selection list displayed in the upper part of the screen.

First, move the cursor to Unit #0, Slot 0, using the cursor keys.
Then, key-in 1 to designate “1: X".

Vg 1: X 2:¥ XV 41X S: 0¥ 6 iXe¥Y T I B SP
M: @R S5: TL-S 0: TL-F P: OPT
A:IN B: 2% C:4¢ D: ¥ E: 16N F: 328 6: 68 B: 1288
—nit B —pit 31— ———Unit 42— —Upit #3—
Slot i/0 Slot 14 Slot L Slot 170
I 1 [ 1 a1 1 1 1
[] 10 1 11 ] 11 ]
11 1 2 [ 1 2 I ] 21 ]
210 1 11 1 3l 1 i i
al 1 40 1 410 1 4 I ]
4 [ ] 510 1 ! 1 51 1
51 ] 6 [ 1 5 1 1 61 1
6 [ 1 70 1 71 1 71 1
71 1 80 ] a1 1 [ I 1
LI ! ] 30 1 9 1 ] 91 1
11 1 w I 1 80 1 19 1 1
R U R I e T s
%
OFfLine:C i
irite NN CHINEN Clear  JENRY
F1 FzZ 3 H |3 T T 1] 3 TiE
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Next, key-in B to designate “B: 2W".

G 1:% Y XY 4% S 6 {Xs¥7:ZI 9:5P
$: TL-§ 0: TL-F P: OPT
A: I B: 20 C:40 D: B E: 168 F: 328 G: 5AF RB: L2608
m=lnit #8— —mnit $1— —1nit #2— ——Hnit #3——
Slat 1/0 Siot 170 Slot /0 Slot 1A
i qu S S B O SR S
i 2 [ 1 21 1 N 1
2 i 1 110 1 30 1 3| [
3l i 4 0 | 41 1 q | i
4 I 1 5 [ 1 g0 ] 5[ i
5[ 1 6 [ 1 5 [ ] 6 [ 1
6 [ 3 T 0 1 71 ] 710 ]
71 1 I} 1 [ 3 1 [ 1
[ 1 1 [ ] LI ] g I 1
9 i 1 ® [ 1 h LI 1 3 [ 1
DHEN Tlear IRl
31 FZ T H 13:2 11 F7 T8 4] Tl

“X 2W” is displayed as the module type at the bottom of the screen.

Set the module type into the slot at the cursor position. Key-in [Enter].

CHAEE 1:X 2 ¥ 3 XY 41X S:8Y G IX¥7: I B SP
. ¥: MR S5: TL-S O: TL-F P: OPT .
A: ¥ B: 2% C:49 DB: W E: 16N F: 3% G: 630 B: 1288
——imjt ##— —mit #1— —e=elnil #$2mee— —1nit #3—
Slat 10 Slot 1/0 Slot /v Slat 10
PO | 1 9 [ ] BI 1 I} 1
=~ IR SO A A O T
2
2 1 3 [ ] I 1 31 1
31 1 4 [ I I 1 4 [ 1
11 1 5 1 1 s I 1 5 ( ]
5 [ 1 5 I ] 6 [ 1 6 1 ]
6 I 1 71 )] 7 0 ] 71 1
11 1 8 { 1 8 [ ] 8 I 1
8 I 1 3 I 31 1 91 1
9 [ 1 w I } 1w I 1 W I 1
OFfline:C
Erite_ NN Clear
FI |3 T3 H F5 113 7 F8 3] F

“X 2W” is displayed at the Unit #0, Slot 0 position, and the cursor
moves to the next slot.

Hereafter, carry out the required settings using the same procedure.

G i: X ¥ 3 Xe¥ A: I S:i¥ B: BXe¥Y T: T B: 5P

M: MR 5: TL-S 0: TL-F P: OPT

A:IN B: 2% €:4V D: 88 E: 1SN F: 32N 6: 6N B: 1208
—nit $9—— —%kpit $1-—- —~—I\nit #2— —init #3—
Slot 17,1} Slet I/ Slot 170 Slot 1/0
|| ] [ B 1 eI 1 I 1
[ x 2] 10 1 11 ] 110 1
10 ¥ 23 2 [ 1 2 I i 2 I 1
2 [y ) 3 [ ] 31 i al 1
3 [ 4 [ 1 41 1 4 [ 1
4 [ J] 5 [ 1 510 1 510 1
5 [ ] 6 [ 1 6 { | 6 I 1
6 [ 1 710 ] 70 1 710 1
710 1 80 1 B [ 1 B I 1
[ ] 3 [ 1 9 I 1 3 I 1
3 [ 1 ®» I 1 B i 1 8 [ 1

ETHT finred

I FZ ] H 5 ¥6 Fr & F§ FfH
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- ]

After completing required settings, write this information in the work
file. Select F5 (Write) from the command line.

Unit %8 Unit 1 Unit 82 tnit 43
Top ?qlsl:a- l]l-. Top l[lqister ilo Top lihqistur !]h Top ?egistu- llln

—ipit $&— ——lnit $1— —=lnit 42— —1lbit #3-—
Slot i Slot 1 Siot 7] Slot /0
M 1 P I 1 e[ | 8 i ]
B [ x = 1 [ 1 10 i 110 1
I [ ¢ A 2 I 1 2 I 1 z 1 ]
2 [ ¥ W 310 1 3k 1 31 1
310 1 4 I 1 4 [ 1 41 1
4 [ ] 5 [ I 5 1 1 50 ]
50 1 6 [ 1 6 [ 1 [ 31 1
B[ 1 71 1 7 [ ] 71 1
710 1 81 1 8 I 1 81 1
[ 1 9 [ 1 9 i 1 [ | 1
s I 1 w I 1 [ I 1B I 1

Fi ¥2 b H B 76 T 1] 1] TH

The programmer will wait for confirmation. Key-in Y.

nit 8 Unit #1 Unir 2 Unit #3

Top ?qlstu l]!u. Top l[!qister iln. Top l{lnustu' !]in Top ?qista- Sh
—-Init f#@&4— —lhnit $1---- —={njt - —Upit 83—
Slet im Slot 14 Slot 1/0 Slot 12

P [ 1 I 1 [ I} 1 [ I} 1

8 x a 1 [ ] 10 i 1 1

1 [ ¥ 21 2 1 1 z I ] 2 [ 1

2 [ v w 31 ] 11 ] 310 1

310 1 4 [ 1 LI 1 g [ 1

4 I ] 5 [ 1 50 1 5 [ 1

5[ ] 6 I ] 6 [ ] 6 [ 1

[ 1 710 1 70 1 710 1

71 1 [ I3 ] 81 1 8 [ 1

110 ] LY 1 30 1 9 I 1

a1 ] 0 i 1 m [ ] m I 1
Tt Tine T 1/1]

o AutaSel [ETVETR Hision RITUHEL T oot c]
F1 FZ T3 3] 5 1] ¥E Fo i) “FIE

This completes the 1/O allocation.
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L ... ... . ]

(4) Now we enter the program typing phase. First, press the [Esc] key
to return to the initial menu.

Unit #9 Unit 21 Unit #2 Unit %3
Top ?a.lstu- 5‘“' Top :qlster l]h Top ][Ielista' l]h Top ?qﬂ.st:r PIlo

—~-lnit $H— ——LUnit #1--— —nit ##2-— —it #3——

Slat 1/0 Slot 1 Slot 7] Slot 1/0
i | 1 | I 1 [ 2 | 1 8 I )]
[ x 1 1 1[0 1 10 1
1 [ ¢ t I 1 20 1 21 1
2l Y W 3 i 1 il 1 31 1
11 1 4 1 1 41 1 4 [ T
4 [ 1 51 1 5[ 1 51 1
5[ 1 6 [ 1 6 I 1 6 [ 1
i [ 1 T I 1 70 1 110 1
I 1 [ I 1 I ] 8 1
B[ ] 9 [ | 9 I 1 31 1
31 1 w I 1 w I ] I 1

|i' N: No

[ ] I

I 1P MOPT AL

- §: [T T: Load/Save/Conpare

P: Program 0: Sem DOptions

M: Data Maniter L: Mniine/0ffline

C: Comments N: Password

D: Docomentation Q: Quit

L: Usage Map

~ Selert i |01 o U 1;.-~-.: bl oreas Enter| hew
I I E Tral

F1 14 3 A ] TS F7 1] £ LI

Here, select “P: Program”. Key-in P.

RO Nark (XECINN Hold |

F1 ¥z ] 53 F5 5 F7 1] T3 T
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PART 1 BASIC PROGRAMMING 6. Programming Example

Block 1 of the main program is automatically selected, and “Block:
M1” will be displayed on the screen.

Here, select F1 (Menu) from the command line.

-_—l

E: TRy N: Bata window §: Search and replace reference address
M: Momiter command F: Data formak I: Delmg

(13 $THH Flock: 3 1
— T —
FI 3 k3

M fs b F7 Fd& F9 T8

Then, select “E: Program Edit” from the menu window and key-in E.
A cursor will appear on the screen.

Here, select F6(Append) from the command line. Then, instruction
symbols will appear on the command line.

[ Edge ERN Uigit |
[~ IR G U an
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Here, start typing in the program in Section 6.3.
First, press F7 (TON).

TON
¥: N: No
[ {4 VETH Block: g 1 ¥
T

Fi ¥ 1) H FE Fb F7 Bij 1] i ]

Since the programmer is waiting confirmation, key-in Y.

Input the operands (setting value and timer register).

Key-in

10 [Enter]

T64 [Enter]

If you make a mistake, cancel it with the Space key and re-input.
]
1

S Tine NETITON Tdce CEEN Uioit ]
EEPSE 0 RGN Tndex  EER
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Next, input the NC contact of X010 (with vertical connection).
Key-in

F2 (<4+)

FS (i)

X10 [Enter]

ﬂmmm%-

Complete the 1st rung using the same procedure, as follows.
Key-in

F6 (- H) RO [Enter]

F1 (< ) RO [Enter]

F2 (=) X11 [Enter]

F4 (-} [Enter]

F4 (-) [Enter]

Next, move to the head of the 2nd rung using the cursor keys, and
input the 2nd rung using the same procedure as for the 1st rung.
Then input the 3rd and 4th rungs.
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White doing this, when an instruction for which the symbol is not
displayed on the command line such as a transitional contact,

display the Menu Window by pressing Shift +F2 (Seq Inst), and then
select.

(Screen state when Shift +F2 (Seq Inst) has been pressed)

When input has been completed as far as the 4th rung, write the 1st
to 4th rungs into the work file.

In other words, the size of program which is writable to the work file
at any one time is one screen size (11 lines by 12 columns).

Therefore, this means writing to the work file at convenient divisions
of rungs.

(The cursor also will move within the screen limits in the Edit mode).
Carry out the operation of writing to the work file as follows:

{State with input up to the 4th rung complete)

o]
£ —

REae1
| { >—

ROBN: EA916 PODRS RODB2
it C—

ROGE1 E9814 RBPE2 ROS98 o k]
— —3t ¥t —{

OfF Fl i t] Ly enil
; MRACTEE Ivitv ERZFTE Ve RTTOE

L — TN SR TN R odex ancel
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Key-in Shift + F6 (Write).

XBa1a oo

f ¢ i
m-mams m-
—

mzmlsm

—F { F—
mlnumz_ m-

j—' it { —
4

cchi:f 1 EIRNE TN T BRES

Cantro] FRNNE
FT 14 T )] T3 113 FT T8 9 FI8

Because the programmer is awaitihg confirmation, key-in Y.

X018 ]
100918 TON TRSI-}f ¢ —p
w o1 -
20000 ROGH? FOERY X0E10 poee) |
Bt { Y=
x8013 9083 ROUI6 RAAGA 0082
I~ it b—i—3t —

IBIZ '1 mu mz m | ]

44"—‘“—'—'1 :l—n——rl—r {

Heinrf m T:m MR cveend BOEETE Chinge IR A0t
H ¥z F3 13 F5  F6 FT T8  £) I

in this way, the 1st to 4th rungs have been written to the work file.
Next, input the 5th rung onward. Move the cursor onto the 4th rung
using the cursor keys (the cursor can move over existing rungs
only), and press F6 (Append). The screen will then turn to an edit
screen with the 4th rung leading.

Fooa1 @14 nqagz o] Beon3

2| | ——. A L
| — ¥
] X
4

41 EBE
oninst [ENYES
P
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Move the cursor to the head of the 5th rung, and start entering the
program from there onward. -

To input the Function instructions such as BIN, key-in Shift+F3 (Fun
inst) to display Function instructions, then select the instruction
group which contains the desired instruction.

(Screen state when Shift+F3 (Fun Inst) has been pressed)

x8a12 RAAR) BRA1A ROMZ EARSA ]
——tt— it ¢
peen3 |
REBA3
L s

(State when Shift+F3 (Convert) is pressed on the above screen)

o812 ROGA1 R3014 FORBZ Baes3
it F—tf—it <

E9883

03

—m..mm._mm] B -EL- [REE 17T | L]
Move RIS inyic l_-_lﬂ_ forate Wi \;mi | _ T

Hereafter, write the whole program using the same procedure.
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(5) When the whole program has been written in work file in the
operation up to this point, load the program into the T3.

First, connect the T3 and the T-PDS with the dedicated cable. (This
assumes that the modules in Section 6.2 are mounted in the T3)

Nexi, put the RAM/ROM switch on the CPU to RAM, the operation
mode switch to the RUN position, and turn on power to the T3.
(The T3 will start up in the HALT mode).

(6) Put the T-PDS into communication mode with the PLC (T3).

First, return the T-PDS display to the initial menu by pressing [Esc]
[Enter], and then select “L:Online/Offling”.

PESCMEIE MY

i
$: System Inforsation T: Load/Save/Cowpare
P: Program 0
M: Data Mooitor L:H
C: Comments N:
B: Bocmentation G: Quit
U: Usage Map

Current sode is Dffline

N: F: OEFLine

‘OFfLIne:C ’
S NS BN BN M

FI ¥Z T3 T F5 FE F7 11] 4] I8

Here, select “N: Online” to select online mode. Key-in N.

|
$: Systes Informatien T: Lsad/Save/Compare
P: Program 0: Setmp Gptiems
M: Bata Monitor L: GREERIGGk
C: Comments R: Password
B: Docomentation Q: Quit
U: Usage Hap

Lot be cennection seads 7

O0FfLine:C

FI 1§ T3 T2 3 T5 F7 )
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Confirm the connection state and key-in Y

|
§: System Information T

P: Program 0

M: Data Momitor L: BNk
C: Comments ]

D: Decomentation Q: Quit

U; Usage Hap

Sz eosetiimrs ipto bl
'- Cere| -

. I T b | foncel |
FI T2 T3 H 11 113 i 3] F3~ IO

When the communication of the T-PDS with the T3 is correctly
connected, “PLC HALT" message will be displayed at the bottom
left of the screen.

Although the record of settings is not always required, here, select
“Y: Yes”.

Now the T-PDS has been changed to the online mode.
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(7) Next, clear the memory of the T3. Select “S:System Information”.

Key-in S.
R
s:
<Systes Inforsatiom>
P: Progrem
P: BRI
N: Data Momitor
' A: 1/D Allocation
C: Comments
E: Event Bistory
D: Decrmentatisn
S: Scap Time
U: Usage Map
T: Sempling Trace
L: Status Latch
iD: System Diagmosis
N: Nemory Mamegement
Tlone Tl Eevs annd nress ITaterf
F1 FZ F3 H 5 113 FT 13 i) T

Here, select “M: Memory Management” from the <System
Information> menu. Key-in M.

s .
p <Systea Inforsation>
’ P: System Paraseters

Y: Data Menitar :

A: 1/0 Allecation
C: Comments

E: Event Bistory
D: Jocomentation

$: Scan Time
U: Usage Map :

T: Ssmpling Trace

L: Status Latch

B:

M: ¥

Select b g

FELHALT EPHOG

TT FZ Fi 1§ 5 FE F7 i} 1] T

Next, select “M: Clear Memory” from the <Memory Management>
menu. Key-in M.

IS VILE MEML

S: B
<System Informatiom>
P: Program Hemory Hanegement>
P: System Parameters
H: Data Monitor E: Clear Event History
A: I/0 Allecation
C: Coments N: W
) E: Fvent Bistory
B: Docementation F: Clear Force
S: Scan Time
U: Usage Map R: Program Read
T: Sampling Trace {BAN « IE card/EEFRON)
L: Statms Latch W: Progras Rrite
(REN ~+ ID card/EEPRON)
D: System Biagnosis
|W , Clear Memary
¥: N: Ne

M M T [ e
T TZ T3 ] 5 TE T W F T8
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The programmer will await execution confirmation. Execute Clear

by keying-in Y.
S:
<System Informatlon>
| <{Mesary Nanagement>
P: System Paraseters
N: E: Clear Event History
. A: 1/0 Allocation
C: L2
E: Event Bistory
B: ) F:
S: Scan Tiae
B R:
T: Sampling Trace
L: Status Latch LH
B: Systewm Diagmosis
—

T —
1 1S S -~ W - i ¥ 2] TE

F7

(8) Next, transfer (load) the program which has been written in the work
file to the T3. First, display the initial menu by pressing [Esc][Enter],

and then select “T: Load/Save/Compare”.

T: B Y
Load/Save/Compars>
r 0: Setup Optims
: T
L: Online/DfFline
F: Norkflle—Disk
K: Password
B: PLC~~Disk
Q: Quit
wonl erees [Fnter] kew

Sebet bvousgiier 7] we [ 1] kavs

PLEEIRE (3515
I
F1 | 1 k] i F5 113 7 F& 13 b3

PART 1 BASIC PROGRAMMING

Here, select “P: PLC < Work File” from the <Load/Save/Compare>

menu.
: T GRS
Load/Save/Conpare>
b B 0: Setvp Options <PLC—MorkFlle>
o L: Onlive/0ffline  |R: (REIENRENON
F: Norkflle—Disk
¥: Password L: Load{Hork-+PLL)
D: PLC—Disk
9: Quit C: Cospare(PLC++Nork)
Select Ineusimg [T ne jI! brve ol press Fpter | bew
N N W T
F1 ¥Z 3 i 33 F& L -1 R 3 b1
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- ________________________________________|

Then, select “L: Load (Work— PLC)” from the <PLC «+ Work File>
menu.

COPUS MODE MEN

T: sy
oad/Save/Compare>

P IR 0: Setup Optloes Load (Werk-FLC}>
o o L: Doliwe/Offline [P
F: Norkfile-+Disk

K: Passwerd B: Reyister/device data
B: PLC~—Disk

Q: Quit C: Comments

A: AlL

Select i msiwe DOU e VOl B gl oppss ITprpp | R

HEALT fPHA

FI ¥Z T3 H 3] T F7 Rl 111 TH

The selection menu for loading details is displayed. Sinceitis
simply the program in this example, select “P: Program & Sys Info”.

CLoad (Werk+PLC) /Program & Sys info>
Transfer T-PDS workflle's program anmd system infersatien te PLC.

FLC T-FBS

- [

PLCE R

I T RETTHIN
5] 1 T3 ] F5 113 F? 5] 1] T

The programmer will await execution confirmation. Key-in Y.

Lead (Rark~+PLC) /Program & Sys Info>
Trapsfer T-PIS workfile's program aml systes lnforsatien to FLC.

F1C T-FBS

% lnEn

W_ T I NEETEEN
F1 FZ T3 1]

1 113 1] F8 F3 3]

When correct loading has been carried out “Complete” Will be
displayed.
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(9) When the loading of the program has been completed by the above
operations, operate the T3 (RUN mode) and debug the program.
Here, try to change the T3 mode by the Control command of the T-
PDS. First display the initial menu by pressing [Esc] [Enter], and
then select “P:Program”.

The T-PDS will enter the monitor mode for the program which has
been loaded in the T3.

Here, select F9 (Control) from the command line.

Xem kuass
12 TON TEGLIF ull
RI000 XP011
ROGOR ROMOZ RORE3 XBu18 )
; £ —
HO0E3 EGU16 R900A
— F——F { —
ROOR1 ROV RORAZ RAGRA ]
F— F——3t—3t —(
{NCS TH

B: BUN F: Force HUN E: Error reset
C: BOLE cancel 0: DERUG

Block:y] 1

I ]
i § T2 T3 H F5 1] F7 F | £]

- NOTE
VA

When the T3 is put into the RUN mode with the aim of program
debugging and test running, take thorough precautions for safety,
such as switching OFF the motive power circuit.
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Select “R: RUN” from the menu window.

XBe10 RBO0G
I-BO8I TON TBGA}—HF —( —
? Xee1i
19008 DARG? MONGI Y18 28081
I—H————} g
w13 RGNI 20016 RO Re0B2
3 it Pt  >—
i
a1z BBORE EBR1S 29RR2 .t ]
4 it Pt € —|
MCS H

The programmer will await execution confirmation, Key-in Y after re-
checking the safety of the surroundings.

O8] B9E14 P02 RPEGE
i Yy

¥ ()—

Fi ji4 F3 1 TS 1§ F7 3] 1§ T8

“PLC: RUN” will be displayed on the screen. This is the monitor
screen for the program execution state.

Perform confirmation of operation by using the external simulation
switch and the T-PDS simulation input function (Force function).
For operation, see separate T-PDS operation manual.

When carrying out program correction/modification, stop the T3

temporarily (put into the HALT mode), and correct/modify the
program in the T3.

When carrying out creation/modification of the program while still in

the online mode, the operations are the same as in the offline
mode.
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L ]

(10) When program correction and operation check are completed,
save the program in the disk and switch OFF the T3 power.

To finish with the T-PDS, press [Esc] [Enter] and select “Q: Quit” in
the state with the initial menu displayed.

The above completes the programming procedure. If the T3's
RAM/ROM switch is put to ROM and the Operation Mode switch is put
1o RUN (or P-RUN), the T3 will operate automatically when power is
next switched ON.

— NOTE
VA

In the case of a CPU with a built-in EEPROM (PU325), write the
program into the EEPROM before the above procedure (10).
The operation can be performed by selecting “W: Program Write”

| from the <Memory Management> menu. (See the screen on the
procedure (7}).
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PART 2 FUNCTIONS

1. Overview

1.1

T3 System configuration The T3 system configuration is shown in the figure below. Part 2
explains the T3 system functions, concentrating on the T3 CPU

functions.
Serial
T3 VE
- L l -
TOSLINE-S20
5 or 10 modules
. . A
Programmer Basic unit / N
(T-PDS)
PILICII T T [
S|FiP|/ L= |E| 1/
(RS232C) Ulo ! [ 0 6 or 11 modules
\— S| |F A
N
Expansion cabl P ! |
3 xpansion cable Y S i . /
Computer link O 0
Host (R5485)
computer I l -t
Pl1]1 11 | Expansion uni
..... xpansion unit
T3 T3 — S 6 é (max. 3 units)
TOSLINE-F10
T | l P | i
Remot —® c/> ''''' <I)
ermote
T2 IO
The internal block diagram of the T3 CPU is shown below.
| EEPROM ( iC memory card
| wDT K-_ T
User User
! PF System || System program data l
l BOM RAM memory | [memory
! : B IJI_‘ {10 bus)
Programmer R3232C |«—»| Main |_|
ST processor [F] Liggme
Computer «— -— A .
) RS485 RTC LS| Language B
. > processor 2
| t g
. . o
I Switches} | LEDs =

The Main processor controls overall execution tasks. The Language
processor (LP) works as co-processor and executes the user program
(bit operation and word operation). These two processors work in

paraliel during scan operation.
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1.2
Functional tem Specification
specifications Control method Stored program, cyclic scan system
/O method Batch /O (refresh), Direct VO, or combination
Number of /0 points 1376 points (when 32 pts VOs are used)

2752 points (when 64 pts /Os are used)
Total space: 4096 points/256 words

SFC (Sequential Function Chart)
Ladder diagram {relay symbol+function block)

Programming language

Program capacity - - | 32k-steps (incl..comment space} (1 step=24bits)

Main memory: SRAM (battery back up}
Optional memory: EEPROM/IC memory card

Basic ladder instructions: 24, function instructions:201

* transfer (single length/double length/register table)

User * arithmetic calculation (single {ength/double length/binary/BCD)
Program * logical operation (single length/double length/register table/bit file)
Instructions * comparison {single length/double length, sign/unsign)

* program control (jurnp/FOR-NEXT/subroutine and others)

* function (limit/trigonometric integral/PID/function generator)

* conversion (ASCHI/BCD/7 segment other)

* Floating point operations

0.15 ysfcontact, 0.3 us/coil
0.9 ysftransfer, 2.25 ps/addition

Memory

Execution speed

Scanning system Floating scan/constant scan (interval: 10-200 msec. 10 msec units)

1 main program, 4 sub-programs
1 timer interrupt (2-1000 msec, 1 msec units}, § 1/Q interrupt

4096 points/256 words (X/Y, XW/YW, batch 1/O)
(1O, IW/OW direct I/O)

Auxiliary device/register | 8192 points/512 words (R/RW)

Multitasking

/O devicefregister

Special device/register | 4096 points/256 words {S/SW)

12 poi ; 00-T063: 0.01 sec
Timer device/register 512 points (T./T) ((-'rr?)64-T511: 0.1 s:c))

Counter device/register | 512 points (C./C)

User
data  |Data register 8192 words (D)
Link device/register 8192 points/1024 words (Z/W) (for TOSLINE-S20)
Link relay/register 4096 points/256 words (L/LW) (for TOSLINE-F10)
File register 8192 words (F)
Index register I, J, K {total 3 words)
Retentive memory User specified for RW, T, Cand D
Diagnosis Battery level, I/O bus check, I/O response, /O registration, VO parity,
Watch dog timer, illegal instruction, LP check, others
RAS .}Monitoring - .| Event history record, scantime measument, others

Online trace monitor, force, sampling trace, status latch, single

Debugging step/N scan execution, break point, others
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2. Internal Operation

2.1
Basic internal
operation flow

The T3 basic operation flow chart is shown below.

Power on )

Y

System
initialization

RUN mode

Y Y

Peripheral Self-
Scan control support diagnosis

A

T3 performs system initialization following power on. If no abnormality
is detected, T3 proceeds the mode control processing.

Here, if the RUN mode transitional condition is fulfilled, the scan control
begins. The scan control is the basic function of the T3 for the user
program execution operation. And if the RUN mode transitional
condition is not fulfilled, T3 enters the HALT mode and does not
execute the user program.

The peripheral support processing is executed as background for
communicating with the programmer and the computer link.

Self-diagnosis is carried out in each processing. The above figure
shows the self diagnosis executed as background.

The details of these processes are explained in this section. Self-
diagnosis is explained in 5 RAS functions.
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2.2

PART 2 FUNCTIONS

System initialization The system initialization is performed after power is turned on.
The following flow chart shows the sequence of processes explained

below.

@

@

CPU hardware check and
initialization -

'

Power-off time,
Power-on time record

Y

Power interruption
decisicn

!

Battery check

v

Initial toad

|

User data initialization

Y

User program check

Time from power on 1o completion of the
system initialization:
Approx. 2 seconds {without initial load)
Approx. 3 seconds (with initial load)

(D CPU hardware check and initialization
System ROM check, system RAM check and initial set up,
peripheral LS| check and initial set up, RTC LS| check, and
- language processor (LP) check take place.

@ Power-off time, Power-on time record
The last time the power was switched off is recorded in the event
history table, and the present date and time read from the RTC LSI
is recorded as power-on time. Also the present date and time are
set into the special register (SW007-SW013).

® Power interruption decision

In the hot restart mode (S0400 is ON), if power-off period is less
than 2 seconds, it is decided as power interruption. In this case,
initial load and user data initialization explained below will not be
carried out. (only when the last power-off occurred in the RUN

mode)

@ Battery check

The battery voltage is checked for the user program and the user data

backup. If the battery voltage is lower than the specified value a
message is recorded in the event history table ‘batt voltage drop’
together with the special relay battery alarm flag (SO00F) setting.
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® Initial load

2. Internal Operation

The initial load means the term for the transfer of the contents of the
user program and the leading 4k words of the data register (D000
to D4095), from the peripherai memory (IC memory card or
EEPROM) to the main memory (RAM), prior to running the user

program.

The initial load is initiated when the power is turned on, the operation
mode switch is in other than P-RUN and the RAM/ROM switch is

turned to ROM. .

The initial load is not performed if both the IC memory card and

the EEPROM are not present.

*  When the IC memory card and the EEPROM are both present,
the IC memory card will become the transfer source.

The initial load is not performed if the user program is written in

the IC memory card or the EEPROM, but the contents are
destroyed (BCC error detection).

When the user program is not written in the IC memory card, the

EEPROM will become the transfer source.

® User data initialization

The user data (registers and devices) is initialized according to the
conditions in the following table:

Register/Device Initialization
Input registers/devices(XW/X) For forced input devices, the previous state is
maintained, the others are D-cleared.
Output registers/devices(YW/Y) For coit forced output devices, the previous state

is maintained, the others are O-cleared.

Auxiliary registers/devices (RW/R)

For registers designated as retentive and coll
forced devices, the previous state is maintained,
the others are O-cleared.

Special registers/devices (SW/S)

CPU setting part is initialized and the user
setting part is maintained.

Timer registersirelays (T/7.)

Counter registers/realys (C/C.)

For registers designated as retentive and the device
corresponding to the previous state is maintained,
the others are O-cleared.

Data registers (D) For registers designated as retentive, the previcus
state is maintained, the others are D-cleared.
If the Operation Mode switch is in P-RUN,
leading 4k words (DO0QO to D4095) are maintained.

Link registersirelays (W/Z) For forced link devices the previous state is
maintained, the others are 0-cieared.

Link relays (LW/L) For forced link relays, the previous state is
maintained, the others are 0-cleared.

File registers (F) All maintained

Index registers (1, J K) All O-cleared
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2.3
Mode control

*1) For the force function, refer to 5.11 Debug Support Function.
*2) For the retentive memory area designation, refer to Part 3,
Section 2.2.

@ User program check
The contents of the user program on the main memory (RAM) are
checked by BCC.

The T3 operation mode is selected.according.to the status of the
operation mode switch on the CPU module and mode change requests
from the peripherals (programmer, computer link, data transmission
system).

The T3 operation mode is basically divided into three; RUN mode,
HALT mode and ERROR mode. Also, within the RUN mode, other
than the usual RUN mode, RUN-F, HOLD and DEBUG modes mainly
for debugging are also available.

1 1 »
i >
: Operation mode switch : »| HALT mode
b e ) .
~
__________________ | ; RUN mode :
i Mode change according to :
; commands from peripherals !
------------------ ! »! RUN-F mode |
| RUN mode
|
> HOLD mode :
I
l
>/ DEBUGmode | !
e
: Result of diagnosis t »( ERROR mode
__________________ |
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The following explains the operation of each mode, after which the
conditions {(mode transition conditions) are explained.

HALT:

RUN:

RUN-F:

HOLD:

DEBUG:

ERROR:

All external outputs are switched OFF, user program
execution and I/O processing are halted. in the HALT mode
the mode control is run periodically (every 50 ms), idle time is
shared to peripheral support and diagnostic control.
Externally this is the mode for creating/amending user
programs.

After initial load (where necessary), user data initialization
(where necessary), /0 module mounting check, user program
check, and scan mode decisions, T3 goes into the RUN mode.
Mode control, batch I/O processing timer update, and user
program execution are run repeatedly in the RUN mode.

This is called scan control. There are 2 scanning methods;
the floating scan repeats program execution continuously and
the constant scan repeats program execution in a fixed cycle.
Selection is called scan mode selection. Scan control is
explained in detail in 2.4.

This is the forced run mode. It differs from the above RUN
mode in that scan control begins even if the allocated I/0
modules are not actually mounted. (If other modules are
mounted instead, the mode will not run.)

Otherwise action is the same as the above RUN mode.

This is the scan temporary stop mode. Only the batch I/O
processing is run, the timer update and the user program
execution are halted. The scan mode continues from the
status previously reached.

The /0 module test can be performed by the data
monitor/set function.

This is the mode which may be used for program debugging
functions (single step execution, single rung execution, N
scan execution, breakpoint setting, etc).

in this mode, there are three sub-modes; D-HALT, D-STOP
and D-RUN.

For the DEBUG mode functions, see Section 5.11.3.

When an error is detected in one of the diagnostic checks
and operation cannot be resumed by the prescribed retry
action, T3 will enter this mode. In the ERROR mode the
output is completely OFF, only the error reset command is
effective from the programmer (ihe error reset command
takes T3 back to the HALT mode). Refer to 5 RAS Functions
for detailed diagnosis.
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The transition conditions for each mode are shown below.

¢« HALT mode transition conditions

Previous state OP mode
OP rmode transition factor after Note
OP mode | RAM/ROM | Mode SW transition
RAM —_ P
(Power off) OWEr On INZ
ROM HALT Power on IL, INZ
ERROR — —_ Command Error Reset HALT
Other than _ - RUN .. |Mode SW — HALT
above RUN/P-RUN {Command HALT
+ RUN mode transition conditions
Previous state OP mode
OP mode transition factor after Note
OP mode | RAM/ROM | Mode SW transition
ROM RUN Power on IL, INZ
(Power off) P-RUN Power on INZ
. RUN/ Power on
P-RUN (HOT restant)
RUN
— INZ
RAM HALT Mode SW — RUN
RUN/P-RUN |Command RUN INZ
HALT HALT  |Mode SW — RUN IL, INZ
ROM RUN Command RUN IL, INZ
P-RUN Command RUN INZ
BUN Return to
HOLD — RUN/P-RUN |Command HOLD Cancel 9" | mode before
RUN-F
. HOLD
* RUN-F mode transition conditions
Previous state OP mode
OP mode transition factor after Note
OP mode { RAM/ROM | Mode SW transition
HALT RAM RUN/P-RUN | Command Force Run INZ
ROM RUN Command Force Run RUN-F |IL, INZ
P-RUN Command Force Run INZ
RUN-F Return to
HOLD — RUN/P-RUN | Command HOLD Cancel RUN O | mode before
HOLD
» HOLD mode transition conditions
Previous state OP mode
OP mode transition factor after Note
OP mode | RAM/ROM | Mode SW transition
RUN — RUN/P-RUN  Command HOLD
RUN-F - RUN/P-RUN } Command HOLD HOLD
D-RUN — RUN/P-RUN | Command HOLD
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+ DEBUG mode transition conditions

Previous state OP mode
OP mode transition factor after Note
OP mode | RAM/ROM | Mode SW transition
HALT — RUN/P-RUN | Command  Debug
D-HALT
b-STOP — RUN/P-RUN | Command  D-HALT
Command initial
Command  Continue
D-HALT - RUN/P-RUN INZ
Command  Step
~tCommand  Rung
— B-RUN
Command  Initial INZ
Command  Continue
D-STOP -— RUN/P-RUN
Command  Step
Command  Rung
HOLD — RUN/P-RUN |Command  HOLD Cancet
N scan completed
Break point detected
Stop condition fulfilled
D-RUN — RUN/P-RUN D-STOP
Step exeution completed
Rung execution completed
Command  Stop
RUN Mode SW — HALT
D-HALT —
RUN/P-BUN {Command  HALT
RUN Mode SW — HALT HALT
b-STOP RUN/P-RUN [Command  HALT
D-RUN - RUN Mode SW — HALT

*1) In the table, OP mode, RAM/ROM and Mode SW mean Operation
mode, RAM/ROM switch and Operation mode switch, respectively.

*2) — means the switch status is not related to.

*3) In the OP mode transition factor column, “Mode SW — XX" means
switching the Operation mode switch to XX position. And
“Command XX” means issue of the command XX from the
programmer.

*4) Switching the Operation mode switch between RUN and P-RUN will
not affect the operation mode. However, the protect state will be
changed accordingly. (Refer to Section 5.4).

*5) In the Note column, IL means initial load execution, and INZ means
the user data initialization.

*6) See Section 5.11.3 for the DEBUG mode functions.
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The following diagram illustrates the mode transition conditions.

(Power on)

{RAM) or
{ROM) and [HALT]

Debug command
[D-HALTI

fForce RUN’

gy
3
_'

v

RUN-F

A

[HOLD]

{HOLD Cancel]

[—HALT] of [HALT)

Debug command [xx)
‘.:‘
4
(o]
T

[Error Reset]
[HOLDI
[HOLD Cancell

Debug command [xx1
Break point detect, etc.

¥

rHOLD)
— > HOLD ‘//

HOLD Cancel
/ 7

D-RUN

4

¢ 4 -
¥ P
PP

*1) --- means the ERROR mode transition.

*2) [ —XX ] means switching the Operation mode switch to the XX
position.

*3) [ XX 1 means issuing of the command XX from the programmer.

*4) The setting status of the RAM/ROM switch and the Operation mode
switch at power on are indicated by ( XX ) and [ XX ], respectively.
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2.4
Scan control

As explained in 2.3, when the RUN mode transition conditions are
fulfilled, initial load {when necessary), user data initialization {(when
necessary), /O mouniing check, program check and scan mode setting
are performed, and scan control begins. In scan control, mode control,
batch /O processing, timer update and user program execution are
repeated. The following diagram shows the scan control flow chart.

|
| RUN mode transition conditions |
A

| aretulfilled
o — I _______ |
@ Initial load (when necessary) 0
@ }User data initialization (when necessary)
® I/Q mounting check RUN mode transition
l process
@ User program check
© Scan mode setting v
. A
® Batch I/Q processing
6] Timer update fiest scan
User program execution v
1\
@ Mode control
) Batch /0 processing
second scan and thenafter
l (repeated)
a Timer update
@ User program execution v
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@ Initial load
When the RAM/ROM switch is in the ROM side and the Operation
mode switch is in the RUN position, the user program and the
leading 4k words of the data register (D0000 to D4095) stored in the
peripheral memory (IC memory card or the EEPROM) will be
transferred to the main memory (RAM) in accordance with the
following conditions.

The initial load will not be performed if both an IC memory card
and the EEPROM are not present. : S

When an IC memory card and the EEPROM are both present the
IC memory card will turn to the transfer source.

The EEPROM wilt be the transfer source if no user program is
written on the IC memory card installed.

Initial load wili not be performed if the user program is written in
the IC memory card or the EEPROM but the contents are
destroyed (BCC error detection). In this case, the T3 will enter
the ERROR mode.

Initial load will not be performed if the T3 is in the Hot restart
mode from power interruption.

@ User data initialization
User data initialization takes place. Refer to 2.2, System
initialization, for detailed initialization. User data initialization will not
be performed if the T3 is in the Hot restart mode from power
interruption.

® 1/0 mounting check
The I/O module mounting status is checked based on the I/O
allocation information. (Refer to details in 5 RAS functions)

@ User program check
BCC check will be performed on the user program in the main
memory (RAM). (Refer to 5 RAS functions for details)

® Scan mode setting
Setting of the scan mode (floating scan or constant scan) will be
performed. The scan mode is explained in 2.4.1.
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®, @Batch I/O processing
Data exchange between the I/O image table (I/O register/device)
and the I/O module will be performed based on the I/O allocation
information. Data exchange with the data transmission module
(TOSLINE-S20, TOSLINE-F10) will be also performed. The first
scan is input oniy.
Batch I/O processing is explained in 2.4.2.

@, @Timer update
The.activated timer.registers and the timing relays.{S0040-
S0047) will be updated. Timer update is explained in 2.4.3.

, @User program execution
User program instructions will be executed in sequence from the
beginning to the END instruction. The execution object is a main
program and sub-programs. ‘
In case of an interrupt program, when the interrupt is generated,
the corresponding interrupt program is activated immediately.
The user program execution control is explained in detail in
section 3.

®@ Mode control
Will check the Operation mode switch and for mode change
commands from the programmer and change the operation
mode. Also, scan timing control will be periormed by measuring
the scan cycle.

24.1
Scan mode In the T3, the scan mode enables select from floating scan and
constant scan.

The floating scan mode is that, immediately after one scan is complete
the next scan commences. |t is the shortest scan cycle but the scan
cycle varies according to the user program execution state.

The action of the floating scan is shown in the following diagram.

l scan cycle L scan cycle 1
|

| lModel O |T'|merl User program HModel o |Timerl User program || [
A

next scan begins immediately
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The constant scan mode has a specified time cycle for scanning. The
setup range of the cycle is 10-200 ms (10 ms units). Use this scan
cycle to avoid variation in scan intervals.

The action of the constant scan when the cycle is fixed at 50ms is
shown in the following diagram.

scan cycle (fixed at 50 ms) | scan cycle (fixed at 50 ms)

-‘lModel YO l.'l'lmer[ User program | .lMode.I /O .I.T:merl‘. User program I : ’ .-

Scan mode selection will be performed by setting up the scan cycle in
the system information menu of the programmer.

To select floating scan, do not set up a scan time (leave blank).

With the constant scan, scan time can be set up within the range 10-
200ms (10ms units).

—NOTE
VA

In the constant scan, if the time for one scan exceeds a specified
cycle, it will turn to floating scan, and the constant scan delay flag
(special relay-S0008) comes ON. Also, when the scan time reverts
to within the specified cycle, the scan cycle will return to the original
constant scan.

[ constant scan cycle l constant scan cycle |
] Mode l /O | Timer I User program ‘ | Mode I IO l Timer | User program I I Mode |
N Nt
immediately to the next scan returns to the constant scan
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2.4.2
Batch I/O processing

The status of the external input signals will be read from input modules
onto the I/O register/device (XW/X). Output register/device (YW/Y)
status will be output to the output modules. This process takes place
before user program execution and is done in batches, hence named
batch 1/O processing. The object of the batch I/O processing is as
follows:

Batch input ... signals from input modules without i designation on 1/0
allocation and input registers/device (XW/X) which are not forced.

Batch output ... output registers/devices (YW/Y) corresponding to
output modules without i designation on I/O allocation '

Also, data reading/writing between the data transmission module

(TOSLINE-S20,TOSLINE-F10) and the link registers/relays (W/Z and
LW/L) will be performed in this process.

1/O register/device

XWO000 < | input module
XW001
YWwooz2 [ > output module
YWO003

link register/device

W0000 link register atlocated
W0001 to TOSLINE-S20
W0002 < > TOSLINE-520
w0003
link relay
LWOOoD LOF| ... [LO1|LOOD link relay allocated
Lwoo1 L1F] ... [L11]L10 to TOSLINE-F10

TOSLINE-F10

Lwoo2 |L2F| ... |L21| 20
LWO0O03 [L3F| ... |L31|L30

~ -
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scan

if we consider T3 operation simply from the viewpoint of external signal
exchanges, batch I/O processing and user program execution can be
considered to be repeated continuously, as shown in the following
diagram.

Y

latest input data incorporated in XW

Baich I/O processing [~~~ T\ YW data output externally

A Y

- {--YW data updated with reference to
Running user program ————- XW data

A

Basically, this has the advantage that high speed scanning is achieved
because the T3 CPU does not access to the I/O modules during user
program execution. Also it is easy to create program logic because the
XW data are not changed during user program execution. This method
is called the batch I/O processing method (refresh method).

There is also another method of T3 operation whereby I/O module data
exchange takes place during user program execution, using W/l
instead of XW/X, and OW/O instead of YW/Y. This method is called the
direct I/O processing method. [t is recommended that the I/O modules
used in direct I/O are inhibited from batch I/O (they have i specification
on I/O allocation) to shorten the time for batch I/O processing.

— _NOTE
VA

(1) Use the following criteria for batch 1/0O processing time.
input (XW) ---54 ps/register
Output (YW) -~ 43 ps/register
Link (W/LW) --- 30 us/register

(2) IO modules with i designation on I/O allocation (iX, iY, iX+Y) are
not part of batch 1/0 processing. Refer to Part 3 for I/O
allocation.

(3) Forced input devices (X), link register devices (Z), and link
relays (L) are not part of batch I/O processing. The force
function is explained in section 5.11.1.

(4) Refer to the data transmission module manual for the allocation
of the link register/relay (W/Z and L/LW) to the data transmission
module.

(5) With direct I/O processing, output will be in register units even
when the bit (O) is specified. Refer to Part 3 for direct 1/O
registers.
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2.4.3
Timer update The timer registers activated by timer instructions will be updated
(increased), and the timing relays (S0040-80047) will be updated.

* Updating timer registers

1omsecsysteminterupt § 4 b ¥ ¥ ¥ ¥ v ¥ ¥ V¥V VbV

I Tome] [ Trom]

| | scan cycle ‘| [ scan cycle |

-
P~ r il

| timer update cycle | fimer update cycle

]I |T|mer|

o
-

The number of system interrupts which occur during the timer update
cycle (= scan cycle) will be counted, and the counts will be added up in
the timer registers which are started up by the timer instructions (TON,
TOF, 8§, TRG).

The 10 msec interrupt is used for the 0.01 second timer (TO00-T063),
the 10 ms interrupts are accumulated and used for the 0.1 second timer
(T0O64-T511). The timer reset and the time-up processing will be
performed in the execution of the timer instruction.

Timer Timer register
classification (Timer device) Preset range Notes
0.01 second TOD0-T063 0-32767 On-delay timer (TON)
timer {T.000-T.063) {0~327.67 seconds) Off-delay timer (TOF)
0.1 second T0B4-T511 0-32767 Single shot timer (SS)
timer (T.0684-T.511) {0~3276.7 seconds) | Timer trigger (TRG)

*) Take the criteria for the time for performing the timer register update

as follows.

27 us/timer register (update time)

* Updating timing relays
The timing relays (S0040-S0047) ON/OFF status is controlled by
using the 10 msec system interrupt. The binary counter is
configured as shown on the next page. (When RUN is started up
they will be all OFF)
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$0040 (0.1 sec)

$0041 {0.2 sec)

L
S0042 (0.4 sec) | [ | can

sososser | [ | [ ]
<0.8 sec—>|
somirosy 1 L1 L
0046 (40590 | I
50047 (8.0 sec) l——‘

Y

-« 4.0 sec

25
Peripheral support Peripheral support processing will interpret request commands from the
peripherals (programmer, computer link, data transmission module),
process the requests and responds.

In the T3, the Language processor (LP) takes charge of user program
execution. The peripheral support processing will be performed by the
main processor during user program execution in parallel.

User program execution (LP) User program

|

P e

Scan control Mode | O | Timer Mode |+~

Peripheral
support

*1) For commands which require accessing to user data, the command
interpretation will be performed in paraliel and the data accessing
will be performed at the bottom of scan at batch for data
synchronization.

*2) If two or more commands are received simultaneously from the
request sources, the order of priority will be as follows:
Programmer > Computer link > TOSLINE-S20(CH1) > TOSLINE-S20(CH2)
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2.6
Programming support
functions

The programming support functions are part of the functions realized as
a result of peripheral support processing. Detailed programming
support functions are explained in separate manuals for the
programmer. The explanation here relates to an overview of the
functions and their relation to the T3 operation modes.

(1) Memory clear
When the memory clear command is received, the content of the
. user program memory (RAM) will.be initialized and. the content of
the user data memory (RAM) will be cleared to 0.

(2) Automatic IO allocation
When the automatic I/O allocation command is received, the types
of I/0 modules mounted will be read and the 1/O allocation
information will be stored on the system information. (System
information is in the user program memory.)

(3) Reading the I/O allocation information
The I/0 allocation information will be read from the system
information, and sent to the peripherals.

(4) Writing 1/O allocation information
I/0 allocation information received from peripherals is stored on the
system information.

(5) Reading the system information
The system information (program ID, retentive memory
specification, number of steps used, scan mode specification, other)
is read and sent to the peripherals.

(6) Writing system information
The system information (user setup items) received from the
peripherals is stored in the system information.

(7) Reading the program
In response to a request from peripherals, a specified range of
instructions will be read from the user program memory, and sent to
the peripherals.

(8) Writing the program
A specified range of instructions is received from peripherals and
written onto the user program memory. After writing, the BCC
(check code) correction will be carried out immediately.
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(9) On-line program change
Changing the content of the user program memory
(adding/changing/inserting/deleting) and the BCC correction will be
carried out in the RUN mode. This action is performed after
completion of one scan, so the scan cycle is extended while this is
being processed.

Changing the program on-line is subject to the following
resfrictions.

* You may not change the number or running order of instructions
which are related to the program execution (see below).

END, MCS, MCR, JCS, JCR, JUMP, LBL, FOR, NEXT, CALL,
SUBR, RET, IRET

* You may not change the SFC structure in the SFC program, but
you may change the action corresponding to a step and a
transition condition. (Ladder diagram part).

(10) Batch reading of program
The content of the user program memory (including the system
information) is read and sent to the peripherals.
It is used for the program uploading (T3 — Programmer — Disk).

(11) Batch writing the program
The user program (including the system information) is received
from peripherals and will be stored in the user program memory.
It is used for program download (Disk— Programmer — T3).

(12) Search
The instruction/operand specified by peripherals will be searched
through the user program memory and their address will be sent to
peripherals. -

(13) Program check
When the program check command is received, the user program
syntax will be checked. The result of this check will be sent to
peripherals.

(14) Reading data
The specified data will be read from the user data memory in
response to a request from the peripherals, and the data will be
sent to the peripherals.

(15) Writing data
User data address and data content received from peripherals will
be stored in the user data memory.
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(16) Program reading from the {C memory card/EEPROM
Whether the IC memory card is mounted or not and the EEPROM
is fitted or not will be checked. The checked IC memory card or
the EEPROM content will be transferred to the user program
memory and user data memory (RW, T, C, D) of the main memory
(RAM). [f the IC memory card and EEPROM are both present, the
IC memory card is used.

(17) Program writing to IC memory card/EEPROM
. Whether the IC memory.card is mounted.or.not.and the EEPROM
is fitted or not will be checked. If either exists, the content of the
user program memory and the user data memory (RW, T, C, D) will
be transferred to the IC memory card or EEPROM. if the IC
memory card and EEPROM are both present, the IC memory card
will be used.

The execution conditions for these functions are shown in the following
table.

Function Execution conditions
Reading I/O aliocation
information
Reading system information Always possible
Reading the program
Reading data
Batch reading the program Possible except in ERROR mode
Search
Program check
Program writing to IC memory Possible in HALT mode
card/EEPROM
Memory clear
Automatic I/O allocation
Writing 1/O allocation

information Possible in the HALT mode and
Writing the system information mode swiich other than P-RUN
Writing the program

Batch writing the program
Program reading from IC memory

card/EEPROM
On-line program change Possibie except in the ERROR mode
and except in P-RUN
Writing data Possible except in the ERROR mode,
-| however writing into DO000-D4095 is
prohibited in P-RUN
— NOTE
VA

If the password function is used, available functions are limited
according to the protect level of the password. Refer to 5.13 for the
password function.
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3.1

Program types The T3 can run several different program types in parallel (this function
is called the multitask function). This function can be used to realize
the optimal response time for each application.

The programs are classified into the 3 types below. There are a total of
14 programs.

Main program (one)
This program. will be executed every.scan and forms the.main part of
the scan.

Sub-programs (4)

This program can be activated by other programs. A total of 4 (#1-
#4) are provided. (#1 is fixed function)

In the floating scan, the sub-program will be executed after the main
program execution with time limit (user setting). And in the constant
scan, the sub-program will be executed in idle time from completion
of the main program execution to the beginning of the next scan.

By means of sub-programs, the main program can be used as fast
scanning task, and the sub-programs as slow scanning
{background) tasks.

Interrupt programs (9)

When the interrupt condition is fulfilled, the T3 will stop other
operations and execute the corresponding interrupt program
immediately. A total of 5 are provided: one program which starts up
at specified intervals (Timer interrupt program), and 8 programs
which start up according to interrupt signals from /O modules with
an interrupt function (/O interrupt programs #1-#8).

By means of timer interrupt, time critical control can be achieved,
and by means of I/O interrupts, I/O responses can take place without
affecting the scan cycle.

The sub-programs and the interrupt programs execution method and
the execution conditions are explained in this section.
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3.2
Main/sub programs Four sub-programs (Sub#1 to Sub#4) can be registered. They will be
execution control executed according to the conditions described in the table below.

Sub#1 will be executed only once before the main program execution in
the first scan. The function of Sub#2 can be selected from the normal
mode or special mode. Sub#3 and Sub#4 are fixed in normal mode
function.
In the normal mode, the execution mode can be selected from one time

execution or cyclic execution.

No. Normal/special | One timefcyclic Operation
Subit N/A N/A Executed only once before main
program in the first scan. (after
IO processing)
Sub#2 | Normal mode One time mode | Executed when S0409=1.
when S0403=0 | when S0405=0 | S0409 is reset automatically.
Cyclic mode Executed once every specified
when S0405=1 | scans (SW042) during
S0409=1.
Special mode N/A Executed only once before main
when S0403=1 program in the first scan, instead
of Sub#1, if S0400=1 and the last
power off period is less than 2s.
Sub#3 | Normal mode One time mode | Executed when S040A=1.
only when S0406=0 | S040A is reset automatically.
Cyclic mode Executed once every specified
when S0406=1 | scans (SW043) during
S040A=1.
Sub#4 | Normal mode One time mode | Executed when S040B=1.
only when S0407=0 | S040B is reset automatically.
Cyclic mode Executed once every specified
when 80407=1 | scans (SW044) during
S040B=1.

*) Hereafter, the main program, and sub-program #1 to sub-program
#4 are referrered as Main, Sub#1 to Sub#4, respectively.
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The flags (special relays/registers) related to the sub-program
operation are summarized in the table below.

Sub No. Flag (Name) Function Note
Sub#1 | S0410 (Sub#1 executing) | 0: Not executing 1: Executing Status
Sub#2 | S0400 (Hot restart mode) | 0: Normal 1: Hot restart Setting
50403 (Special mode} 0: Normal 1: Special Setting
50405 (Sub#2 mode) 0: One time 1: Cyclic Setting
S0409 {(Sub#2 start) 0: No request 1: Start request | Command
SW042 (Sub#2 interval) | Scan number setting for cyclic mode | Setting
S0411 (Sub#2 executing) | O: Notexecuting 1: Executing Status
50415 (Sub#2 delay) 0: Normal 1: Delay Status
Sub#3 | 50406 (Sub#3 mode) 0: One time 1: Cyclic Seiting
S040A (Subi#3 start) 0: No request 1: Start request | Command
SW043 (Sub#3 interval) Scan number setting for cyclic mode | Setting
S0412 (Sub#3 executing) | 0: Not executing  1: Executing Status
50416 (Sub#3 delay) 0: Normal 1: Delay Status
Sub#4 | 50407 (Sub#4 mode) 0; One time 1: Cyclic Setting
S040B (Sub#4 start) 0: No request 1: Start request | Command
SWO044 (Sub#4 interval) Scan number setting for cyclic mode | Setting
50413 (Sub#4 executing) | 0: Not executing  1: Executing Status
S0417 (Subit4 delay) 0: Normal 1: Delay Status

*} In the above table, “Setting” means the user preset flag for execution
mode selection, “Command” means the user control flag for
activating the sub-program, and “Status” means the execution status
flag which can be monitored in the user program.

Subit1 operation Sub#1 wili be executed only once in the first scan before Main
execution. Therefore, Sub#1 can be used as the initial setting program
at the start of the operation.

HALT mode or system ‘
initialization First scan N Second scan

L.
r

A

Y
A
Y

Mode | Transition | I/O | Timer | Sub#1 | Main Mode| /O | Timer Main
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Sub#2 special mode
operation

System initialization | First scan : . Second scan

If Sub#2 is set as the special mode (80403=1) and the Hot restart
condition is fulfilled (S0400=1 and recovery from power off less than 2
sec), Sub#2 will be executed once in the first scan before Main
execution. In this case, Sub#1 is not executed. Also, when the Hot
restart condition is fulfilled, the initial load and the user data initialization
will not be performed.

Sub#2 special mode can be used as the initial setting program for the
restart from power interruption.

{Hot restart)

Normal mode operation
(Sub#2, Sub#3, Sub#4)

Y
A
Y

Mode | Transition | /O | Timer | Sub#2 | Main Model| /O | Timer | Main

In the normal mode, the sub-programs wili be executed after the main
program execution with time limit. The time assigned for the sub-
program execution is different between in the floating scan mode and in
the constant scan mode.

In the floating scan mode:

The user sets the sub-program execution time in the system
information. The setting range is 1 to 100 ms (1 ms units). The
activated sub-program(s) will be executed within this time limit. If the
execution cannot finish within this time limit, the execution will be
interrupted and re-started in the next scan.

In the constant scan mode: ‘

The activated sub-program(s) will be executed in idle time from
completion of the main program execution to the beginning of the next
scan. if the sub-program execution cannot finish within this time limit,
the execution will be interrupted and re-started in the next scan.

There are iwo execution modes in the normal mode operation; the one
time execution and the cyclic execution.

In the one time mode, the sub-program will be activated when the
Sub#n start flag changes from OFF to ON.

In the ¢yclic mode, the sub-program will be cyclically activated every
designated number of scans during the Sub#n start flag is ON.
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0

One time mode The sub-program start request is checked at each time of the main
program and the sub-program execution completed. [f two or more
start requests occur at a time, the order of priority will be as follows.

Sub#2>Sub#3>Sub#4

When the sub-program is activated, the start flag is reset automatically.

* Operation example in the floating scan

. Scan . Scan . Scan | ‘Scan ‘ Scan .
* >t >« > > >
Main !
A i ! .
1 I I
sup#2 | : : R
i I ! H I
N O T B
1 1 —-._‘- == : ¢ : ! l|
Sub#3 v {stopped) ’ | ! o
Lo T ' Lol T
Lo : A
Sub#4 v o I:I Lo E E E E
oo [ o Ly i i
L rime it Lo A
1 1 Time limit | Lo v o
[} [ 1
‘ [ T i ' : i E ! ! ' '
) V 1 ! \ | | | '
| ' ! ! | . : : i H | i
ov_Yo | ® |0 ® oo O % %
[ 1 1
Sub#2 start (S0409) | " - S J -
I [ 1
b } b o |
Sub#2 executing (S0411) ': ; : i o —
1 \ 1
| L [ !
Sub#3 start (S040A) . . e —
I 1
I ]
Sub#3 executing (30412) —j{ F . |
1 1
1
Sub#4 start (S040B) | '

i

Sub#4 executing (50413}

(D Start requests to Sub#2, Sub#3 and Sub#4 from Main
@ Sub#2 activated

® Sub#2 completed and Sub#3 activated
@ Sub#3 interrupted and next scan started
® Main completed and Sub#3 re-started
® Sub#3 completed and Sub#4 activated
@ Sub#4 completed and next scan started
Start request to Sub#3 from Main

© Sub#3 activated

@ Sub#3 completed and next scan started
@ Start request to Sub#2 from Main

@ Sub#2 activated

@3 Sub#2 completed and next scan started
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» QOperation example in the constant scan

. Scan(constant) ~ Scan (constant)

[y »

Scan (constant}

e
P g

4

Main I
o o : :
1 ' 1 4 1 t
£ 1 1 1 i
Sub#2 ‘ v : i
\ ! 1 1 1
1 1 H 1 ! ] 1
i Pt . 1 1 |
Supks . | o e
: : H : H [ i
Subi#4 i ' i i E D {stopped) |
A Lo T !
1 1 : ! ! 1 ]
AR b | !
O @ @ @ i ':@ @\ @
) ] 3 ]
P b : !
¥ v ! i : ! !
: ' k | '
Sub#2 start (S0409) — — : ;
! 1 1 H )
1 ]
Sub#2 executing (S0411) 1 ¥ ;
1 1
Sub#3 start (S040A) ;[ I, ¥ :
1 1
Sub#3 executing (S0412) ’I l :
1
Sub#4 start (S0408B) ] u
Sub#4 executing (S0413) r_—l—_

(D Start request to Sub#2 from Main

@ Sub#2 activated

@ Sub#2 completed

@ Start requests to Sub#3 and Sub#4 from Main
® Sub#3 activated

® Sub#3 completed and Sub#4 activated

@ Sub#4 interrupted and next scan started
Sub#4 re-started

© Sub#4 completed
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Cyclic mode While the start flag is ON, the sub-program will be executed once every
designated number of scans. The order of execution priority is as
follows:

Sub#2>Sub#3>Sub#4

The start flag should be controlled (ON/OFF) by the user program. [f
the sub-program execution cannot be completed within the designated
scans, the delay flag {80415, S0416, S0417) is set to ON.

* Operation éxample in the floating scan

n n+1 o2 . n+3 - n+20

Scan counts e | e | —

|

o
>

L] L]
i 1
I 1
Il 1
1 1
1 1

1

PRy Sy 4
-——fm——

I
1
|
i
3
1

N

Main |

Sub#2 (every 3 scans)

T

0
L

|
i
1
e e "
Sub#3 (every 8 scans) ’: ! [j(_Stopped). Lo
! : v T . I
Sub#4 fevery 20 scans) Py ; ': E i i D
®.i,é? i@ @Q@ ®! 1@ @10 @@
Subk2 start (S0409) [} B HIARY ) T
: : I_I : ! m : : 11
Sub#2 executing (S0411) v - s — I L
Sub#3 start (S040A) o] v ) i i b)) B
Sub#3 executing (S0412) — 4 [ L " | ' :
Sub#4 start (5040B) | " b)) N vy
Sub#4 executing (S0413) M R I

(D Start requests to Sub#2, Sub#3 and Sub#4 from Main
@ Sub#2 activated

(® Sub#2 completed and Sub#3 activated

@ Sub#3 interrupted and nexi scan started

® Sub#3 re-started

® Sub#3 completed and Sub#4 activated

@ Sub#4 completed

Sub#2 activated in the first scan of next 3 scans
® Sub#2 completed

{0 Sub#3 activated in the first scan of next 8 scans
@ Sub#3 completed

@ Sub#4 activated in the first scan of next 20 scans
@ Sub#4 completed
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« Operation exampie in the constant scan (Sub#3 and Sub#4 are

omitted)
'oon n+1 n+2 . n+10 n+11 n+12
Scan counts :<—>:<—-—--—-—>{<—>. e e ]
| : : g ! : .
H 1 [l H T ] [l N
Main :. J I:
‘ ! i ;__@L___@@:____@:’n' v ' l___@_:@:___@l’.
Sub#2 (every 10 scans) Lo l(slfp_pt_ad_):l_i(ftgpfﬁd)- '-(W)Lj(_stfgp_ef):
[ 1 : 1
Ofe) @ ® ® |
A L ' !
Sub#2 start (S0409) —— ¥ v ¥ v
Sub#2 executing (S0411) ——— Y [I—

@D Start request to Sub#2 from Main
@ Sub#2 activated

@ Sub#2 interrupted

@ Sub#2 re-started

® Sub#2 interrupted

® Sub#?2 re-started

@ Sub#2 completed

Sub#2 activated in the first scan of the next 10 scans
@ Sub#?2 interrupted

®© Sub#?2 re-started

@ Sub#2 interrupted

@ Sub#2 re-started

@ Sub#2 completed
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3.3
Interrupt programs When the interrupt condition is fulfilled, the T3 will stop other operations
execution control and execute the corresponding interrupt program immediately. As
shown below, you can register one timer interrupt program which starts
up according to an interval setup in system information and 8 /O
interrupt programs which start up according to interrupt signals from /O
modules with an interrupt function.

Interrupt program Operation
- Timer interrupt . Activated according to the. interrupt interval setup.in system information.
The interrupt interval is set at 2 to 1000 ms (1 ms units)
HO interrupt #1 /O interrupt programs are activated by interrupt signals generated from
-I/Q interrupt #8 YO modules with interrupt function
| set interval , set interval
Interrupt conditions o T >|
Timer VO #1 Timer VO #4 YO #2 Timer
Vo I
Scan Scan . ; Scan Scan 1 Scan < Scan >

Scan control

T
|
3
T
]

Timer interrupt []

T

/O interrupt #4 Ij

(1) Interrupt priority
When several interrupt conditions occur simultaneously, the
programs will be executed in the order of priority shown in the
following table (the lower the numericai value the higher the level of
priority). Also, if other interrupt conditions occur during an interrupt
program execution the interrupt conditions will be put on hold, and
after the interrupt program execution is completed, they will be
executed in priority order.
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oA T T

Interrupt program Priority levei Priority in class
Timer interrupt o —

/O interrupt #1 0 (initial value)
I/0 interrupt #2 1 (ditto)

I/Q interrupt #3 2 (ditto)

/O interrupt #4 1 3 (ditto)

/O interrupt #5 . 4 (ditta)

I/O interrupt #6 ' 5 (ditto)

I/O interrupt #7 6 (ditto)

I/O interrupt #8 7 (ditto)

The timer interrupt has the highest level of priority, followed by the
i#Q interrupt programs in order.

With respect to the level of priority for 1/O interrupt, the I/O interrupt
from the module nearest the CPU has the highest level of priority.
Refer to (3) below regarding the correspondence between interrupt
programs and I/O modules.

(2) Interrupt enable/disable
You can switch between interrupt disable and enabie by using the
DI instruction (interrupt disable) and El instruction (interrupt enable).
By executing the DI instruction, the interrupt conditions which occur
during interrupt disable mode will be put on hold; these will be then
executed instantly when the interrupt enable mode is entered by
executing the El instruction. (DI and El should be used in a pair)
Also, in transition to RUN mode, the interrupt will be disabled in the
first scan. It will be enabled automatically from the second scan.

(3) Allocation of 1/O interrupt program
The I/O interrupt with the lowest number corresponds to the 1/0
module with interrupt function nearest the CPU, in the initial state.
This allocation can be changed. See Part 3 Section 2.3.3.
There are no restrictions on the mounting position of /O modules
with the interrupt function.

—_NOTE
VAV

The /O interrupt response time (from the time interrupt conditions
arise until interrupt program starts up), with normal interrupt enable
and no other interrupt program started up, is an instruction
execution time +500 us in worst case.
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4.1
EEPROM support

When the built-in EEPROM type CPU moduie (PU325) is used, the
contents of the user program and the register data can be stored in the
EEPROM. They can be read into the main memory (RAM) by the initial
load function or programmer operation. Also, the data registers (D)
stored in the EEPROM can be accessed from the user program.
EEPROM makes it possible to run without battery, and recovery is easy
in the event of a program being destroyed. .

The following functions are. available with EEPROM.

Function

Details

Conditions

Program write into
EEPROM

Wirites the contenis of the user
program (including the system
information} and the data
registers {D), the timer registers
(T), the conuter registers (C)
and the auxiliary relay registers
(RW) in the main memory
(RAM) into the EEPROM.

Performed by the ‘Program write
(RAM—IC card/ EEPROMY’
command from the programmer in
the following state.

- HALT mode

- IC memory card is not mounted

Program read from
EEPROM

Transfers the contents of the
EEPROM to the user program
memory, the data registers
(D), the timer registers (T), the
counter registers (C}), and the
auxiliary relay registers (RW)
in the main memory (RAM).

Performed by the ‘Program read
(RAM +—IC card/ EEPROM)’
command from the programmer in
the following state.

- HALT mode

- IC memory card is not mounted

- Mode switch is other than P-RUN

Initial load

Transfers the contents of the
EEPROM to the user program
memory and the leading 4 k
words of the data registers
(D0OO0O to D4095) in the main
memory (RAM).

At system initialization:
- IC memory card is not mounted
- RAM/ROM switch is in ROM
- Mode swilch is in other than P-RUN

At transition to RUN mode:
- IC memory card is not mounted
- RAM/ROM switch is in ROM
- Mode switch is in RUN

Read/write the data
registers in
EEPROM

Reads the data of data registers
in EEPROM and stores in the
main memeory by user program.
Writes the specified data of the
main memory into the data
registers in EEPROM by user
program.

Accessed by Expanded data
transfer instruction (XFER)

NOTE

VAV

(1) Refer to 2.2, System Initialization and 2.4, Scan Control, with
respect to the initial load function.

(2) The number of times the EEPROM can be written will be fimited by
the hardware to 100,000 times. The T3 counts the number of times
the EEPROM write is performed. If the 100,000 times is exceeded,
the EEPROM alarm flag (S0007) wilt come ON. However, this
checking is not effective for data writing by XFER instruction. ltis
recommended to check it by user program for the XFER instruction.
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IC memory card support

4.2

4. Peripheral Memory Support Functions

When an IC memory card is installed in the CPU module, the user
program and data can be loaded/saved, in the same way as the
EEPROM support function. |t facilitates program batch changes and

copying etc.

Also, an IC memory card can be used as user data expansion area

(expanded file register).

The following functions.are available with the.IC memory card.

Use type Function Detaiis Conditions
Program |Program write | Writes the contents of the Performed by ‘Program write
auxiliary  |into IC memory | user program (including the | (RAM—IC card/ EEPROM)’
memory card system information) and the | command from the

data registers (D}, the timer | programmer in HALT mode.
registers (T), the counter
registers {C) and the
auxiliary relay registers (RW)
in the main memory (RAM)
into the IC memory card.
Programread | Transfers the contents of the . Performed by "Program read
from IC memory | IC memory card to the user | (RAM —IC card/ EEPROM) ’
card program memory, the data | command from the
registers (D), the timer programmer in HALT mode
registers (T), the counter and mode switch at other
registers (C), and the than P-RUN.
auxiliary relay registers (RW)
in the main memory (RAM).
Initial load Transfers the contents of the | At system initialization:
IC memory card to the user - RAM/ROM switch is in
program memory and the ROM
leading 4k words of the data | - Mode switch is other than
registers (D000O to D4095) P-RUN
in the main memory (RAM). 1",/ ransition to RUN mode:
- RAM/ROM switch is in
ROM
- Mode switch is in RUN
Expansion |Sampling trace | Stores trace data when the | Used with the sampling trace
memory  |buffer sampling trace is executed. | function when the MMR
allocation is set in the CPU
slot.
Expanded file Reads/writes the data in the | Accessed by the expanded
register IC memory card (120k data transfer instruction
words) as expanded file {(XFER} when the MMR
registers from the user allocation is set in the CPU
program. slot.

*1) Refer to 2.2, System initialization and 2.4, Scan Control, for the

initial load function.

*2) Refer to Section 5.9 for the sampling trace function, and Part 3
Section 4.2 for the MMR allocation.
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5.1

Overview The meaning of RAS is Reliability, Availability and Serviceability. The
RAS function is the general term used for the functions instalied in the
T3 which increase the reliability and serviceability of the applied
systems and support the operation of the system.

5.2
Self-diagnosis

This section explains the self-diagnostic functions, maintenance
functions, the debugging functions installed in the T3, and the system
diagnostic function which can be used by the T3 user.

The details of the self-diagnosis which are designed to prevent
abnormal operation, the timing of the diagnosis and behavior when
malfunctions are detected are shown below.

In building up a system, consider the system operation safety in case of
the T3 shutdown (fail safe) and the system operation backup function.

In the following explanation, error registration means the storing of the
details of the error and the time when it occurred on the event history
table; error down means that all the outputs turn OFF and ERROR
mode is entered; alarm means that the error is registered, the special
relay is set, and running is continued.

(1) Diagnosis at system initialization (when power supply is turned on)

ltems

Diagnostics details

Behavior when error detected

System ROM BCC
check

The correctness of the system
ROM is checked by BCC.

Error registration takes place,
FAULT and I/O LED flash.
(Programmer communication
impossible)

System RAM check

The system RAM read/write is
checked.

Error registration takes place,
the FAULT LED flashes.
(Programmer communication
impossibie)

Peripheral LS|

Peripheral LSl is checked for

Error registration takes place,

check normal initialization. {Read the FAULT LED flashes, the
back check) I/O LED lights up. (Programmer
communication impossible}
LP check LP (language processor) is Error registration takes place,
checked for normal ERROR mode is entered.
-| initialization. {Error reset command invalid)
User program The correctness of the content | Error registration takes place,

memory check

of the user program memory is
checked by BCC. {Checked
after initial load when
peripheral memory is present)

ERROR mode is entered.

User data memory
check

The user data memory
read/write is checked.

Error registration takes piace,
ERROR mode is entered.
(Error reset command invalid)
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Peripheral memory
check

The correctness of the
peripheral memory (IC
memory card or EEPROM) is
checked by BCC.

Error registration takes place.
ERROR mode is entered.

RTC LS| check

The validity of the data read
from the RTC LS| (date and
time) is checked. The data is
set in the special register.

Alarm. Until reset, the date
and time daia (in the special
register) are HFF.

Battery check

The voltage of the memory
backup battery is checked.

Alarm. If the user program
memory BCC is normal, it will
start up normally.
(However, user data in the
retentive memory specification
is not guaranteed.}

(2) RUN start-up diagnosis

Items

Diagnostics details

Behavior when error detected

I/O verify check

The I/Q allocation information
and the /O modules mounted
are verified, to check that they
agree.

Error registration, error down.
However, when start-up is
activated by a command from
the programmer, a message
will the displayed. it remains
in HALT mode and no error
registration will take place.

{/O bus check

Checks that /O bus is normal.

Error registration, error down.
However, when start-up is
activated by a command from
the programmer, a message
will be displayed. It remain in
HALT mode and no error
registration will take place.

Expansion unit
power check

Checks that power of
expansion units is normal

Error registration, error down.
However, when start-up is
activated by a command from
the programmer, it wili remain
the in HALT mode and no error
registration will take place.

I/O response check

Checks that response when
I/0 modulie is accessed is
within specified response time
limits.

Error registration, error down.
However, when start-up is
activated by a command from
the programmer, a message
will be displayed. It remain in
HALT mode and no error
registration will take place.

Program check

User program syntax is
checked.

Error registration, error down.
However, when stari-up is
activated by a command from
the programmer & message
will be displayed. It remain in
HALT mode and no error
registration will take place.
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(3) Diagnosis during scan

ltems

Diagnostics details

Behavior when error detected

110 bus check

Checks that 1/O bus is normal.
(at batch 1/O processing)

Error registration then error
down.

{However, if recovered by
retries, only registration will
take place; no error down.)

Expansion unit
power check

Checks that power of
expansion units is normal.
(at batch I/O processing)

Error registration then error
down.

{ (However, .if recovered by. -

retries, only registration will
take place; no error down.)

I/O response check

Checks that response when /O
module is accessed is within
specified response time limits.
(At batch 1O processing and at
direct I/O instruction)

Error reqistration then error
down.

(However, if recovered by
retries, only registration will
take place; no error down.)

/O bus parity check

Bus parity is checked when
the 1/0 module is accessed.
(At batch 1/O processing and
direct l/O instruction)

Error registration then error
down.

(However, if recovered by
retries, only registration will
take place; no error down.)

LP function check

Test program run in LP
(language processor) and
checked for correct results.
(When running the user
program)

Error registration then error
down.

{However, if recovered by
retries, only registration will
take place; no error down.)

LP illegal instruction
detection check

Checks whether or not illegal
ingtruction is detected in LP
(language processor}. (When
running the user program)

Error registration and then
error down.

Scan time over
check

Checks that scan cycle does
not exceed set value (200ms).
However, set vatue can be
chaged by user instruction
(WDT). (When running the
user program)

Error registration and then
error down.
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(4) Diagnosis in any mode (executed in background)

ltems Diagnostics details Behavior when error detected
System ROM BCC | The correctness of the system | Error registration and then
check ROM is checked by BCC. error down.

{Error reset command invatid)

System RAM check

The system RAM read/write is
checked.

Error registration and then
error down.
(Error reset command invalid)

read/write checked.

Peripheral LSI Peripherat LSI setting status. | Error registration and then
check is checked. error down.
(Error reset command invalid)
Watchdog timer Watchdog timer system Error registration and
check runaway check. transition to ERROR mode
(Set at 350ms) after system reset.
User memory check | User memory (RAM) Error down after error

registration (with retry)

LP check LP (language processor) Error registration and then
] read/write is checked. error down.
Battery check Memory backup battery Alarm
voltage checked.

RTC LSl check

Date and time data read from
RTC LS every 300ms, validity
checked, data set in special
register.

Alarm. Until reset, date and
time data are HFF.

NOTE

VAV

Refer to the separate T3 User’'s Manual-Hardware, for details of

troubleshooting.
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5.3

Event history When an error is detected by the T3 diagnosis, the details and time of

occurrence will be registered in the event history table (besides errors,
the times power ON/OFF are also registered). The 30 most recent
occurrences of errors can be registered in the event history table. As
new data is registered, the data registered previously will be shifted
down in sequence, and the oldest data will be deleted.

Use the event history table for maintenance information. It can be
displayed on the programmer as below... The contents of the event
history table are remained until executing the event history clear
command or the memory clear command from the programmer.

Givent Bistery>
Bate Time Event Comt Info 1 Info 2 Info 3 Mode
1. 94-85-88 16:56:82 System power 1 INIT.
2. 94-85-88 16:55:25 Systew power off 1 ALY
3. 94-84-81 21:55:24 Systee power om 1 INIT.
4, 94-94-81 21:54:52 System power off 1 EREOR
5. 94-84-81 21:5:21 18 no ansuer 5 te8-41 Ywea2 MN e
6. 34-84-81 17:11:88 Systes power on 1 INIT.
7. 94-94-81 17:05:12 System power off 1 BALT
:. 34-84-81 19:42:16 No END/IRET error 1 M-8l ‘HALT [HOS
10,
11,
12.
13.
14,
15.
st T
FT FZ ) H 3 F& F7 F§F3 T

The meaning of each item on the screen above is as follows.

(1) Number (1-30)
Indicates the order of occurrence. Number one is the most recent.

(2) Date (year-month-day)
Indicates the date of occurrence. This is shown as “??-??-77" if the
RTC LS| is abnormal.

(3) Time (hours: minutes: seconds)
Indicates the time of occurrence. This is shown as “??7:7?2:?2?" if the
RTC LSl is abnormal.
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{(4) Event
Indicates the sort of error detected. (System power on and system
power off are also registered.)

(5) Count
indicates the number of times the error was detected. For example,
an error is detected during a process, the retry is repeated 4 times,
the malfunction does not change and it goes to error down. This is
indicated as count 5 and DOWN will be displayed under the Mode.

(6) Information 1, Information 2, Information 3
Indicates supplementary information regarding the error. For
example, with an /O error the I/O module position {unit No, slot No)
where the error occurred and the read/write register address etc.
will be indicated.

(7) Mode
Indicates the actual mode when the error was detected. Also
displays DOWN when error down occurs. On the mode display,
INIT indicates the system initialization after power is turmed on.

*) Refer to the separate T3 User's Manual-Hardware for display
details of detected errors and methods of proceeding.
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5.4

Memory protect function The CPU module operation mode switch has 3 positions, HALT/RUN/P-

RUN. The P-RUN position has a memory protect function.

With the operation mode switch in the P-RUN position, the following
operations cannot be carried out. The message “Memory protected”
will be displayed on the programmer screen if the user tries to do so.

(1) Memory clear

(2) I/O automatic allocation

(3) Write 1/0 allocation information

(4) Write system information

(5) Program editing (including on-line changes)

{6) Program downloading

(7) Program read from IC card/EEPROM (including initial load)

(8) Write data to the leading 4k words of data register (D0000-D4095)

The memory protect function can prevent the program being destroyed
due to incorrect operation of the programmer.

—_NOTE
VAV

When the operation mode switch is in P-RUN position, data writing
to the leading 4k words of data register (DO000 to D4095) by the
following instructions is disabled.

» Calendar operation (CLDS FUN 155)

* Expanded data transfer (XFER FUN 236}

» Special module data read (READ FUN 237)

Also, DO000 to D4095 are not cleared in the user data initialization.
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55
Power interruption The T3 has two functions that control the T3’s operation in the event of
detection function power interruption. One is the power interruption shutdown function
which shuts down the T3's operation when power off state continues for
designated time. The other is the hot restart function which enables the
restart from the power interruption without initialization.

5.5.1
Power interruption Normally, when power is turned off, the T3 continues operation until the
shutdown function internal 5 Vdc drops ta the specified voltage. This continuous operation
time varies depending on the load condition of the 5 Vdc. In some
application, fixing the continuous operation time will be required.

The T3 has the function to designate the continuous operation time
within the power supply module capacity. This function is called the
power interruption shutdown function. The continuous operation time
can be set by the programmer’s System Diagnosis menu or by writing
the value into the special register SW045. (10-255 ms, 1 ms units)

, Interruption Interruption
e

'S
Y

ome AL
VR

40 ms

P
S
-
-
oA
-—-—._,__>
<.
Ratly
L
I—--
e
———
-
PEL
\-u.
PEI
Y
-
-..__.._5_-.—

B Y

60 ms

I, SRR

50 ms settir'ag‘. 50 ms sefting

L
r~

T3's operation

—

T T

Continuous operation Operation stop (all outputs OFF)
because the interruption because the interruption
is less than the setting time.  exceeds the setting time.

(move into ERROR mode)
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This function is effective when the setting time is within the maximum
continuous operation time. The maximum continuous operation time
can be evaluated by the internal 5 Vdc current consumption and the
power voltage, as the following graphs.

Continuous
operation time
(ms) , Continuous operation time
300 corresponding to 5 Vdc current
-consumption : -
(Power voltage: 100 Vac/200 Vac)

.\\

200
0 N
\\
100
[
0 . > 5 Vdc current
0 1 2 3 4 5 6 7 (A)

Correction factor
(multiplication)

2.5 + Correction factor for continuous ——
2.0 + operation time correspondingto ———..
/

1.5 4 power voltage
/
1.0 —
0.5 =]
Power voltage
a0 100 110 120 (Vac)
180 200 220 240
__NOTE
VA

(1) DC power supply module (P$332) dose not support this
function.

(2) When the power interruption continues for the setting time, the
T3 will switch all outputs to OFF and enter the ERROR mode.
After that, if power recovers within the maximum continuous
operation time, the T3 will not return to RUN mode
automatically.

(3) Refer to separate T3 User's Manual-Hardware for internal 5 Vdc
current consumption of each module.
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5.5.2
Hot restart function

5. RAS Functions

For the T3, the user can decide the operation re-start condition at the
recovery from the power interruption.

The hot restart function will be effective when the special relay S0400 is
set to ON (S0400=1). In this case, if power is tumed off in the RUN
mode and recovered within 2 seconds, the T3 moves into RUN mode
without the initial load and the user data initialization.

By using this function together.with.the special. mode-of the sub-
program #2, the user can decide the operation re-start condition as

follows:
interruption | Re-start condition Method
time
Longer than | Re-start after the normal _
2 seconds - | initialization
Within 2 Re-start after the normal | Do not use the hot restart
seconds initialization function (S0400=0)
Re-start after setting the | Use sub-program #2 as
prespecified data into special mods to set
registers/devices prespecified data
Re-start after setting the | Use sub-program #2 as
data according to input special mode to set data
status according to input status
Re-start without any Do not use sub-program
initialization (hot restart) | #2 special mode
—.NOTE
VA

(1) When power interruption is fonger than 2 seconds, normal
initialization will be carried out even if S0400 is ON.

(2) The hot restart function is aiso availabie by using the
programmer’s System Diagnosis menu in addition to setting
S0400 to ON.
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5.6

/O error mapping The T3 has the function that enables user to detect abnormality in 1O
function modules and the mounting position of the abnormal module. This
function is called the 1/O error mapping function.

To use this function, set the special relay S0150 to ON. When this
function is enabled, the T3 checks the status of each I/0 modules. And
if abnormality is detected, the /O alarm flag (S0009) is set to ON and
the mounting position is registered in the special registers (SW046-

SW049).

The target moduie and the abnormality for this function are as below.

Type Description Abnormality
DO333 16 pts DC output * Fuse blown
DO334 32 pts DC output » External 24 Vdc abnormal
AC363 16 pts AC ouiput * Fuse blown
AC364 32 pts AC output
RO364 32 pts relay output » External 24 Vdc abnormal
RO363S | 16 pts relay output
AD368 8 ch analog input * Module CPU error
DA364 4 ch analog output » External 24 Vdc abnormal
DA374 * Module CPU error
SN321 TOSLINE-S20 » Module CPU error
SN322
SN323
MS311 TOSLINE-F10 » Module CPU error
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5.7
Online /O replacement
function

When a failure has occurred in an IO module, the module can be
replaced without stopping the T3 operation. This function is called the
online /O replacement function.

To use this function, set the I/O disconnect designation for the failed
module by the programmer. By this operation, the T3 stops accessing
to the module. Then replace the moduie, and release the IO
disconnect designation.

By the above procedure, the online l/O.replacement can be performed.

This function is effective for the following failures.
* input photo-coupler failure

» Output device (transistor, triac or relay) failure
* Buiit-in fuse blown

The modules available for this function are listed below.

Type Description Type Description
DI334/334H | 32 pts DC input DO335 64 pts DC output
DI335/335H | 64 pts DC input AC363 16 pts AC output
IN354/364 | 32 pts AC input AC364 32 pts AC output
DO333 16 pts DC output RO364 32 pts relay output
DO334 32 pts DC output RO363S 16 pts relay output

— NOTE
VAV

{1} When the I/Q disconnect designation is set for an output
module, the output status is frozen (not cleared to OFF).

(2) Pay special attention to the live parts for safety when using this
function.

(3) Replacement is available between the modules of the same
module type (X 2W, eic.)
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5.8
Execution status
monitoring

The following functions are served by the T3 for user to monitor the T3
execution status. (Refer to separate manuals for the programmer for
operation of these.)

(1) Execution time measurement function
Measures the following execution times. This data can be
monitored on the programmer.

L ]

— NOTE
VAV

(1) The scan cycle value includes the scan overhead and all

(2) With the main program and the sub-program execution times the

Scan cycle
current value, maximum value, minimum value.(1.ms units).

Main program execution time
current value, maximum value, minimum value (1 ms units)

Sub-program execution time (Sub#1-#4)
current value, maximum value, minimum value {1 ms units)

Timer interrupt execution time
latest value, maximum value, minimum value (0.1 ms units)

I/O interrupt execution time (I/O #1-#8)
latest value, maximum value, minimum value (0.1 ms units)

interrupts occurring during the scan.

interrupt time for any interrupts occurring are excluded.

(2) Online trace function
This function traces the status during program execution and
displays on the programmer screen (power flow display, register
value display). Since this displays data from the point in time that
the instruction is executed rather than at the end of a scan cycle, it
is useful for program debugging.
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5.9
Sampling trace function

Sampling buffer

Sampling target

The sampling trace function collects the status of specified
registers/devices and stores it into the sampling buifer, according to the
specified sampling condition. The collected data can be displayed on
the programmer screen in the format of trend graph (for registers) or
timing chart (for devices).

The sampling trace function is useful for program debugging and
troubleshooting.

Optional IC memory.card or. the file registers (F.registers) of the T3
CPU module is used for the sampling buffer.

@ To use the IC memory card for sampling buffer:
Insert the IC memory card into the T3 CPU module. And set MMR
to the PU slot in the I/O allocation. By this operation, the IC memory
card is assigned for the sampling buffer. The sampling buffer size is
8k words (fixed).

@ To use the file registers for sampling buffer:
When the MMR setting is not made to the PU slot, the file registers
are assigned for the sampling buffer. The sampling buffer size can
be selected from 1k to 8k words (1k words unit). The size is
registered in the system information. The file registers are assigned
for the sampling buffer from the highest address according to the
size specified. (Do not use the file registers assigned for the
sampling buffer in the user program)

The sampling targets (registers/devices) are selected from the following
combinations.

@ 3 registers + 8 devices
@ 7 registers + 8 devices

In case of (D, 256 times per 1k words (max. 2048 times) of collection is
available. In case of @, 128 times per 1k words (max. 1024 times) of
coliection is available.
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Sampling condition There are the arm condition and the trigger condition for the sampling
trace execution conditions.
The arm condition consists of the start condition and the stop condition.
When the start condition is fulfilled, the data collection is started. And
when the stop condition is fulfilied, the data collection is stopped.
However, if the after counts is added to the stop condition, the arm
condition is extended for specified counts of scans after the stop
condition is fulfilled. :
The trigger condition specifies the timing of the data collection. That is,

- -the data collection is carried.out at the moment of the trigger.condition

is fulfilled while the arm condition is fulfilled.

The sampling target and the condition are set on the programmer
screen (below). Setting is available when the T3 is in HALT mode or
the sampling trace is disabled by pressing F2 (Disable).

1. Buffer Size 8 kilerds
2. Sampling Tvpe 7 registers+8 devices 3 registers+8 devices
3. Arw Comdition Start [ £)] asigm Sigm [ 1

st I ()] \Unsign Sigm [ 1
® TR [ ]

4. Trigger Comdition I 11 ()] [Inslgn Sigm [ i
S. Sampling Bisable/Emable lisahle Emabie

g. Supins ls_utus Standby Executing

f H ﬁ arget

The sampling trace is executed when it is enabled by pressing F3
(Enable).

— NOTE
VAV

The sampling trace can also be started/stopped by manually

without setting the arm condition. F5 (Start) and F4 (Stop) are
tsed.
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The setting method for each condition is as follows.

Arm start condition:

Start |

L
\ A

] Unsign Sign [ ]
A

g S

A

Comparison value if reference is register and

condition is =
L— Condition
for register: Blank---=
jRREEEE Increase
2 Decrease
Feoeres Change

for device: 1----- Rising (OFF—ON)

Reference: Register or device

Arm stop condition:

Stop [

Unsign Sign | 1
AFTER [ ]
R

()]

Arm condition is extended for specified counts
of scans

Blank-«------- No setting

1 to 65535-:-Scan counts

*) Other setting items are the same as the arm
start condition.
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Trigger condition:

] 11

T E——

A

( )1 Unsign Sign [ ]

NOTE

Counts of condition fulfilled:
Data collection is carried out once per counts
times the following condition fulfilled

Blank ------- No setting (counts = 1)

1 to 65535---Counts

*) Other sefting items are the same as the arm
start condition

VAV

The evaluation of the conditions are performed at the end of every

scan.

Execution example Sampling target and condition setting exampie:

Buffer Slze
Sampling Type

3. Are Cenditien

bk

Trigger Comdition

bl o

[
Sampling Disable/Enable Disable Enable
Standby

Sampling Statms Ezecuting

-

[ Ywbke) [ bzeéd] | D2BB1]

[ sepat] [ ve1sd] [ veias] [ vaies] [ peiee] [ 11 I 1
FLOCIRN 0N — ey

0 Milards

7 registers+B devices 3 registers+8 devices

Start [ D2OOL(3)] Imsign Slem 1

St [ BS189(1)] ‘Unsign Signm [ ]
*® AFTER [

11 1)) ‘Upsign Sigm [ 1

In the above example, the data of YW008, D1000, D2001, S0041,
Y0104, Y0105, Y0106 and R0100 are collected every scan, for the
duration of from D2001 changed to 10 scans after R0100 changed to

ON.
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Data display example 1 (Data):

4 3 1 5 B 7 L] 9 18

4133 4187 4282 4235 4ME 1338 MW 29 4549
24 29 73 98 124 143 174 280 226

it

o4 1, L] o ] . L] - * . . -

M - . o o o © -] =] o o

Vo185 . . o ° -] -] ) ] [ a

Y106 ° . <@ [ Q ] o -] o o

ol < Q © o ] [} o o Q o
LRIt opFalniRIE artral EREEE

31 FZ T3 H 5 5 T7 11} 1] T

e
' 1 L e
1 1489
Sampling range [ 1] ~ [1288] Data range Integer [ 8] ~ [ ool
e 1S FUiCGIEERD s Lo T rend
argst JUEINTEE = JRISY - antrol
1 FZ T3 7 S TS 13 1) |5

Data display example 3 (Timing chart):

8841 e i!lli 1 I§| | if‘ l‘IiiE‘l t ' fnn !IHHE 1
T B o Vo T T Fan T o o T P T
yazss m
L5 S SRS AN MU AN N SOV SR S S W

W |

Sampling range [ 1] ~ [1408]
N BEROGHED o Lo BT ining
[ 1

Mex

PLOLE

Control JIEEIE
F1 134 T3 1] 133 1] 1] ) 1§ Fig
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The status latch function will transfer the specified devices/registers
data in batches to the internal latch data storage area when the laich
condition set by the programmer is fulfilled or when the Status latch
instruction (STLS) is executed.

The latch condition is evaluated and data collected at the end of the
scan. However, when the STLS instruction is executed, the data
collection is carried out at the time of the instruction is executed.
Latched data can be displayed on the programmer.

.The latched staius can be reset by.the latch reset cormmand.of the
programmer or by executing the Status latch reset instruction (STLR).

The latch target and condition setting screen is shown below.

1. Latch Condition [ p288(1)] Dosign Sigm [ 1

2. Latch Execution Statms REAIY

3. Latch m:
1 xpeed] 2f xmeg1l 31 ¥eee2] 4i XB@83] 5[ x0M84]  G[ XBEBS]
70 ¥BRBs) 9 xe8e7] 9[ xe14] 18] XeA1G] 11{ XBaie] 12[ xE1Al
13( xpeit] 14f ¥We1E] 15[ XPEIF] 1sf vNaes] 17[ vee1e] 13 DGeeB]
15[ D68@1] 26[ DGBAz] =21[ DsBA3l 22[ D6BB4] 23( D6BAS] 24l DGBES]
250 16897] 26 D71MA] 27( D7181) 28] DTI8Z] 29[ Z916A] JA[ ZA1AL)
3l m1e2] -32[ zeie3]

PLCCEIRSE GEEH — (RTEE

Edit = 15pla

F1 154 T H 13 F§ F7 Fi F3

The setting method for the latch condition is the same as the arm
condition of the sampling trace function. (See Section 5.9)

In the example above, 32 devices/registers data will be transferred to
the latch data storage area when R0100 is changed from OFF to ON.

The latched data display screen is shown below.

latch Data Display

1 [ xpae8] o 17 [ Yie1e] aanas
2 [ Xaeo1i o 18 [ Deaoa. a1008
3 [ %paaz] . 19 [ Deeal #2368
4 [ Yea3] c 2 [ peea2 [k
5 [ xemaa] L 21 [ peeas ShRS
6 [ x909s] . 22 [ Deeaa 0005
7 { Xeeas] - 23 [ BGNS. -38588
B [ xooa7] ° 24 [ BG6BEG] 655
9 [ xean4} ° 25 [ HoDeT) 8154
18 [ XBai6} < 26 [ §7180) -aa1ee
11 [ xeo1s} . 27 I D71el -28788
12 [ Xea1al ° 28 [ 17182 8488
13 [ xe@icl . 23 { 18188 .

14 [ XB@1E] K4 R [ me °

15 [ %Ba1F] o a1 [ ez] .

16 [ ¥RER9] 21362 32 [ 18183] .

This function is useful for program debugging.
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5.11
Debug support function

5.11.1
Force function

5.11.2
Online program
changing function

The following functions are supported by T3 for effective program
debugging.
(Refer to separate manuals for programmers for operation of these.)

There are two functions in the force function, input force and coil force.
Batch input data is not updated in the input force specified
register/device. The registers/devices which can be specified for forced
input are the input register/device (XW/X)},.link register/relay (W/Z) in
the receiver area and link register/relay (LW/L) in the receiver area.

On the other hand, coil force specified coil instruction can not be
processed when the program is running, so despite the state of the
program, the coil device maintains its previous state.

Simulated input and simulated output are made possible by the
combined use of the force function and the data setting function.

This function enables to change the user program online (during RUN}).

The changes are made after completion of one scan, so it extends the

inter-scan cycle.

Online program change is subject to the following conditions.

* You cannot make changes to the number or order of execution
control instructions (below).
END, MCS, MCR, JCS, JCR, JUMP, LBL, FOR, NEXT, CALL,
SUBR, RET, IRET

* You cannot change the SFC structure in the SFC program section,
but you can change the detail parts (ladder diagram) which relate to
steps and transitions.

Also, there is the constant operand changing function.

This function enables to change the constant operand, such as
timer/counter preset value and constant data used in function
instructions, online (during RUN). For the timer/counter presets,
changing is possible even in the memory protect state (P-RUN).

—NOTE
VAV

When using the online program changing function, pay attention for
safety.

If changed rung contains a transition-sensing type instruction
(below), the instruction will be executed at the online changing if
the input condition is ON, because the input condition of last scan
is initialized. Pay attention for this point.

—tk,-P~,—(P+ , Edged function instructions.
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5.11.3
DEBUG mode functions

DEBUG mode

The T3 has a special mode for supporting the program debugging. Itis
the DEBUG mode. In the DEBUG mode, the following functions
become available.

* Breakpoint setting function
Starts and stops at the instruction which is set as the breakpoint.

* Single step execution function
Starts and stops in unit of one instruction.

* Single rung execution function
Starts and stops in units of one rung.

» N scans execution function
Executes specified times of scans and stops.

= Stop condition setting function
Executes until the specified stop condition is fulfilled.

The T3 can enter into the DEBUG mode only from the HALT mode.

There are three sub-modes in the DEBUG mode, D-HALT, D-RUN and
D-STOP.

D-HALT: When mode is changed from HALT to DEBUG, T3 enters
this mode. The execution condition setting of the DEBUG
mode function is possible in this mode. (All outputs OFF)

D-RUN:  Program execution mode. When the stop condition is
tulfilled in each DEBUG mode function, the mode moves
into D-STOP.

D-STOP: Temporary stop mode. The mode transition factor of D-
RUN to D-STOP can be displayed on the programmer.
(Output state remains)
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I/O disable

Trace back function

Function details

in the DEBUG mode, I/O module accessing can be disabled by the
execution condition setting. When |/O disable is selected, external
input status is not read into the input devices/registers (X/XW) and the
status of the output devices/registers (Y/YW) is not sent the output
moduies.

In this case, operation modes displayed on the programmer are
changed from D-HALT to S-HALT, D-RUN to S-RUN and D-STOP to S-
STOP respectively.

in the program execution.of the DEBUG mode functions, the online
trace information of latest 10 scans is maintained. This information can
be monitored after the execution is stopped (D-STOP mode).

*1) This function is not available for the single step execution and the
single rung execution.

*2) This function is available only for the program range currently
monitored.

(1) Breakpoint setting function

Program execution is stopped when the instruction which is set as the
breakpoint is fetched. The breakpoint can be set on one location only.
This function becomes available when any number except O is set in
the Breakpoint counts in the execution condition setting. When the
breakpoint is fetched specified times, the program execution is
stopped.

The start of execution can be selected from the initial start and the
continue start.

» |nitial start ................. User data initialization is performed then
program execution is started from the top.
» Continue start........... Program execution is started from the point

where the execution was stopped last time.

When execution is started from the D-HALT mode, the initial start is
selected automatically.
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Execution example 1 (Initial start)

— User data initialization
is performed. Then

] program execution is
— d started from the top
and stopped at the

— breakpoint.
l (The breakpoint
>+ |- instruction.is not
— 1 Rim

executed)
A

Breakpoint

e

Execution example 2 (Continue start)

Last time stopped point

¥
— (-

q Execution is started
— J from the point of last
time stopped and

- stopped at the
l breakpoint.

] T

Vl

Breakpoint

(2) Single step execution function

The execution is started and stopped in units of one instruction. When
this function is activated from the D-HALT mode, the user data
initialization is performed and the program execution is stopped at the
top instruction. (D-RUN— D-STOP)

When this function is activated from the D-STOP mode, T3 executes
the last time stopped instruction and stops at the next instruction.

Execution example 1

- r__[ } ( }—{ Executes the last time
stopped instruction
and stops at the next

maln instruction.

!

Last time stopped point
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It execution is stopped at the sub-routine call instruction (CALL) and if
the sub-routine call condition is satisfied, the next stop point is the
corresponding sub-routine entry (SUBR).

Execution example 2 (CALL/RET)

{CALL N.01] -{
: — s

H SUBR(01) ]

—~
\r

| (—

{RET}

L |

As same as above, if execution is stopped at the jump instruction
(JUMP) and if the jump condition is satisfied, the next stop point is the
corresponding labetl instruction (LBL).

In case of the FOR-NEXT loop, the instructions inside the loop are
executed specified times, but the execution trace is not possible. The
first time execution status is displayed and the execution is stopped at
the next instruction to the loop.

Execution example 3 (FOR-NEXT)

.
—{—{ FOR10 ] Executed 10 times
but the first time
j
— = d execution status is
| { NEXT ] displayed.
— | ' —( —

The interrupt program is executed during the single step execution, but
it is not traced.
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(3) Single rung execution function

The execution is started and stopped in units of one rung. When this
function is activated from the D-HALT mode, the T3 performs the user
data initialization and stops at the top instruction.

(D-RUN—D-STOP)

When this function is activated from the D-STOP mode, the T3
executes the last time stopped rung and stops at the first instruction of
the next rung.

Execution example 1

Last time stopped point

¥
Inmlunis ( —
DL o
galnmim! 1

Even if the rung contains the sub-routine call (CALL) or the jump
(JUMP) instructions, the next stopping point is the next rung despite of
calling or jumping.

Execution example 2 (JUMP)

M Last time stopped point If jump condition is
|| JUMP N.02 1 not satisfied, the
ming] - execution is stopped
at the next rung.
- H ]
If jump condition is
] satisfied, the
execution is moved to

y the LBL instruction.
L LBL(02) ] (not stopped)
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In case of the FOR-NEXT loop, the instructions inside the loop are
executed specified times, but only the first time execution can be traced
as same as the single step execution.

Also, the same precautions as the single step execution are applied to
the interrupt program.

(4) N scans execution function

The T3 executes the specified times of scans and stops at the end of
the scan. :

The scan counts is set in the execution condition setting. The setting
range is 0 to 65535. If O is set, this function is disabled.

The start of execution can be selected from the initial start and the
continue start, as same as the breakpoint setting function.

(5) Stop condition setting function

The T3 executes the program until the stop condition is fulfilled.
The checkpoint of the condition can be selected either at the end of
scan or at the breakpoint.

The stop condition can be set as either AND or OR conditions of up to
four registers/devices data.

The start of execution can be selected from the initial start and the
continue start, as same as the breakpoint setting function.
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Notes (1) The DEBUG mode functions can also be used in combinations as
follows.

Breakpoint setting

or N scans execution
Single step execution | and/or and/or
or Stop condition setting

Single rung execution

(2) The initial load i not performed at the mode changing from D-HALT
(S-HALT) to D-RUN (S-RUN).

(3) The timers used in the program are updated as normal in free scan,
and updated as 100 ms/scan in the single step/rung execution.

(4) The sub-program execution is not interrupted in the single step/rung
execution. In free scan, it is interrupted as normal.

(5) The actions of the interrupt program are as follows.

At D-HALT (S-HALT).....inhibited
At D-STOP (S-STOP) ...holded (executed when changed to enable)
At D-RUN (S-RUN} ....... enabled

Restrictions (1) The DEBUG mode function is not available for the SFC program
block.

(2) The DEBUG mode function is available only when the programmer
is connected directly to the T3's programmer port.

(3) Program modification should not be made in the DEBUG mode.
Otherwise, the DEBUG mode functions may not work correctly.

— NOTE
VA

In the D-STOP and D-RUN modes, FAULT LED blinks. And in the
S-STOP and S-RUN modes, FAULT and I/O LEDs blink. Both of
above are not error.
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5.12

System diagnostics The following functions are provided for diagnosis of controlled system
operation. The system can be monitored easily using of these

functions.

(1) Diagnostics display function

By using the diagnostics display instruction (DIAG) in the user
program, the relevant error code (1-64) and error message
(maximum 12 characters per message) can be displayed on the
programmer screen.. Also,.the error code generated is stored in the
special registers (SW016-SW033) in order of generation up to a
maximum of 16 codes and the annunciator relay (S0340-S037F)
corresponding to the error code goes ON. It is possible to use the
special register/relay to display the error code on an external

display monitor.

The error codes registered can be reset one by one (shift up after
erased) using the programmer or by the diagnostics display reset

instruction (DIAR ).

This function may also be used effectively in conjunction with the bit
pattern check and the sequence time over detection mentioned
below. (Refer to detaiis of diagnosis display instructions in other

manual for instruction set)

display on progarmmer <€— SW016
(first error code and SWO17

corresponding error message
po J g )SW018

SWo019
SWo20
SWo21

8W033

first error code

number of codes

first error code

error code 2

error code 3

error code 4

execution of DIAG
instruction {error
codes registered to
the end)

--reset the error code
registration by
DIAR instruction or
programmer
operation

When error codes are registered, for example 3, 10, 29, 58, each
corresponding annunciator relay, S0342, S0349, S035C, S0379

comes ON.

{Annunciator relay)

FEDCBA®S987 86543210

SW034
SW035
SWo36 40{39|38137|36(35|34|33
SWO037 56|55|54153|52|51 (50|49
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(2) Bit pattern check function
This function checks that the device ON/OFF status for a number of
devices are in the normal combinations (pattern). For example,
checks that not more than 2 from device 1, 2 and 3 are ON
simultaneously. Up to 8 devices can be registered, and up to 16
patterns can be set. The checkpoint can be selected either before
program execution or end of scan. The resulis are reflected in the
special relay S0142.
This function is enabled when the special relay S0140 is set to ON.

device registered hit pattern setting present device
(maximum 8) (maximumn 16 patterns) status
X000 O @ - @ O
X003 ® O - O o
X015 XX e o = o
.  comparison
Y08A O X - ® O
results
agrees with the setting pattern ............... S0142 =0

dose not agree with the setting pattern ...S0142 =1
In the pattern setting, OFF is shown as O ON is shown as @ and
do not care is shown as X.

The device and bit pattern registration takes place in programmer
system diagnosis menu.

*} The checkpoint of this function can be selected by the special
relay SO15F as below.

S015F = OFF .....before user program execution
(after /O processing)

S015F =ON ....... after user program execution
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(3) Register value validity check function
This function checks that the register value is within the specified
numerical value range. Up to 4 registers can be registered with the
maximum and the minimum data. Also, it is possible to select the
register value to be taken as an integer (signed) or as a positive
integer (unsigned).
The checkpoint can be selected either before program execution or
end of scan. The results are stored in the special relay S0143-
30146 (within the range: 0, outside the range: 1).
This function is enabled when the special relay SC140 is set to ON.

registered register type minimum value maximum vaive present
{maximum 4) register value
XW034 unsigned 0 400 200
XW035 signed -1500 1500 — 2000
Doo11 unsigned Ho200 H9000 . H1234
W0100 signed -300 gop COMPANSON 4600
results

register 1 (XW034) ... S0143=0
register 2 (XW035) ... S0144 = 1
register 3 (DO011) ... S0145=0
register 4 (WO100) ... S0146 = 1

The register and the numerical value range are registered in
programmer system diagnosis menu.

*y The checkpoint of this function can be selected by the special
relay SC15F as below.

S015F = OFF .....before user program execution
(after I/O processing)

S015F =ON........ after user program execution
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(4) Sequence time over detection function
The alarm step is provided for one of SFC (sequential function
chart) instructions. This Alarm step turns ON the specified device
when the following transition is not come true within the preset time.
This function allows easy detection of operation hold ups in
sequential control process

(SFC structure)
i
i
1'_ (action part)
(transition conditions part) 120 ;
________ work processing
processing | 1
completed
121
TOO3
1000 A p------1 work {ransport
R1060
transport | -
completed
p Alarm step
192 ‘ monitor timer = TO03

monitor fime = 10 seconds
alarm device = R1000

With the above example, if the transport has not been completed
(work arrived signal ON etc) within 10 seconds from when the work
transport started, the specified alarm device (R1000) comes ON.
By this means a malfunction of the work drive or the sensor can be
detected.

Refer to Part 3 of this manual and the other instruction set manual
for explanation with respect to SFC.
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%

5.13
Password function For the system security, the password function is provided.
There are three levels of protection as shown below. Accordingly, three
levels of passwords can be set.

Level 1 possible functions

Clear memory
Writing/down-loading program
Operation mode control
Setting/changing password

” 5 s

Level 2 possible functions

* Reading/up-loading program
* Program write to IC memory card (EEPROM)

— Level 3 possible functions

Writing data

Writing system information
I/O allacation

Sampling trace, status latch

— Always possible functions

* Reading system information

+ Reading /O allocation information
* Reading event history

* Reading data

For example, if level 1 and level 2 passwords have been set, only level
3 and always possible functions are enabled. In this state, if the level 2
password is entered, the level 2 possible functions are also enabled.

—_NOTE
VA

(1) Do not forget your levei 1 password. Otherwise, you cannot
release the password protection.

(2) Protection level for each programmer command is explained in
the programmer operation manual.
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PART 3 PROGRAMMING INFORMATION 1. Overview

1.1

Aims of Part 3 The main functions of the T3 are to store the user program, to execute
the stored user program and to control and monitor the operation/state
of machines/processes which are the result of such execution.
The user program is a series of instructions for achieving the request
control function, operation conditions, data processing and the interface
with the operator. It is stored in the user program memory. The
execution of the user program is the sequential performance of the
processes of reading user data in which external input/output data and
control parameters are-stored,-processing.the respeetive instructions
and storing the resulis of this in the user data memory.

Pait 2 described the types of processing which are executed by the T3
internally, functions for executing the user program efficiently and the
RAS functions. Part 3 describes the necessary information for creating
user programs, that is to say detailed user data, detail of the
input/output allocation and the programming languages. Also, the user
program configuration is described to use the T3's multi-tasking

function.
1.2
User memory The following diagram shows the user memory configuration of the T3.
configuration
Peripheral Memory
Main Memory r A N
{RAM) (EEPROM) (IC Memory Card)
User program User program User program
memory memaory memory
(32k steps) (32k steps) (32k steps)
User data User data User data
memory " memory memory
(IC Memory Card)
(XWNW, RW, (D, HW, T, C,) (D, RW, T, C) :::::---:--:::_—:;rl
T,C. D, W, LW, S ———
SW.FLJK [T T T I
User data memory o
{expanded F register}| -
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The memory which can be used by user is called user memory. The
user memory can be divided by configuration into main memory and
peripheral memory. And the user memory can be devided by function
into user program memory and user data memory.

The main memory is a built-in RAM memory with battery backed up.
On the other hand, the peripheral memory is an optional memory
configured by IC memory card or EEPROM. The peripheral memory
can be used as back up for main memory (user program and register
data) or expansion memory.{expanded file register, |C.memory card
only).

The user program memory has a capacity of 32k steps (step is a unit
for instruction storage), and stores a series of instructions created by
ladder diagram or SFC.

The user data memory stores variable data for user program execution.
It is separated by function into input/output registers, data registers, etc.
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2.1
Overview The user program memory can be divided into the system information
storage area, the user program storage area and comments storage
area as shown below.

User Program Memory Configuration

0.5k steps \ System information
A
User program
31.5k steps
v Comments

System information is the area which stores execution control
parameters for the user program and user program management
information, and it always occupies 0.5k steps.

Comments are added and stored for easy maintenance of the user
program. The comments storage area is not fixed. (user setting)

The user programs is divided into the program types of main program,
sub-programs, interrupt programs and sub-routines, depending on the
function.

Of these, the main program is the core of the user program.

On the other hand, when it is difficult to achieve the requested control
functions by the main program alone, sub-programs and interrupt
programs are used as required, but need not be provided.

Also, sub-routines are used when repetition of the same process in a
program is required, or in order to see the program more easily by
making one function into a block, but may not be provided if not
required.
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User Program Configuration Program Type Internal Configuration
(Program Types) {Blocks)

Main program
prog Block 1

Sub-program #1 \

Sub-program #2 \

Sub-program #3 R © oo o Block2 -

Sub-program #4 y

Timer interrupt program k

I/O interrupt program #1 \ Block 3

I/Q interrupt program #2 K

/O interrupt program #3 K

/O interrupt program #4 Y Block n

IO interrupt program #5 N {n=max. 256)

I/Q interrupt program #6 N

I/O interrupt program #7

YO interrupt program #8 Block 1

Sub-routines

Also, in each program type, the user program is arranged by units
called ‘blocks’.

Internally, a block definition label is present at the head of each block.
The program type, block number and programming language
information arein the block definition label (there is no need for the
user to be concermned with the block definition label).

Although the 2 programming languages of ladder diagram and SFC can be
used in combination in the T3, only 1 language can be used in any 1 block.

—NOTE
VA

(1) In each program type and block, there is no limit to the program
capacity (number of steps). The only limit is the total capacity
(31.5k steps).

(2) The block number need not be consecutive. In other words,
there may be vacant blocks in the sequence.
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2.2
System information

System information is the area which stores execution control
parameters and user program management information when
executing a user program, and occupies 0.5k steps of the user program
memory. The following details are included in system information.

(1) Program ID
This is the user program identification. A setting of up to 10
alphanumeric characters can be set. The program ID can be
registered/monitored on the. system information screen.of the
programmey.

(2) System Comments
These are comments attached to the user program. A setting of up
to 30 alphanumeric characters can be set. The system comments
can be registered/monitored on the system information screen of
the programmer.

(3) Memory Capacity
This stores the memory type (user program capacity/data register
capacity). The memory capacity can be monitored on the system
information screen of the programmer. (monitor only)

(4) Steps Used
This stores the number of steps used in the user program. The
number of steps used can be monitored on the system information
screen of the programmer. (monitor only)

(5) PLC Type
This stores the model type. The PLC type can be monitored on the
system information screen of the programmer. (monitor only)

(6) Program Size Setting
This is the capacity assigned to the user program. The rest of this
setting out of total 32k steps is assigned to the comments. The
program size setting can be registered/monitored on the system
information screen of the programmer.

{7) Sampiling Buffer Setting
This performs the setting and registration of the storage capacity of
the sampling buffer for the sampling trace function. The maximum
setting is 8k words. The sampling buffer setting can be
registered/monitored on the system information screen of the
programmer.
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(8) Retentive Memory Area Designation

This sets and registers the address ranges for the auxiliary register
(RW), timer register (T), counter register (C) and data register (D)
which retain pre-power cut data out of the user data. The ranges
registered here are outside the subjects of the user data
initialization process. For each of these registers, the ranges from
the leading address (0) to the designated address are the retentive
memory areas. The retentive memory area designations can be
registered/monitored on the system information screen of the
programmer.

Scan Time Setting

This sets and registers the scan mode (fioating/constant). When
no scan time is registered (blank), the mode becomes the floating
scan mode. When a numerical value is set for the scan time, the
mode becomes a constant scan mode which takes that time as the
scan cycle. The setting for the scan cycle is 10-200 ms (in 10 ms
units).

The scan time setting can be registered/monitored on the system
information screen of the programmer.

(10) Sub-Program Execution Time

Time limit factor assigned for sub-programs in the floating scan.
The setting range is 1-100 ms (in 1 ms units). The sub-program
execution time can be registered/monitored on the system
information screen of the programmer.

(11) Timer Interrupt Interval

This sets and registers the interrupt cycle of the timer interrupt
program. The setting range is 2-1000 ms (in 1 ms units). The
timer interrupt interval can be registered/monitored on the system
information screen of the programmer.

(12) Computer Link Parameters

This sets and registers the parameters for the computer link.
The computer link parameters can be registered/monitored on the
system information screen of the programmer.

The parameter items and their setting ranges are as follows:

* Station No. .................. 1-32 (initial value=1)

*Baud rate ...........c...... .300, 600, 1200, 2400, 4800, 9600,
19200(initial value 9600}

T Panty..c e, None, odd, even (initial value=odd)

* Data length (bits)......... 7, 8 (initial value=8)

* Stop bit.eceeeeveeerieenen, 1, 2 (initial value=1)

144 Prosec 13



PART 3 PROGRAMMING INFORMATION 2. User Program Configuration

(13} I/O Allocation Information
This stores I/O allocation information and unit base address
designation information. This information is created either by
executing the automatic 1/O allocation command or by setting and
registering an I/O module type for each slot (manual 1/O allocation)
on the |/O allocation information screen of the programmer.

(14) interrupt Assignment Information
This stores the inforrnation of correspondence between the /0
interrupt. program.and /O modules with.interrupt functions. In the
initial state (without setting this information), the tower number of
I/O interrupt programs are assigned in sequence from the interrupt
module closest to the CPU.
This information can be registered/monitored on the interrupt
assignment screen of the programmer.

(15) Network Assignment Information
information on the link register areas allocated to the data
transmission modules (TOSLINE-S20, TOSLINE-F10) is stored
here. This information can be registered/monitored on the network
assignment information screen of the programmer.
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2.3
User program

The user program is composed of each of the program types of main
program, sub-programs (#1 - #4), interrupt programs (Timer, 1/O#1 - /O
#8) and sub-routines. Of these program types, a main program must
always be present. However, the other program types may not be
present at all if they are not used. Therefore, needless to say, a user
program can be configured with a main program only.

Also in the program types, the program can be divided into units called
‘blocks’ (block division is.not.necessary.unless required).. Block division
is required in the following cases.

* When using languages other than ladder diagram (1 language/
block)

When creating muitiple SFC programs (1 SFC/block, see Section
5.3)

When block division by control function units makes the program
easier to see.

There are no restrictions on program capacities (number of steps) by
program types and blocks. (Except in the case of SFC)

As block numbers, 1 to 256 are available. However, the block numbers
need not be consecutive. When executing the program, the program is
executed in sequence from the block with the lowest number.
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231
Main program The main program is the portion which is the core of the user program
and is always executed every scan. The main program must be
finished by the END instruction.

Although instructions may be present after the END instruction, these
portions will not be executed. (However, they count in the number of
steps used)

(Example of Main.Program Canfiguration)

A
Block 1 1 HH )—[
H :
!—1 | {Ladder diagram block)
800 H HH ——( H
g | Block 10
8
g {SFC block)
S !
5 &
Block 11
L1 1] (1]
| | . (SFC block)
HXXXF——- | ( adder dia
gram block)
v Block 20 END ———
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2.3.2

Sub-program The sub-program is a program type to achieve the muilti-tasking

function. 4 sub-programs (Sub #1 - Sub #4) are provided.

Sub #1 is executed once in the first scan before the main program
execution. Therefore, the Sub #1 can be used for the initial setting
program.

Sub #2 can be selected from the two functions, the initial setting

program in the case of power.interruption.and the normal.sub-program

function which can be controlled by other program types.
Sub #3 and Sub #4 are fixed as the normal sub-program function.
In the normal sub-program function of Sub #2, Sub #3 and Sub #4, the

execution mode can be selected either the one time mode or the cyclic
mode.

NOTE
VA

For the details of the sub-program execution, see Part 2 Section 3.2.
Also, for Sub #2, see Part 2 Section 5.5.2.

Each sub-program must be finished by the END instruction.

Although instructions may be present after the END instruction, these
instructions will not be executed. (However, they count in the number
of steps used)
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Sub-programs execution conditions are summarized in the table below.

Sub No. Execution condition

Sub #1 Executed once in the first scan before the main
program execution, except when T3 is in the hot restart
mode (S0400=1 and power recovery within 2s).

Sub #2 | [Special mode] S0403=1

Executed once in the first scan before the main
program execution when T3 is in the hot restart mode
(S0400=1 and power recovery within 2s).

[One time mode] S0403= 0 and S0405=0
Executed once when S0409 is changed from 0 to 1.
(80409 is reset to 0 automatically)

[Cyclic mode] S0403=0 and S0405=1
Executed once per every specified number of scans
which is specified by SW042, during S0409=1.

Sub #3 | [One time mode] S0406=0
Executed once when S040A is changed from 0 to 1.
(S040A is reset to 0 automatically)

[Cyclic mode] S0406=1
Executed once per every specified number of scans
which is specified by SW043, during S040A=1.

Sub #4 | [One time mode] S0407=0
Executed once when S040B is changed from 0 to 1.
(S040B is reset to 0 automatically)

[Cyclic mode] S0407=1
Executed once per every specified number of scans
which is specified by SW044, during S040B=1.

—NOTE
VA

The sub-program execution may be time-sliced by scan.

" Therefore, to prevent the unexpected status changes of /O
registers (XW/YW) used in the sub-program, it is recommended to
use the batch 1/O inhibition (with i allocation) and the direct I/0O
instruction (1/0).
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233
Interrupt program

There are a total of 9 types of interrupt program. These are 1 timer
interrupt program which is executed cyclically with a cycle which is set
in system information, and 8 I/O interrupt programs (#1 - #8) which are
started by interrupt signals from /O moduies with interrupt function.

Timer interrupt program

This is executed cyclically with a cycle of 2-1000 ms which is
registered in system information. When no cycle is registered
(blank}, it is not executed.

Set the interval setting of the timer interrupt with 1 ms units in item
16 of the T-PDS system information screen.

For details, see T-PDS operation manuals.

I/O interrupt programs (#1 - #8)

These are started by interrupt signals generated by YO modules with
the interrupt function. The coordination between the interrupt
program numbers and the 1/O modules with interrupt function can be
changed by the interrupt assignment function.

Each interrupt program must be finished by the IRET instruction.

—NOTE

VAV

(1} For details of interrupt program operation, see Part 2 Section
3.3.

(2) SFC cannot be used in the interrupt program.

The following modules are available as the I/O module with the
interrupt function (interrupt |/O).

Change detect 8 pts DC input

(Part No.: CD 332, allocation type: iX1W)
2 channels pulse input

(Part No.: P1312, allocation type: iX+Y2W}

When automatic 1/0 allocation is carried out in the state with interrupt
IO mounted, for coordination between the interrupt program number
and the interrupt |/O, the lower number /O interrupt programs are
allocated in sequence from the interrupt I/O closest to the CPU. (See
the example on the following page)
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Example)
(1) Module mounting status

Interrupt 1/Q (1)

/— Interrupt /O {2) /—— Interrupt /O (3)
2#3 5 6

. PU 041 4 7 8 9
Basic Plleclililxix|Y|Y({Y|._|._1li
Uft1f1i2f(212{2]|2|8|18|1
WIW|W(WwW| WwWiw| W . W,
) 0 1 2 3 4 5§ 6 7 8 9 10
Expansion | p ii | X XIX|Y
(unit 1) sliXiX ElEBlE|E|E
1 +]+ [ I O I
Y|y |3 &|8|3
2l2|14(4 144 |Z(=[>|>>
wiw|w|lw|wlw :
% Interrupt /O (5)
Interrupt /O (4)
(2) Register allocation
Unit O Unit 1
? Module Type Register 3 Module Type Register
PU - - 0 | X+Y 2W | XW013, YW014
01{iX 1w | XW000 1 ] iX+Y 2W | XW0i15, YWO018
1]iX W | XWo0o1 21X 4w [ XW017 ~XW020
2| X 2W | XW002, XW003 3| X aW | XW021~XW024
3| X 2W | XW004, XW005 4 |Y AW | YW025~YW028
41Y 2W | YWO008, YW0Q7 5|Y 4W | YWO029~YW032
51Y 2W | YWO008, YW009 6 | Vacant -
B Y 2W | YWO010, YWO11 7 | Vacant -
7 | Vacant - 8 | Vacant -
8 | Vacant - 9 | Vacant -
9 |iX 1W | XWo12 10 | Vacant -

(3} Interrupt program assignment

Pogamype | Soresponding | Conepondts | pamar
/O interrupt program #1 XW000 Unit 0-Slot 0 | interrupt /O (1)
I/O interrupt program #2 XW001 Unit 0-Slot 1 Interrupt /O (2)
/O interrupt program #3 XWo12 Unit 0-Slot 9 | Interrupt VO (3)
/O interrupt program #4 XW013 Unit 1-Slot 0 | Interrupt I/O (4)
I/Q interrupt program #5 XWo015 Unit 1-Slot 1 Interrupt /O (5)
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The interrupt program assignment determined as the page before can
be changed as follows.

Example)
Interrupt assignment information (before changing)
Interrupt level Interrupt program No. Input register No.
0 f1] XW000
1 1271 ST T XWO0I
2 [3] XWo12
3 [ 41 XW013
4 [ 5] XWo015

\U/ Change to

Interrupt assignment information (after changing)

Interrupt ievel Interrupt program No. Input register No.
0 [ 1] XW000
1 [ 2] XWO001
2 f3] XWo012
3 [5] XWo13
4 [ 4] XW015

In this example, interrupt programs for X\W013 and XWQ15 are
exchanged.

—NOTE
VAV

By using the interrupt assignment function, the correspondence
between the interrupt I/O and the interrupt program No. can be
changed. However, the interrupt level (priority) is fixed as the
hardware. The interrupt I/O mounted closer to the CPU has higher
interrupt priority. The interrupt priority cannot be changed.
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23.4
Sub-routines

When it is necessary to execute repetitions of the same process in a
program, this process can be registered as a sub-routine. This sub-
routine can be executed by calling it at the required location. By this
means, the number of program steps can be reduced and, at the same
time, the program becomes easier to see since the functions have been
put in order.

Sub-routines can be called from other program types (main program,
sub-programs, interrupt programs).and.from.other sub-toutines (they
can also be called from the action part of SFC).

The sub-routine shouid be located in the program type “Sub-routine”,
and started by SUBR instruction and finished by RET instruction. Up to
256 sub-routines can be programmed.

It is necessary to assign a sub-routine number to the SUBR instruction
(sub-routine entry instruction). The effective numbers are from 0 to

255.
—] suBR (o$0) ]—

Sub-routine number

The RET instruction (sub-routine return instruction) has no sub-routine
number.

The instruction which calls a registered sub-routine is the CALL

instruction (sub-routine call instruction) of ladder diagram. The CALL
instruction requires the number of the sub-routine it calls.

— calL N.o$o —

Sub-routine number
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The following is an execution sequence when sub-routines are

included.
Program under execution Flow of execution Sub-routines
: Y HSUBR (001)]——|
| /®7//
HCALL N.001]—i ® Vil
: y @
® e | fmH
}—1 HcaLL N.001H :
¥ —{SUBR (031) }———
® :
® ® .
HCALL N.031} < { [RETH
MOV}I—— | | :

@ By the sub-routine 001 CALL instruction execution, the execution
shifts to sub-routine 001

@ When it has proceeded to the RET instruction, the execution returns
to the instruction following the CALL instruction in D

@ When device @ is ON, the CALL instruction is executed, and the
execution shifts to sub-routine 001

@ When it has proceeded to the RET instruction, the execution retums
to the instruction following the CALL instruction in @

® When device ® is ON, the CALL instruction is executed, and the
execution shifts to sub-routine 031

® When it has proceeded to the RET instruction, the execution returmns
to the instruction following the CALL instruction in ® (the MOV
instruction in this example)
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24
Comments

| (r-PDS).

—NOTE
VAV

(1) Multiple sub-routines can be programmed in a block. However
for execution monitor by programmer, 1 sub-routine on 1 block
is recommended.

(2) SFC cannot be used in a sub-routine.

(3) Other sub-routines can be called from a sub-routine (nesting),
up to 6 layers.

(4) Since the operation will become abnormal in cases such as
calling the same sub-routine during the execution of a sub-
routine, take care that the cases do not occur.

Comments can be added and stored in the T3's user program memory.
By this means, the user program becomes easier to understand.

The types of comments which can be stored in the T3 are
tags/comments for registers, devices and SFC steps.
Tag...ccooviveennns up to 5 characters
Comment....... up to 20 characters

The comments storage capacity is the rest of the program size setting
out of total 32k steps.

The maximum storage number of comments (tag and comment paired)
is calculated as follows.

(1024 x (32-N)-38)/10

Program size setting
(assigned to the user program)

—-NOTE
VA

Here, the comments which can be stored in the T3 are explained.
Comments can also be saved in a disk file.
.-For.the disk file usage, see separate manual for the programmer
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3.1

PART 3 PROGRAMMING INFORMATION

Overview The area which stores the external input/output data, current values of

timers and counters and the values of the variables for data processing
is called the ‘user data’.

For user data, the storage location of the data is expressed by a
combination of ‘function type’ and a sequence of numbers which starts
from O (this is called the ‘address’)

Exampie) XW 005

Address 005
(in this case it is the register address)
Function type XW=Input register

To say that the content of XW0O05 is 100 is to say that the
numerical value 100 is stored in a location in the user data
memory indicated by XW005.

Also, user data is divided into registers and devices according to the
type of data to be stored. (Although the expression ‘relay’ is also used,
a relay should be regarded as one type of device)

A ‘register’ is an area which stores 16 bits of data and it is expressed
as a combination of a function type and a register address.
(the register address is a decimal number)

Example) D 1024

Register address (decimal number)
Function type D=Data register

On the other hand a ‘device’ is an area which stores 1 bit of data (it
expresses 1 or 0, in other words ON or OFF), and it is expressed as a
combination of a function type and a device address. However, a
device does not use an independent memory area. It is allocated as 1
bit in the 16 bits of the corresponding register. Therefore, the device
address is expressed in the form of the corresponding register
address+bit position.

Example) X 005

6
T; Bit position (there are 16 positions 0-F)
Register address (decimal number)
Function type X=Input device
(corresponds to input register XW)
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The correspondence between register data and device data should be
considered as follows.

Exampile) When it is said that the content of XWO005 is 100, since
the decimal number 100 is expressed as 1100100 in
binary notation, this indicates that each of the bits of
XWO005 will be as follows.

(MSB) (LSB)
FEDCBA®S987 65 4.3 21 0 Bitposition
xwoos [0}o[o|o|olojo]oiof1[1]o]ol1]0]0]

1 X0056 is ON (1)

At this time, the data of device X0056 corresponding to
bit position “6” of XW005 is 1, that is to say X0056 is ON.

The correspondence of registers and devices is shown by function

types.
* input device (X) ........... corresponds to 1 bit of input register (XW)
* Qutput device (Y)......... corresponds to 1 bit of cutput register (YW)
» Auxiliary device (R)......corresponds to 1 bit of auxifiary register (RW)
* Special device (8)........ corresponds to 1 bit of special register (SW)
* Link device (Z)............. corresponds to 1 bit of link register (W)
(but only in the leading 512 words)
* Linkrelay (L)....ccceeenn. corresponds to 1 bit of link register (LW)

The treatment of the other devices, |, O, T. and C., is slightly different.
It is described in detail in Section 3.2.
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The following Table shows the types of registers and devices and their
address ranges. Their functions and methods of use are described in

Section 3.2.

Function Type ype Agg,ﬂgis Quantity Eég;?ﬁg}g"
Input register XW XWO001
O.utput' register. YW 000-255 \,Tv?,tf‘d'fss YWO034
Direct input register W IW001
Direct output register ow 1 OW034
input device X001A
Output device 0000.255F Total 4096 Y0348
Direct input device 1 points 10012
Direct output device 9] 00340
Auxiliary register RW | 000-511 512 words RW100
Auxiliary device R 0000-511F 8192 points R1001
Special register SW | 000-255 256 words SwWo14
Special device S 0000-255F 4096 points S0140
Timer register T 000-511 512 words T030
Timer device T. 000-511 512 points T.030
Counter register C 000-511 512 words c199
Counter device C. 000-511 512 points C.199
Data register D 0000-8191 8192 words D4055
Link register w 0000-1023 1024 words W0200
Link device Z 0000-511F 8192 points Z2001
Link relay register LW ; 0000-255 256 words Lw123
Link relay L 0000-255F 4096 points L123F
File register F 0000-8191 8192 words F0O500

I None 1 word |
-|.Index register None 1 word
K None 1 word K
— NOTE
VA

In the T3, 1 word is treated as equal to 16 bits, and the number of
registers is counted in word units.
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3.2
Registers and devices The following Tables describe the functions and address ranges for
each function type of registers and devices

Input registers and

, Codes Input registers.....XW
Input devices

Input devices......X

Addresses | Input registers.....000-255 (256 words) Common use as output
Input devices......0000-255F (4096 points) | registers/output devices

Functions These are allocated in the input module asregister units (word units)
by perfoming input/output allocation. The signal state inputted to the
input module is stored in the corresponding input register by batch
input/output timing (except for modules which have the designation i
aftached when allocating). An input device expresses 1 bit of the
corresponding input register.

The data of input register/input devices basically do not change during
1 scan. However, when executing a direct I/O instruction {FUN235),
data is read from the corresponding input module when the instruction
is executed and is stored in an input registerfinput device (XW/X).
Thus, the data changes during the scan.

Output registers and

. Codes Qutput registers.....YW
Cutput devices D

QOutput devices....... Y

Addresses | Output registers.....000-255 (256 words) Common use as input
Output devices......0000-255F (4096 points) | registers/input devices

Functions | These are allocated in the output module as register units (word units)
by performing input/output allocation. The data stored in the output
register is written to the corresponding output module by batch
input/output timing, and the state of the output signal of the output
module is determined (except for modules which have the designation
i attached when allocating). An output device expresses 1 bit of an
output register.
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Direct input registers

. h . Codes Direct input registers.....IW
and Direct input devices pul 59

Direct input devices......|

Addresses | Direct input registers.....000-255 (correspond to input registers (XW))
Direct input devices......0000-255F {correspond to input devices (X))

Functions | Direct input registers/direct input devices do not themselves indicate
specific memories.

When the instruction which uses these registers/devices is executed,
they operate and read data directly from the input module
corresponding to the address. These registers/devices are used when
using the T3 as the direct input/olitput system {direct system) and not
the batch input/output system (refresh system).

Exampie) 10000

—  NO contact instruction of 10000
When executing the instruction, the bit data corresponding to X0000 is

read from the input module and the instruction is executed by this
data. (The X0000 data is not affected)

~[IW005 MOV RW 100} Transfer instruction from IW005 to RW100

When executing the instruction, the word data corresponding to
XWO0O05 is read from the input module and is transferred to RW100,
(The XWQ05 data is not affected)

Direct output registers

) . Codes Direct output registers.....OW
and Direct output devices put g

Direct output devices......O

Addresses | Direct input registers.......000-255 (correspond to output registers (YW))
Direct input devices........ 0000-255F {correspond to cutput devices (Y))

Functions | When instructions are executed using direct output registers/direct output
devices, data is stored in the corresponding output registers/output
devices (YW/Y). Then, this output register {YW) data is written directiy to
the corresponding output module. These registers/devices are used
when using the T3 as the direct input/output system (direct system) and
not the batch input/output system (refresh system).

Example) 00020

=+ Coil 00020
When the instruction is executed, the data (ON/OFF data) corresponding

to the left link state is stored in Y0020. Then the 16-bit data of YWQ02 is
written to the corresponding output module.

Auxiliary registers

i i Codes Auxiliary registers.....RW
and Auxiliary devices v red

Auxiliary devices...... R

Addresses | Output registers........ 00G-511 (512 words)
Qutput devices......... 0000-511F
(corresponding to one bit in a register, 8192 points)

Functions | These are general purpose registers/devices which can be used for
temporary storage of execution resuits in a program. An auxiliary
register is used for storing 16-bit data, An auxiliary device indicates 1
bit in an auxiliary register.

Auxiliary registers/devices can be designated as retentive memory areas,
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Special registers

. . Codes Special registers.....SW
and Special devices P J

Special devices......S

Addresses | Special registers.....000-255 (256 words)
Special devices......0000-255F
(corresponding to one bit in a register, 4096 points)

Functions | These are registers/devices which have special function such as fault
flags (Error dowrnvWarning) which are set when the CPU detects a
malfuction; timing relays and clock calendar data (year, month, day,
hour, minute, second, day of week) which are updated by the CPU;
flags/data which the user sets for.executing'operational control of the
sub-programs. For details, see the following table.

Timer registers

\ . Codes Timer registers.....T
and Timer devices 9

Timer devices...... T.

Addresses | Timer registers.....000-511 (512 words)
Timer devices......000-511 (512 points)

Functions The timer registers are used together with timer instructions (TON,
TOF, §8, TRG), and store elapsed fime (increment system) when the
timer is operating. Also, the timer devices are linked to the operation
of the timer registers with the same address, and store the output
results of timer instructions. TO00 to TO63 works as 0.01 sec timers
and T084 to T511 works as 0.1 sec timers. The timer registers can be
designated as retentive memory areas.

Counter registers

i Codes Counter registers....... C
and Counter devices 9

Counter devices......... C.

Addresses | Counter registers.....000-511 (512 words)
Counter devices......000-511 (512 points)

| Functions The counter registers are used together with counter instructions
{CNT, U/D), and store the current count value when the counter is
operating. Also, the counter devices are linked to the operation of the
counter registers with the same address, and store the output results
of counter instructions. The counter registers can be designated as
retentive memory areas.

Data registers Code b

Addresses | 0000-8191(8192 words)

Functions Gieneral-purpose registers which can be used for such purposes as a
temporary memaory for arithmetic results and the storage of control
parameters. Apart from the fact that bit designation is not possible,
they can be used in the same way as auxiliary registers. Data
registers can be designated as retentive memory areas.

Also, when a peripheral memory is used, D0000-D4095 become
subjects for the initial load. In the 'memory protect' state {P-RUN),
data writing to D0000-D40895 is prohibited.
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Link registers
and Link device
(TOSLINE-S20)

Link registers
and Link relays
(TOSLINE-F10)

File registers

Index registers

Codes Link registers.....W
Link devices......Z

Addresses | Link registers.....0000-1023 (1024 words)

Lind devices......0000-511F (corresponding to the leading 512 words of
the register, 8192 points)

Functions | Used for a data link by the TOSLINE-S20. For the leading 512 words
(WO0000-W0511) of the link registers, bit designation is possible as link
devices {Z0000-2511F).

For areas not aliocated to TOSLINE-S20, they can be used in the
same way as auxiliary registers ant! data registers. S

Codes Link registers.....LW
Link refays.........L

Addresses | Link registers.....000-255 (256 words)

Link relays......... 0000-255F (4096 points})

Functions Used as registers/relays for remote I/O by the TOSLINE-F10.

When TOSLINE-F10 is not used, they can be used in the same way as
auxiliary relays.

Code F

Addresses | 0000-8191 (8192 words)

Functions | Can be used in the same way as data registers for such as storing
control parameters and storing field collection data. Bit designation is
not possible. The whole file register area is retained for power off.
The file registers can also be used for the sampling buffer.

Codes 1, J, K (3 types, 3 words)

Addresses | None

Functions | When registers (apart from index registers) are used by instructions,

apart from the normal address designation system (direct address
designation, for instance D0100), indirect designation (indirect address
designation, for instance D0100.1) is possible by using the index
registers.

(If, for instance the content of | is 5, DO100.| indicates D0105)

| For indirect address designation, see Section 3.4. -
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Tables of special registers/special relays are shown below.

Overall map

Register Content

SWo000 Operation mode, error flags, waming fiags

SWO001 CPU error-related flags

SWo02 I/O error-related flags

SWO003 | Program error-related flags, IC memory card status

SW004 Timing relays

SWO005s Carry flag, error flag

SWo06 Flags related to error during program execution

SWZOOT Clock-calendar data

SWo13 (Year, month, day, hour, minute, second, day of the week)

Swo14 Flags related to bit pattern check/data validity check

SWo15 Flags related to I/O error mapping, etc.

SWO016

{ Diagnosis display record (system diagnosis)
SW033
SW034

{ Annunciator relay (system diagnosis)
SWO037

SW038 Reserve (for future use)

SW039 interrupt program execution status

SWo40 Sub-program execution control

SWo41 Sub-program execution status
sSwo42

{ Sub-program execution intervals (for cyclic mode)
Swo44

- SWO045 - |- Power interruption continuous operation time

SW046
! IYO error map
SW049

SWO050
{ Reserve (for future use)
SWO077
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Overall map (continued)

Register Content
SWO078

{ TOSLINE-F10 commands/status
SW093
SW094

{ TOSLINE-F10 scan error map

SW109

SW110 | TOSLINE-S20 CH1 station status

SWiti TOSLINE-S20 CH2 station status

SwWi12
{ TOSLINE-S20 CH1 online map
SW115

SW116
{ TOSLINE-S20 CH2 online map
SW119

SwW120
{ TOSLINE-S20 CH1 standby map
Sw123

SW124
! TOSLINE-S20 CH2 standby map
SWi27

SW1i28
{ TOSLINE-S20 scan healthy map
SW191

SW192
{ Reserve (for future use)
SWas5
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%25%2' Name Function
S0000 0: Initializing 4: HOLD mede B: D-STOP
S0001 1: HALT mode 6: ERROR mode D: 8-HALT
Operation mode
S0002 2: RUN mode 9: D-HALT E: S-RUN
$0003 3: Run-F mode A: D-RUN F: 5-STOP
S0004 | CPU error {Down) ON when error occurs (OR condition of related flag in SWO001)
S0005 | VO error (Down) ON when error oceurs (OR condition of related flag in SW002)
50006 .| Program error {Down) ON when.erronoccurs.{OR cendition-of related flag-in SW003)
ON when EEPRCM number of writing times 100,000 exceeded
50007 | EEPROM alarm (Warning) . ]
(operation continues)
S0008 | Constant scan delay {Warning) ON when actual scan time exceeds the constant scan time setting
S0009 i I/Q alarm (Warning) ON when |/O error detected by I/O error mapping
SO000A | Calendar LS error (Waming) ON when clock-calendar data fault {operation continues)
S000B
Reserve (for futuer use)
S000C
S000D | TOSLINE-F10 error (Waming) ON when TOSLINE-F10 error (operation continues)
SO00E | TOSLINE-S20 error (Warning) ON when TOSLINE-S20 error (operation continues)
" SO00F | Battery voltage low (Warning) ON when battery voltage low (operation continues)
50010 | System ROM error {Down) ON when system ROM error
80011 | Sytemr RAM error (Down) ON when system RAM error
80012 | Program memory error (Downy) ON when program memoty {(RAM) etror
S0013 | EEPROM error (Down) ON when EEPROM error
S0014 | 1IC memory card error (Down) ON when IC memory card error
S0015 | LP error (Down) ON when language processor (LP) error
S0016 | Main CPU error {Down) ON when main CPU error
S0017
50018
80019 Reserve (for future use)
SC01A
S001B
S001C | Power interrupution recovery
S001D | Power interrupution detect
S001E Reserve (for future use)
S001F ‘| Watch-dog timer error {Down) ‘ON when watch-dog timer error occurs

*1)} This area is for reference only {Do not write)
*2)} The error flags are reset at the beginning of RUN mode.
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Special Name

device Function

50020 | YO bus error (Down) ON when /O bus error occurs

ON when I/O mismatch error occurs (allocation infomation and

50021 | ¥O mismatch error (Down) .
mounting state do not agree)

50022 | /O response error (Down) ON when no 1/O response ocecurs

50023 | l/O parity error (Down) ON when /O data parity error occurs.

50024 | Expansion power error (Down) ON when expansion unit power error occurs

S0025 | /O interrupt error (Warning) ON.when unused-/O interrupt occurs {operation continues) .. -
50026 | Special module error (Warning) ON when fault occurs in special module (operation continues)
50027
50028
S0029
S002A
s002B Reserve(for future use)
S002C
$002D
S002E
S002F
S0030 | Program error ON when program error accurs {OR condition of SWO006 fiags)
S0031 | Scan time error {Down}) ON when scan cycle exceeds the limit value

50032
S0033
S0034
$50035
S0036
50037 Reserve (for future use)
S0038
S0039
S003A
5003B
S003C
S003D | IC memory card mounting status | ON when IC memory card mounted
S003E | IC memory card write protect ON when in write protect state

IC memory card battery low )
S003F ) ON when voltage drop of battery housed in IC memory card.
{(Waming)

*1) This area is for reference only (Do not write)
*2) The error flags are reset at the beginning of RUN mode.
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Special

device Name Function
S0040 | Timing relay 0.1sec 0.05sec OFF/0.05sec ON (Cycle 0.1sec)
S0041 | Timing relay 0.2sec 0.1sec OFF/0.1sec ON (Cycle 0.2sec)
50042 | Timing relay 0.4sec 0.2sec OFF/0.2sec ON (Cycle 0.4sec)
50043 | Timing relay 0.8sec 0.4sec OFF/0.4sec ON (Cycle 0.8sec) | All OFF when RUN
S0044 | Timing relay 1.0sec 0.5sec OFF/0.5sec ON (Cycle 1.0sec) stars up
$0045 | Timing relay 2.0sec 1.0sec OFF/1.0sec ON {Cycle 2.0sec)
50046 | Timing retay 4.0sec - | 2.0see-OFF/2.0sec ON-(Cycle 4.0se¢) - 4 -- -
80047 | Timing relay 8.0sec 4.0sec OFF/4.0sec ON (Cycle 8.0sec)
50048
S0049
S004A
Reserve (for future use)
S004B
5004C
S004D
S004E | Always OFF Always OFF
S004F | Always ON Always ON
S0050 | CF (carry flag) Used by instructions with carry

ON through error occurrence when executing instructions
(linked with each error flag of SWO006)

S0051 | ERF (Error flag)

50052
$0053
50054
50055
50056
50057
S0058
50059
S005A
50058
S005C
005D
SC05E
S005F

Reserve (for future use)

*) This area {except for S0050, S0051) is for reference only (writing is ineffective)
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%‘;3%2' Name Function
S0080 | lllegal instruction detection (Down) { ON when illegal instruction detected
S0061
S0062 Reserve (for future use)
S0063
. ON when address range exceeded by indirect address designation
50064 | Boundary error (Waming) _
(operation continues)
S0065 Address boundary error { ON-when destination (indirest} error-by.CALL instruction-or-JUMP
(Wamning) instruction (operation continues)
Program memory parity error ) i
50066 ON when parity error occurs in user program memory
{Down)
$§0067 | Data memory parity error (Down) | ON when parity error occurs in user data memory
50068 | Division error (Warning) ON when error occurs by division instruction (operation continues)
$0069 | BCD data error {(Waming) ON when fault data detected by BCD instruction (operation continues)
. ) ON when table limits exceeded by table operation instruction
S006A | Table operafion error (Warning) )
{operation continues)
S006B | Encode error {Warning) ON when error occurs by encode instruction (operation continues)
S006C Address registration error ON when destination for CALL instruction or JUMP instruction
(Warning) unregistered {operation continues)
. . ON when nesting exceeded by CALL instruction, FOR instruction or
S006D | Nesting error (Warning) ) . ) .
MCSn instruction (operation continues)
S006E
Reserve (for future use)
SC06F

*1) The error flags are reset at the beginning of RUN mode.
*2) For warning flags, resetting by user program is possible.

i%?sctig:, Name Function
SWO007 : Calendar data (Year) Last 2 digits of the calendar year (91, 92, ...}
SW008 | Calendar data (Month) Month (01-12)
SWO009 | Calendar data (Day) Day (01-31)
SW010 | Calendar data (Hour) Hour (00-23) Stored in lower 8 bits
SWO011 | Calendar data (Minute) Minute (00-59) by BCD code
SWO012 | Calendar data (Second) Second {00-59) '
SW013 | Calendar data (Day of the week) | Day of the week (Sunday=00, Monday=
01, ...Saturday=06)

*1) The clock-calendar data setting is performed by calendar setting instruction (CLND) or by calendar setting
operation by programmer. (It is ineffective to write data directly to the special registers)
*2) When the data cannot be read correctly due to the calendar LSI fault, these registers become HOOFF.

*3) Calendar accuracy is = 30 seconds/month.
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Special
device

Name

Function

50140

Bit/register check

Bit pattern/register value check is executed by setting ON

50141

Bit/register check result

ON when either S0142-80146 is ON

80142

Bit pattern check result

ON when bit pattern check error detected

50143

Register value check result(1)

ON when register value check error detected for register 1

50144

Register value check result(2)

ON when register value check error detected for register 2

50145

Register value check resuit(3)

ON when register value check error detected tor register 3

50146

Register value check result{4) - -

ON when register.value-check error-detected for. register 4

50147

50148

50148

S014A

S014B

5014C

S5014D

SO14E

S014F

Reserve (for future use)

S0150

/O error mapping

I/Q error mapping is executed by setting ON

S0151

80152

S0153

50154

80155

S0156

50157

50158

50159

S015A

80158

S015C

S015D

S015E

Reserve (for future use)

SO015F

Checkpoint for bit/register check

‘ON: after program execution

OFF: before program execution
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;Se%?ggf. Name Function

SWO016 | First error code * The designated error codes (1-64) are stored in order of execution
SWO017 | Number of registration in SW018-SW033 (the earlier the code, the lower the address),
SW018 | Error code (First) and the number of registration (SWQ17) is updated.

SW019 | Error code (2) » The earliest error cede occurring (the content of SWO018) is stored
SW020 | Error code (3) in the leading error code (SWO016).

SW021 | Error code (4) * The registered error codes are cancelled one by one by the
8SwW022 | Error code (5) - execution of the diagnostic. display reset instruction-or.by a reset
SW023 | Etror code (6) operation by the programmer.

SWO024 | Error code (7) At this time, the number of registers is reduced by 1 and the
SW025 | Error code (8) storage positions of the error codes are shifted up.

SW026 | Error code (9)

SW027 | Error code (10)

SwW028 | Error code (11)

SWO029 | Error code (12)

SWO030 | Error code (13)

SWO031 | Error code (14)

8W032 | Error code (15)

SW033 | Error code (186)

%g\e’ic;gl Name Function

50340 | Annunciator rejay 1 » The annunciator relays corresponding to the error codes registered
S0341 | Annunciator relay 2 in SW018-SW033 become ON

80342 | Annunciator relay 3

$0343 | Annunciator relay 4

50344 | Annunciator relay 5

80345 | Annunciator relay 6

50346 | Annunciator relay 7

S0347 | Annunciator relay 8

50348 | Annunciator relay 9

50349 { Annunciator relay 10

S034A | Annunciator relay' 11

S034B | Anounciator relay 12

5034C | Annunciator relay 13

S034D | Annunciator rejay 14

S034E | Annunciator relay 15

8034F | Annunciator relay 16
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%gt‘e’ci:égl Name Function
S0350 | Annunciator relay 17 + The annunciator relays corresponding io the error codes registered
$0351 | Annunciator relay 18 in SW018-SW033 become ON

80352 | Annunciator relay 19
80353 | Annunciator relay 20
S0354 | Annunciator relay 21t
S0355 | Annunciator relay 22
S0356 | Annunciator relay 23
80357 | Annunciator relay 24
$0358 | Annunciator relay 25
S0359 | Annunciator relay 26
S035A | Annunciator relay 27
S035B | Annunciator relay 28
S035C | Annunciator relay 29
S035D | Annunciator relay 30
S035E | Annunciator relay 31
S035F | Annunciator relay 32
S0360 | Annunciator relay 33
$0361 | Annunciator relay 34
S0362 | Annunciator relay 35
80363 | Annunciator relay 36
80364 | Annunciator relay 37
50365 | Annunciator relay 38
80366 | Annunciator relay 39
80367 | Annunciator relay 40
S0368 | Annunciator relay 41

80369 | Annunciator relay 42
S036A | Annunciator relay 43
S036B | Annunciator relay 44
S036C | Annunciator relay 45
80360 | Annunciator relay 46
SO036E | Annunciator relay 47
S036F | Annunciator relay 48
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Special .

device Name Function

S0370 | Annunciator relay 49 = The annunciator relays corresponding to the error codes registered
80371 | Annunciator relay 50 in SW018-5W033 become ON

50372 | Annunciator reiay 51
S0373 | Annunciaior relay 52
S0374 | Annunciator relay 53
80375 | Annunciator relay 54
80376 | Annunciator reiay 55
80377 | Annunciator relay 56
50378 | Annunciator relay 57
50379 | Annunciator refay 58
S037A | Annunciator relay 59
$S037B | Annunciator relay 60
S037C | Annunciator relay 61
S037D | Annunciator relay 62
S037E | Annunciator relay 63
S037F | Annunciator relay 64

Special .
device Name Function

S0390 | Timer interrupt execution status | ON during execution

50391 | /O interrupt #1 execution status | ON during execution

50382 : /O interrupt #2 execution status | ON during execution

50383 | /O interrupt #3 execution status | ON during execution

80394 | /O interrupt #4 execution status | ON during execution

$0395 | VO interrupt #5 execution status | ON duting execution

50396 | /O interrupt #6 execution status | ON during execution

S0397 | I/O interrupt #7 execution status | ON during execution

50398 | I/O interrupt #8 execution status | ON during execution
S0399
S039A
50398
5039C Reserve (for future use)
5039D
S039E
S036F
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Special .
device Name Function
50400 | Hot restart mode ON when hot restart mode (setting by program is available)
50401 | HOLD device ON during HOLD mode (setting by program is avaitable)
S0402 Reserve (for future use)

Sub-program #2 mode setting
$0403 | Sub-program #2 mode

(OFF: Normal ON: Special)
S0404 Reserve (for future use)

) -Sub-program.#2-execution mode-setting

80405 | Sub-program #2 execution mode : .

(OFF: One time ON: Cyclic)

Sub-program #3 execution mode setting
50406 | Sub-program #3 execution mode

(OFF: One time ON: Cyclic)

. Sub-program #4 execution mode setting

S0407 | Sub-program #4 execution mode

(OFF: One time ON: Cyclic)
50408 Reserve (for future use)
S0409 | Sub-program #2 request Sub-program #2 request command (Execution request by setting ON}
S040A | Sub-program #3 request Sub-program #3 request command (Execution request by setting ON)
S040B | Sub-program #4 request Sub-program #4 request command (Execution request by setting ON)
5040C
S040D

Reserve (for future use)
S040E .
S040F
S0410 | Sub-program #1 execution status | ON during sub-program #1 execution
S0411 | Sub-program #2 execution status | ON during sub-program #2 execution
S0412 | Sub-program #3 execution status | ON during sub-program #3 execution
S0413 | Sub-program #4 execution status | ON during sub-program #4 execution
S0414 Reserve (for future use)
50415 | Sub-program #2 delay (Warning) | ON when sub-program #2 execution delay {cyclic mode)
50416 1 Sub-program #3 delay (Warning) | ON when sub-program #3 execution delay (cyclic mode)
50417 | Sub-program #4 delay (Waming) | ON when sub-program #4 execution delay (cyclic mode)
50418
50419
SO41A
S041B

Reserve {for future use)
5041C
S041D
S041E
S041F
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rsez?ggnl' Name Fuﬁction
SW042 | Sub-program #2 interval Number of scans for sub-program #2 cyclic mode
SW043 | Sub-program #3 interval Number of scans for sub-program #3 cyclic mode
SW044 | Sub-program #4 interval Number of scans for sub-program #4 cyclic mode
SW045 | Continuous operation time Continuous operation time setting for power interruption shut down
%‘;ﬁﬂg‘ Name Function
80460 | I/O error map #0-0 ON when l/O error detected in unit 0-slot 0
50461 | VO error map #0-1 ON when /O error detected in unit 0-slot 1
50462 | /O error map #0-2 ON when /O error detected in unit 0-slot 2
$S0463 | /O error map #0-3 ON when /O error detected in unit 0-slot 3
S0464 | YO error map #0-4 ON when I/O error detected in unit O-slot 4
S0465 ¢ /O error map #0-5 ON when /O error detected in unit 0-slot 5
80466 | /O error map #0-6 ON when /O error detected in unit 0-slot &
S0467 | /O error map #0-7 ON when /O error detected in unit 0-slot 7
S0468 | I/O error map #0-8 ON when /O error detected in unit O-slot 8
50469 | /O error map #0-9 ON when l/O error detected in unit O-slot @
S046A
50468
S046C

Reserve {for future use)
S046D
S046E
S046F
50470 | I/O error map #1-0 ON when I/O error detected in unit 1-slot 0
S0471 | /O error map #1-1 ON when /O error detected in unit 1-slot 1
80472 | VO error map #1-2 ON when /O errcr detected in unit 1-slot 2
S0473 | /O error map #1-3 ON when 1/O error detected in unit 1-siot 3
S0474 | /O error map #1-4 ON when |/O error detected in unit 1-slot 4
50475 | I/O emror map #1-5 ON when [/O error detected in unit 1-slot 5
S0476 | YO error map #1-6 ON when /O error detected in unit 1-slot 6
80477 | VO error map #1-7 ON when /O error detected in unit 1-slot 7
80478 | /O error map #1-8 ON when /O error detected in unit 1-slot 8
50479 | /O error map #1-9 ON when |/O error detected in unit 1-slot 9
S047A | YO error map #1-10 ON when 1/O error detected in unit 1-slot 10
S0478B '
S047C
S047D Reserve (for future use})
S047E
S047F
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%gsggl Name Function
S0480 | I/O error map #2-0 ON when /O etror detected in unit 2 - slot 0
$0481 | VO error map #2-1 ON when /O error detected in unit 2 - slot 1
50482 | /O error map #2-2 ON when /O error detected in unit 2 - slot 2
50483 | IO etror map #2-3 ON when I/O error detected in unit 2 - slot 3
S0484 | I/O error map #2-4 ON when I/O error detected in unit 2 - slot 4
50485 | I/O error map #2-5 ON when I/O error detected in unit 2 - slot 5
50486 | I/O error map #2-6 - {-ON when I/O error deiected iR unit 2 - slot 6
50487 | YO error map #2-7 ON when /O error detected in unit 2 - slot 7
S0488 | VO error map #2-8 ON when (/O error detected in unit2 - slot 8
$0489 | I/O error map #2-9 ON when /O error detected in unit 2 - siot 9
S048A { /O error map #2-10 ON when /O error detected in unit 2 - slot 10
S048B

5048C

$048D Reserve (for future use)

S048E

S048F

S0490 | /O error map #3-0 ON when I/O error detected in unit 3 - siot 0
S0491 | /O error map #3-1 ON when /O error detected in unit 3 - slot 1
80492 | KO error map #3-2 ON when IO error detected in unit 3 - slot 2
50493 | /O error map #3-3 ON when /O error detected in unit 3 - slot 3
80494 | VO error map #3-4 ON when /O error detected in unit 3 - sliot 4
50495 | I/O error map #3-5 ON when I/C error detected in unit 3 - slot 5
80496 | /O error map #3-6 ON when /O error detected in unit 3 - slot 6
50497 | I/O error map #3-7 ON when |/C error detected in unit 3 - slot 7
S0498 | IO error map #3-8 ON when /O error detected in unit 3 - slot 8
50499 | IO error map #3-9 ON when /O error detected in unit 3 - slot 9
S049A | /O error map #3-10 ON when {/O error detected in unit 3 - slot 10
S049B

S049C

S049D Reserve (for future use)

S049E

S049F
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?:Ig?f%gl Name Function

S0780 Transmission status ON during transmission

80781 Qutput inhibit status ON when output inhibit mode

50782 Re-configuration ON during re-configuration

80783 Reserve (for future use)

S0784 Scan transmission error | ON when scan transmission efror occurs
80785
50786
S0787 | TOSLINE-F10
50788 | CH1 command Transmission stop Transmission stop by setting ON
80789 Output inhibit Output inhibit by setting ON
S078A
50788
S078C
S078D
S078E
S078F
S0790 Transmission status ON during transmission

1

-Reserve {for future use)

Reserve (for future use)

S0791 Scan transmission ON during scan transmission
50792
50793 Reserve {for future use)}
50794
S0795 MS operation mode OFF: Normal mode ON: Test mode
80796
80797 | TOSLINE-F10
50798 | CHt status

S$0799
S079A
50798
S079C
5079D
S079E
S079F

Reserve (for future use)

") Refer to the TOSLINE-F10 manual for details.
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Special :
register Name Function

SW080 | TOSLINE-F10 CH2 command » Bit assignment in the register is the same as SW078 and SW(79.
SW081 | TOSLINE-F10 CH2 status
SWo082 | TOSLINE-F10 CH3 cammand
Swo083 | TOSLINE-F10 CHS3 status
SwW084 | TOSLINE-F10 CH4 command
Swo08s | TOSLINE-F10 CH4 status
SW086 | TOSLINE-F10 CHS command
SW087 | TOSLINE-F10 CHS status
SW088 | TOSLINE-F10 CH6 command
SW089 | TOSLINE-F10 CH6 status
SW090 | TOSLINE-F10 CH7 command
SW091 | TOSLINE-F10 CH7 status
SwW092 | TOSLINE-F10 CH8 command
SW003 | TOSLINE-F10 CHB status

?e%?gtlg: Name Function

SW094 LWO000~LWQ15 * The corresponding bit comes ON when the LW
SWQ95 LWO016~LWO031 register is not updated normally.

SwWoge L W0Q32~-LW047

SW097 LWO048~ L W063 » The lowest address of LW register corresponds
SW098 LW064~LWQ78 to bit 0 in the SW register, and in the order.
SW099 LW0B0~LWO0S5

SW100 LWOg6~LW111

SW101 | TOSLINE-F10 Lwii2~Lw127

SW1i02 | scan error map Lw128~LW143

SW103 LW1i44~1LW159

Swi04 LW160~LW175

SW105 LW176~LW191

SW106 Lw1ig2~Lw207

SW107 LW208~Lw223

SW108 LW224~LW239

SW109 | LW240~LW255
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%gt‘e’?cigl Name Function
$1100 Test mode ON when test mode
S1101
s1102 Reserve(for future use)
51103 .
S1104 Master/slave ON when master station
$1105 Scan inhibit ON when scan transmission inhibited
81106
51107 | TOSLINE-S20
$1108 | CH1 station status

Reserve(for future use)
51109
S110A
S110B
S110C Online ON when online mode
S$110D Standby ON when standby mode
S110E Offline ON when offline mode
S110F Down ON when down mode
51110 Test mode ON when test mode
S1114
S1112 Reserve(for future use)
51113
S1114 Master/slave ON when master station
S1115 Scan inhibit ON when scan transmission inhibited
S1116
S$1117 | TOSLINE-S20
$1118 | CH2 station staius

Reserve(for future use)
51119
S111A
S111B
S111C Online ON when oniine mode
S1110 Standby ON when standby mode
SM11E Offline ON when offline mode
S111F Down ON when down mode

*} Refer to the TOSLINE-S20 manual for details.
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fe%?sctigi Name Function

sSwii12 station No.1~No.16 ¢ The corresponding bit is ON when the station is
SW113 | TOSLINE-S20 station No.17 ~No.32 online.

SW114 | CH1 online map station No.33~No.48 * The lowest station number corresponds to hit O in
SW115 station No.48~No.64 the SW register, and in the order.

SW116 station No.1~No.16

SW117 | TOSLINE-S20 station No.17~No.32

SW118 | CH2 online map station No.33~No.48

Swi11t9 station No.49~No.64

SwW120 station No.1~No.16 * The corresponding bit is ON when the station is
Sw121 | TOSLINE-S20 station No.17~No.32 standby.

SW122 | CH1 standby map station No.33~No.48 » The lowest station number corresponds to bit 0 in
SW123 station No.49~No.64 the SW register, and in the order.

Swiz24 station No.1~No.16

SW125 | TOSLINE-S20 station No.17~No.32

Swi126 | CH2 standby map station No.33~No.48

sSwi27 station No.49~No.64

Special Name Function

register

Swi2s WO0000~W0015 » The corresponding bit is ON when the W register
SwW1238 WO0016~W0031 is updated normally.

SW130 WO0032~W0047

SW13t W0048~WO0063 * The lowest address of W register corresponds to
SW132 WO0064~W0079 bit 0 in the SW register, and in the order.
SW133 WO0080~W0095

SwW134 WO0096~W0111

SW135 | TOSLINE-S20 Wo112~w0127

SW136 | scan healthy map WiQ128~W0143

SW137 WO0144~W0159

SW138 WQ0160~W0175

SW139 WO0176~W0191

SW140 wWO0192~W0207

Swi41 W0208~W0223

Swi142 W0224~W0239

SW143 W0240~W0255
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?elag?sctigl Name Function
SW144 WO0256~W0271 * The corresponding bit is ON when the W register
Sw145 W0272~W0278 is updated normaily.
SWi46 Wo0288~W0303

Sw147 W0304~W0319 * The lowest address of W register corresponds 1o
Sw148 W0320~W0335 bit 0 in the SW regisier, and in the order.
SW149 W0336~W0351

SW150 W0352~W0367

SW151 W0368~W0383

SWi52 W0384~W0399

SW153 W0400~-W0415

SW154 W0416~~W0431

SW155 W0432~W0447

SW156 W0448~W0463

SW157 W0464~W0479

SW158 | TOSLINE-520 W04380~W0495

SW159 | scan healthy map W0496~W0511

SW160 WO0512~W0527

SwW161 WO0528~W0543

SwWi1e62 W0544~W0559

SW163 WO0560~WO0575

SWis4 W0576~W0591

SwW1e5 W0592~W0607

SW166 W06038~W0623

SW167 W0624 ~-W0639

Sw168 W0640~-W0655

Swia9 WO0656~W0671

SW170 WO06B72~-WO0G87

SW171 W0688~W0703

Swi172 W0704~W0719

SW173 W0720~W0735

SW174 W0736~W0751

SW175 W0752~W0767
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i%?g:: Name Function
SW176 WO0768~WO0783 " { » The corresponding bit is ON when the W register
SW177 WO784~W0799 is updated normally. '
SW178 WO0800~-W0815
SW179 Wo0816~W0831 » The lowest address of W register corresponds to
SW180 wWQs32~W0847 bit 0 in the SW register, and in the order.
SW18t WO0848~WO08B63
SW182 WO0864~W0879
swigs | | oLINE-S20 WO0880~W0895
scan healthy map
SWis4 WO0896~WO0g11
SwW185 wWo0912~W0927
SW186 W0928~-W0943
SwW187 W0944~W0959
Swias WO0960~W0975
SW189 W0976~W0991
SW190 WQ0992~W1007
SW1g1 W1008~W1023
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33
Register data types

It has already been explained the register is “a location which stores 16
bits of data”. In the T3 instructions, the following types of data can be
processed using single registers or multiple consecutive registers.

* Unsigned integers (integers in the range 0 to 65535)

* Integers (integers in the range -32768 to 32767)

* BCD (integers in the range 0 to 9999 expressed by BCD code)

* Unsigned double-length integers (integers in the range 0 to
4294967295) B

* Double-length integers (integers in the range -2147483648 to
2147483647)

* Double-length BCD (integers in the range 0 to 99999999 expressed
by BCD code)

» Floating point data (real number in the range -3.40282 x 10 to
3.40282 x 10%)

However, there are no dedicated registers corresponding to the types
for processing these types of data. The processing of the register data
varies according to which instruction is used.

In other words, as shown in the following example, even when the
same register is used, if the data type of the instruction differs, the
processing of the register data will also differ.

Example)
When the value of DO005 is HFFFF (hexadecimal FFFF):

(1) In the unsigned comparison instruction (Greater than),
~[ D0005 U > 100 |- decision output (ON when true)

The value of DOQOS5 is regarded as 65535 (unsigned integer),
therefore it is judged to be greater than the compared value (100)
and the output of the instruction becomes ON.

(2) In the (signed) comparison instruction (Greater than),

—{ Dooo5 > 100 - decision output (ON when true)

-.The value of DO005 is regarded as -1 (integer), therefore it is judged
not to be greater than the compared value (100} and the output of
the instruction becomes OFF.

In this way, since there is no classification of registers by data type, it is
possible to execute complex data operations provided their use is
thoroughly understood. However, in order to make the program easier
to see, it is recommended that registers be used by allocation by data
types (1 register is processed by 1 data type) as far as possible.
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(1) Unsigned Integer
This is a 16-bit unsigned integer expressed by 1 register. The bit
configuration inside the register is as shown below.

(MSB) (LSB)
FEDCBAZG 9876543 21 0 <« Bitpositions

regster | | [ [ [ [ | T I 1] ]]]]

Bit 0 is the least significant.bit (LSB),.and bit F.is.the most.
significant bit (MSB). The processable numerical value range is as
shown in the following Table.

NUTS;%%XI?IW Binary Expression Hg;&%igiim?]
65535 1111 1111 1111 1111 FFFF
65534 1111 1111 1111 1110 FFFE
I I I
1 0000 0000 0000 0001 0001
0 0000 0000 0000 0000 0000
— NOTE

VAV

When programming and when program monitoring, it is possible to
change between decimal numbers and hexadecimal numbers for
displaying/setting register data. When using a hexadecimal display,
“H" is attached before the numerical value.

Example) HB9AB (hexadecimal 89AB)

(2) Integer
This is a 16-bit integer expressed by 1 register. A negative number
is expressed by 2's complement.

(MSB) (LSB)

FEDCBA®S9GS8 7 654 3 21 0 -——Bitpositions
Regiser | | [ [ [ | | [ 1] 111 []]]

SigIm bit Data \1(5 bits

The numerical value is expressed by the 15 bits from bit 0 to bit E.
Bit F expresses the sign (0 when positive, 1 when negative)
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Processable numerical range and expression format are shown in
the following Table.

Nur?gggi?:‘;:)alue Binary Expression H,?IS,%ZZEZ”,?‘
32767 o111 1111 1111 1111 7FFF
32766 0111 1111 1111 1110 7FFE

I I J

1 0000 0000 0000 0001 0001

0 0000 0000 0000 Q000 G001

-1 1111 1111 1111 1111 FFFF

I I I
-32767 1000 0000 0000 0001 8001
-32768 1000 0000 0000 0000 8000

The 2's complement is that the lower 16 bits become all 0 by adding
the 2's complement data and the original data.

Example)
o111 1111 1111 1111 (Binary)=32767
+ 1000 0000 0000 0001 (Binary)=-32767
1 0000 0000 0000 0000

In calculation, the 2’s complements of a numerical value can be
found by the operation of inverting each bit of that numerical value
and adding 1.

Example)
o111 1111 1111 11 (Binary)=32767
(bit inversion)
1000 0000 0000 0000 (Binary)=—32768
(add 1)
1000 0000 0000 0001 (Binary)=-32767

(3) BCD
BCD is the abbreviation of Binary Coded Decimal. BCD expresses
1 digit (0-9) of a decimal number by 4 bits of a binary number.
Therefore, 1 register can express the numerical value of a 4-digit
decimal number.

{MSB) (LSB)
F EDCBAUS9S8 7686543 21 0 -=—Bipositions
Register l l

_‘

184 rroseC T3



PART 3 PROGRAMMING INFORMATION 3. User Data

Processable numerical range and expression format are shown in
the following Table.

I — Hoaseci
9999 1001 1001 1001 1001 9999
9998 1001 1001 1001 1000 9998
I I f
10 0000 0000 0001 0000 0010
9 0000 Q000 0000 1001 . 0009
/ I ‘ i
1 0000 0000 0000 0001 0001
0 0000 0000 0000 0000 0000
_.NOTE
VAV

Basically, BCD is a data format used for data inputs from BCD-
output type numerical setting devices and data outputs to BCD-
input type numerical display devices. However, the T3 is provided
with dedicated instructions which execute the calculations on BCD
data as they stand.

(4) Unsigned Double-Length Integer
This is 32-bit unsigned integer which is expressed using 2 consecutive
registers. In the case of double-length data, the registers are
designatied in the form ®+1 «@. @ indicates the lower 16 bits and ®+1
shows the upper 16 bits. (®&+1 is the register following register @)

(MSB) (LSB)
F - - -- - -0 F - - - - - — 0 <—Bitpositions

| | )

A A

—— Register (&) = Lower 16 bits
— Register (A)+1 = Upper 16 bits

Exampie) When processing an unsigned double-iength integer in
double length register D0201+D0200, D0200 becomes & and
D0201 becomes @+1. D0200 becomes the lower side and D0201
becomes the upper side.

In programming, when D0200 is entered in the position which
designates the double-length operand, D0201+D0200 is
automatically displayed.

The numerical value range in which unsigned double-length integers
can be processed is shown in the table on the following page.
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Hexadecimal Expression
Numerical Value )
Register (A3 +1 Register (&)
4294967295 FFFF FFFF
J f !
65536 0001 0000
65535 0000 FFFF
/ J f
0 0000 ' 0000
NOTE
VAV

Both odd-numbered addresses and even-numbered addresses may
be used as register @.

(5) Double-Length Integer
This is 32-bit integer which is expressed using 2 consecutive
registers. Negative numbers are expressed by 2's compiement.
(See (2) ‘Integers’)
The registers are designated in the form @+1 « ®. @ becomes the
lower and @+1 becomes the upper.
(MSB) {LSB)
FE--=---20 F - - = - - - 0 -«— Bit positions

] ] | |
A L (i Register (& = Lower 16 bits

0 - E bits of register (B+1 = Upper 15 bits
—— F bit of register (A+1 = Sign bit (positive: 0, negative: 1)

The numerical value is expressed by the 31 bits from bit O of
register @ to bit E of register ®+1. The sign is expressed by bit F
of register @®+1 (0 when positive, 1 when negative).

Example) When a double-length integer is processed by registers
D1002+D1001, D1001 becomes @ and D1002 becomes @+1, and
D1001 is the lower and D1002 is the upper. Also, the sign is
expressed by the bit F of D1002.

In programming, when D1001 is entered in the position which
designates the doubie-length operand, D1002+D1001 is
automatically displayed.

The numerical vaiue range in which double-length integers can be
processed is shown in the table on the following page.
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Hexadecimai Expression
Numerical Value Register (1 S

2147483647 7FFF FFFF

J J I
65536 0001 0000
65535 0000 FFFF

I I J
o 0000 0000
-1 FFFF FFFF

I ) I
-65536 FFFF 0000
-65537 FFFE FFEF

J I f
-2147483648 8000 0000

(6) Double-Length BCD
This is 8-digit BCD data which is expressed by using 2 consecutive
registers.

(MSB) (LSB)
F~C B-8 7-4 3-0 F-C B-8 7-4 3-0 <« Bitpositions

N N N s O N

P N N N P i )
107 10°  10° 1o 190 10° 10 10°

. —

Register (A+1 Register (&)

The registers are designated in the form @+1¢®, and @ becomes
the lower 4 digits while ®+1 becomes the upper 4 digits.

Example) When processing a double-length BCD by registers
XW001 «XW000, XWO000 becomes @ while XW001 becomes @ +1
and XW000 becomes the lower 4 digits while XW001 becomes the
upper 4 digits.

The following table shows the numerical range and the expression
format in which double-length BCD data can be processed.

Hexadecimal Expression
Numerical Value
Register (&+1 Register (&)
99999999 9999 9999
f ! J
1 0000 0001
0 0000 0000
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(7) Floating Point Data
This is a real number which is expressed using 2 consecutive
registers (32-bit).
The registers are designated in the form ®@+1+@. Internally, the
foilowing format is used. (conforms to IEEE754)

(MSB) (LSB)
FE--new-- 7 B----- 0 Fromemmmmemcemcacus 0 <«—— Bit positions
Exponent Mantissa (23 bits)
(8 bits)
Sign (0: +, 1:-)
Register &r+1 Register &

Value = (Sign)1.(Mantissa) x 2(®wment12n

The floating point data is used with the following floating point
instructions. Therefore, there is no need for user to consider the
format.

Conversions (Floating point < Double-length integer)
Floating point arithmetics

Floating point comparisons

Floating point functions (Trigonometrics, square root, etc.)
Floating point process operations (Integral, PID, etc.)

The following table shows the numerical range in which the fioating
point data can be processed.

Numerical value Expression Remarks
3.40282 x 10® 3.40282E38 Maximum
I i
1.17549 < 10 1.17549E-38 Nearest to 0
0 0
-1.17549 x 10* -1.17549E-38 Nearest to 0
i I
-3.40282 x 10% -3.40282E38 Minimum
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3.4
Index modification When registers are used by instructions, the method of directly

designating the register address as shown in Example 1) below is
called ‘direct addressing’.

As opposed to this, the method of indirectly designating the register by
combination with the contents of the index registers (1, J, K) as shown
in Example 2) below is called the ‘indirect addressing’. In particular, in
this case, since the address is modified using an index register, this is
called ‘index modification’.

Example 1)
- RW 100 MOV D3500 }-

Data transfer instruction
Transfer content of RW100 to D3500

Example 2)
i J
-{ RW 100 MOV D3500 }-

Data transfer instruction {index modification attached)
Transfer content of RW(100+1) to D(3500+J)
(If =3 and J=200, the content of RW 103 is transferred to D3700)

There are 3 types of index register, |, J and K. Each type processes
16-bit integers (-32768 to 32767). There are no particular differences
in function between these 3 types of index register.

There is no special instruction for substituting values in these index
registers. There are designated as destination for normal instructions.

Example 1) Substituting a constant in an index register
- 64 MOV | - (Substitute 64 in index register )
-2 MOV J 1~ (Substitute -2 in index register J)
Example 2) Substituting register data in an index register
- D0035 MOV K- (Substitute the value of DO035 in index
register K)

-{ RW078 MOV | -  (Substitute the value of RW078 in index
register |)
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Example 3) Substituting the result of an operation in an index register
- RW200-30—1I ]
(Substitute the result of subtracting 30 from RW200 in |)
—{ XW004 ENC (4) J I

(Substitute the uppermost ON bit position of XW004 in J
(encode))

—NOTE
VAV

Although, basically, index registers are processed as single-iength
(16 bits), when, for instance, using an index register as the storage
destination for a instruction which becomes double-length as the
result of a multiplication instruction or the like, only the combinations
JelorKeJare effective. In this case, it becomes J» | by
designating | in the double-length operand position, and J becomes
upper while | becomes lower. In the same, by designating J, it
becomes K ¢ J, and K becomes upper while J becomes lower.
Example)

-{D1357 » 10—J i -

The following are examples of registers in which index modification has
been executed.

(F----- (Wheni=0,  expresses RW100
RW100 When | =1, expresses RW101
When!{=-1, expresses RW099
When | = 100, expresses RW200
(When | =-100, expresses RW000

J - _(When J=0, expresses D0201 - D0200
D0201-D0200 When J =1, expresses D0202 - DO201
When J =2, expresses D0203 - D0202
When J = -1, expresses D0200 - DO199
When J = -2, expresses D0199 - D198
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The following shows an example of the operation when index
modification is applied to a program.

Example}
X0010
—|PF{ C000* 3 — D2001 - D2000 } } @
|
—{ D2000 MOV | H XW005 MOV D3000 ———— 2
.
—{ +11 JH{Xwo10 MOV D3000] ®
|
' +11 F{Xwo12 MOV D3000] @

The following processing is carried out when X0010 changes from OFF

to ON-

@ Substitute 3 times the value of the content of C000 in index register |

@ Store content of XWO005 in D(3000+1)

® Add 1 to the content of | and store content of XW010 in D(3000+!)

@ Add a further 1 to the content of | and store content of XW012 in
D(3000+I)

Incidentally,

®
-1 P I~ is positive transition-sensing contact which becomes ON once
only when device ® changes from OFF to ON (until the instruction is
executed in the next scan)

® * ®—Q+1+© }~is multiplication instruction which multiplies &
by ® and stores it in double-length register ©+1+©

- +1 @ }-is increment instruction which adds 1 to the content of @
and storesitin &

~-[@® MOV ® I is a data transfer instruction which substitutes the
content of @ in ®

—NOTE
VAV

(1) Substitutions of values to index registers and index modification
may be carried out any number of times during a program.
Therefore, normally, the program will be easier to see if a value
substitution to an index register is executed immediately before
index modification.

(2) Be careful that the registers do not exceed the address range
through index modification. When the resulits of index
modification exceed the address range, the instruction is not
executed, and special devices (50051 and S0064) which
indicate ‘boundary error’ become ON.

User’s manual - Functions 191



3. User Data PART 3 PROGRAMMING INFORMATION

As explained before, the main purpose of the index modification is
indirect designation of register. However, as the special usage of the
index modification, the followings are also possible.

* For CALL and JUMP instructions, indirect designation of the
destination address is possible.

!
—<{JUMP N.00OO } (If I=5, jump to Label 5)

if indexed destination is not registered, the special devices (S0051
and S006C) become ON. If indexed destination exceeds the range,
the special devices (S0051 and S0065) become ON. And both
cases, the instruction is not executed.

* For SET and RST instructions, indirect designation of device is
possible.

|
-{ SETR0O100}-  (If I=HOO5F, set RO15F to ON)

* For constant operand, the constant value can be modified by the
index register.

I
-{ 500 MOV D5000 }-  (If I=10, 510 is stored in D5000)

NOTE
VAV

Refer to the Instruction Set manual for the operands to which the
index modification is available in each instruction.
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3.5
Digit designation There is a method called ‘digit designation” which is a special
designation method for register data. ‘Digit designation’ treats 1 digit (4
bits) of a hexadecimal number as a data unit. It is a method of
designation in which a number of digits from the designated devices (bit
positions) are made the subject of data operation.

In practice, in the case of the following Example, 2 digits from X0008
(that is to say, the upper 8 bits of XW000) become the subject of data
operation. Lo PR

Example)

_—— Digit designation (in this case 2-digit designation)
xgozoa -« Digit designation leading device

\“ designates the hatched line area
F---CB---87---43---20

XWooo (/777770227205

2nd digit 1st digit

X008

There are 9 types of digit designation - Q0, Q1, ..., Q8 which have the
following significations

QO0....makes the designated device 1 bit the subject of data operation

Q1....makes 1 digit (4 bits) started with the designated device the
subject of data operation

Q2....makes 2 digits (8 bits) started with the designated device the
subject of data operation

Q3....makes 3 digits (12 bits) started with the designated device the
subject of data operation

Q4 ....makes 4 digits (16 bits) started with the designated device the
subject of data operation

Q5....makes 5 digits (20 bits) started with the designated device the
subject of data operation

Q6 ....makes 6 digits (24 bits) started with the designated device the
subject of data operation

Q7 ....makes 7 digits (28 bits) started with the designated device the
subject of data operation

Q8....makes 8 digits (32 bits) started with the designated device the
subject of data operation

In digit designation, when the area designated covers multiple
registers, as shown below, the area is designated from the smaller
address to the greater address.
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Example)

AWo31 RWO030
0 FC 0

Sae = [ VA7) AT T

4

The 16 bits RO30C to RO31B
(RO30C is the LSB as a numericai value)

Below, the operation of digit.designation.is.described for.the case.when
digit designation is executed as a source operand {a register for

- executing an instruction using its data) and the case when digit

designation is executed as a destination operand (a regisier which
stores the result of instruction execution).

It is possible to carry out digit designation for both a source operand
and a destination operand with 1 instruction.

(1) Digit designation for a source operand
For a single-length {16 bits) operand, Q0 to Q4 are available. The
" upper digits which are out of the designated digits are regarded as 0.

Example 1)

Q1
—{ X0054 MOV D1000 }— (Data transfer)

F CB 8 7 43 2 10
Transferred data I 0 | 0 | 0 | | l I ]

Contents of X0057
Contents of X0056
Contents of X0055
Contents of X0054

Example 2)

Q4
—[X002C B + HOO50—YW010 J— (BCD addition)

{Example of XW003=HB8765, XW002=H4321)
X003B~X0038 X0037~X0034 X0033~X0030 X002F~X002C

Augend data ] 7 l 6 | 5 | 4 l
.

Addenddata | o | o | 5 | o |
U 0

(Ssltjg:ed in YW010) [ 7 | 7 | 0 | 4 |
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For a double-iength (32 bits} operand, all Q0 to Q8 are available.

Example 3)

Q7
—{ R0102 DMOV D0701-D0700 |— (Double-length transfer)

D 0 F 210

RWortRWoto | [ 7707777770 ||

~
~
~

v [0 1777771170000

0070100700 | 0 77777777

(2) Digit designation for a destination operand
For single-length (16 bits) operand, QO to Q4 are available. The
result data of the operation is stored in the specified digits of the
destination register. The digits which are out of the designated
digits are unchanged.

Example 1)

Q2
— XW000 MOV R0018 }— (Data transfer)

F 8 7 4 3

e [ w0007
Transterred data M / ///W

AWO001 V// /////W / //éf%] Unchanged i

A

2 digits started with R0018 \
(RO018~R0O01F) RO018
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Example 2)

Q3 Q3
—{ X0045 + 200—R1200 }— (Addition)

0

2

XWOO05 XW004 _%]%// /ADVC/ @7)}/ 7 4%54\

- "\

Augend data I 0 V// / / /// @ / //////%

Addend data | 200 |
w T
Destination | Unchanged V////%@+ 2007/

R1200

If, XW005=H0077=0000 0000 0111 0111 (binary)
XW004=H182A=0001 1000 0010 1010 (binary)

augend data is;
0000 1000 1100 0001 (binary)=HO08C1=2241 (decimal)

sum by adding 200;
0000 1001 1000 1001 (binary)=H0989=2441 (decimal)

Therefore, the data below is stored in the 3 digits (12 bits)
started with R1200.
1001 1000 1001 (binary)=H989=2441 (decimal)
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For a double-length (32 bits) operand, all Q0 to Q8 are available.

Example 3)

Q6
—{ D8001- D000 DMOV R0508 |— (Double-length transter)

F 8 7 0 F 0

D8001-D800C | Ignored [ K 0 00

——

- -

AWOS1-RWOS0 V///M //,V/WW// Unohanged l

—NOTE
VA

(1) Be careful that the result of digit designation does not exceed
the address range. When the result of digit designation exceeds
the address range, the excess portion will be ignored.

(2) A combination of digit designation and index modification can

also be used.

Exampie)
al | If i=HOO1C, it signifies the same Lo
R0O000 ROO1C

User’s manual - Functions 197



4. 1/0 Allocation

PART 3 PROGRAMMING INFORMATION

4.1

- Overview The state of external input signals inputted to input modules is read via

the input registers/devices (XW/X or IW/l) when scan control is
executed. On the other hand, the output data determined in user
program execution are outputted to output modules via output
registers/devices (YW/Y or OW/O) and outputs from the output
modules to external loads are based on these data.

1/O allocation is the execution of mapping between input

. registers/devices and input modules and of mapping between output

registers/devices and output modules. in other words, physical devices
called I/O modules are allocated to logic devices called
registers/devices.

input registers/devices and output registers/devices do not use their
own independent memory areas. They use a series of memory areas
which can be said to be input/output registers/devices (a register
address range of 256 words from 000 to 255).

By executing I/O allocation, function type determination is carried out
by making addresses allocated to input modules input registers/devices
and addresses allocated to output modules output registers/devices.

Input/Output Registers
(YW) 000 /O Modules
(YW) 001 32-point i < input signals &)
-point input .
< Input signals (B
(YW) 002 put signals ®
(YW) 003 »! 16-point output 1 Qutput signais ©)
(YW) 004 »| 16-point output —» Output signals &)
~ ~. .
\/O allocation
execution
Input/Quiput Registers
XW000 ® <
XW001 <
YW002 ©
YWO003 ®
(YW) 004

Note) Addresses not allocated to /O modules are output (YW)
internally.
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4.2
Methods of I/O allocation

Automatic /O allocation

The execution of I/O allocation can be said in other words to be the
carrying out of the registration of /O allocation information in system
information. The T3 CPU checks whether the I/O modules are correctly
mounted based on this I/O allocation information when RUN starts-up.
Also, at the same time, the correspondence between the input/output
registers (XW/YW) and the I/O modules is determined based on this I/O
allocation information. On the other hand, the programmer reads this
/O allocation information when communicating with the T3 and
recognizes the assignment.whethet.input (XW).or-output {YW) for every
input/output register address.

There are 2 methods for the registration of I/O allocation information in
system information. These are automatic I/O allocation and manual I/O
allocation.

The registration of I/O allocation information is only available when the

T3 is in the HALT mode but not in the ‘memory protect’ state (P-RUN).

This is a method of causing the T3 to execute the registration of 1/0
allocation information. It is carried out by selecting and executing the
AutoSet command on the I/0 allocation screen of the programmer (T-

PDS).

When the automatic 1/Q allocation is executed, the T3 CPU reads out
state of the /O modules which are mounted (what type of module is
mounted in which position) and registers the /O allocation information.

Each 1/0 module has one of the module types shown below.

Part No. Description Module Type
DI334/334H 32 pts DC input xX2w
DI335/335H 64 pts DC input X4aw
IN354/364 32 pts AC input X2w
DO333 16 pts DC output Y 1W
DO334 32 pts DC output Y 2w
DO335 64 pts DC output Y AW
AC363 16 pts AC output Y 1W
AC364 32 pts AC output Y 2W
RO364 32 pts relay output Y 2w

1" RO363S '|"16 pts isolated relay output Y 1W
AD368 8 ch analog input X 8w
DA364/374 4 ch analog output Y 4W
CD332 Change detect 8 pts DC input X 1w
Pi312 2 ch puise input iX+Y 2W
AS311 ASCIl module iX+Y 4W
SN321/322/323 TOSLINE-S20 TL-S
MS311 TOSLINE-F10 TL-F
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For instance, when automatic I/O allocation is executed with the /O
module mounting state shown below, the CPU reads the /O module
types which are mounted and creates /O allocation information and it
registers it in system information.

+ Module Mounting State

PUD 1 2 3 4 5 6 7 8 9=<—>SlotNo
Basic unit PllciTisisis|5|5l5|35]s
(unit0) s||p|L|E|E|2IE|212 515 2|
Hulilelelelz|a|lelele|d
ala|aa|lalala|all
S|y |oulow ||| ow]ou|cn
Lo I o I s T e T I < T I o O I
0 1 2 3 4 5 6 7 8 9 10
Expansion unit #1 | p IR =
Unit 1 5l 00| |L|L]=|=|0|=
(Unit1) s|||3|3|z|2|x|a|a|5|5|2|G
S S s5|5 5515|818 2l
8| o|le|lo|l<|<|>|>|5]|7
= | £ ©
0|3 o
0 1 2 3 4 5§ 6 7 8 9 10
Expansion unit #2 | p =is(slsigls|(sis|sis]ls
(Unit 2) s||8|55|5|558|215|218|5
Illo|l]o|O|]O|OC|OCjJO; 00| 0| Q
Flalala(a1212/817212) 22
alola|lg|laojalalalal e o
R IEIEIEIBIEIEIEIEIE
0 1 2 3 4 5 6 7 8 9 10
Expansion unit #3 | p siI5(5
(Unit 3) sl |E122ele|eielelelele
l|lo|]o|lo| W (@ @] @©|@| ©| | @
Felel e 3|8lc|8|8|3|88
alala(>|zl>|>|>|>|>>
ele|e
* /O allocation information
Unit 0 Unit 1 Unit 2 Unit 3
g Module type z Module type 3 Module type z Module type
PU 0 iX1W 0 Y 4W 0 Y 1w
0 TL-S 1 iX1W 1 Y 4w 1 Y 1w
1 X 2w 2 X 8w 2 Y 2W 2 Y 1W
2 Xa2w 3 X8sw 3 Y 2W 3
3 X 2w 4 X 8w 4 Y 2W 4
4 X 4w 5 Y 4W 5 Y 2W 5
5 X aw 6 Y 4W 6 Y 2W 6
6 X 2w 7 7 Y 2W 7
7 X 2w 8 8 Y 2W 8
8 X 2w 9 iX+Y 2W 9 Y 2w 9
9 10 10 Y 2w 10
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Manual /O allocation This is the method by which the user edits the I/O aliocation information
on the /O allocation information screen of the programmer (T-PDS)
and writes it to the T3. The manual /O allocation is used in the
following cases.

* When carrying out programming in a state in which the /O modules
are not fully mounted

* When it is desired to remove some modules from the subjects of
batch input/output processing

* When using the unit base address.setting function

* When allocating a specified number of registers to slot left vacant for
future addition

*  When carnying out offline programming

For manual I/O allocation, module types are set for each slot. The
module types which can be set at this time are as shown below.
Module types are expressed by combinations of function classifications
and numbers of registers occupied. (except for MMR, TL-S and TL-F)

clanl.ls?fci:é’:tri'on regigltg:gboecrczfpied Remarks
X 01, 02, 04, 08, 16, 32 Input (batch input/output)
Y 01, 02, 04, 08, 16, 32 * | Output (batch input/output)

X+Y 02, 04, 08, 18, 32, 64, 128 Input+output (batch input/output}
iX 01,02, 04, 08, 16, 32 Input {out of batch input/output)
iY 01,02, 04, 08, 16, 32 Output (out of batch input/output)

iX+Y 02,04, 08, 16, 32, 64, 128 Input+output (out of batch input/output)
4 08, 16, 32

SP 01, 02, 04, 08, 16, 32, 64, 128 | Space

MMR - Memory type

TL-8 - For TOSLINE-S20

TL-F - For TOSLINE-F10

(1) Allocations to input/output modules are: -X and iX to input modules,
Y and iY to output modules and X+Y and iX+Y to input/output mixed
modules. The input/output registers which correspond to modules
with the designation i attached are not included in batch input/output
subjects.

(2) SP is used when allocating an arbitrary number of registers to a
vacant slot.

(3) MMR is set in the CPU slot when an IC memory card is used as an
expansion memoty.

(4) TL-S is allocated to data transmission module TOSLINE-S20.

(5) TL-F is allocated to data transmission module TOSLINE-F10.

(6) Z is not used in the T3.

User’s manual - Functions 201



4. /0O Allocation PART 3 PROGRAMMING INFORMATION

15—

— _NOTE
VAV

The I/O allocation information can be freely edited and registered
by carrying out manual /O allocation. However, it is necessary that
the registered input/output allocation information and the VO
module mounting state should agree for starting-up RUN.

When executing the ‘forced RUN’ command, operation (RUN-F
mode) is possible even if the modules registered in the allocation
information are not mounted.. However, in this case also, operation
cannot be executed when a module of a different type to the
registered module is mounted (I/O mismatch).

Unit base address In manual I/O allocation, the starting register address (input/output
setting function registers) of each unit can be set.

The register addresses can be arranged for each unit by using this
function. Also, when an I/0O module is added in a vacant slot in the

future, it is possible to avoid affecting the register addresses of other
units. '

(Unit base address setting screen on T-PDS)

Unit #0 Unit #1 Unit #2 Unit #3
Top Register No. Top Register No. Top Register No. Top Register No.
[ 0 ] [ 15 ] [ 35 ] | 50 ]

In the case of this screen example, address allocations can be carried out
from XW/YWO00Q for the basic unit
from XW/YWOQ15 for expansion unit #1
from XW/YWO035 for expansion unit #2
from XW/YWO50 for expansion unit #3

NOTE
VA

Settings by which latter stage units become lower register
addresses cannot be made. '
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4.3
Register and module
correspondence

When I/O allocation information is registered by carrying out automatic
I/O allocation or manual I/O allocation, correspondence between

registers and modules is automatically determined by the following
rules.

(1) In any unit, allocation is the lower address registers are allocated in
sequence from the module at the left end.

(2) In a case when the unit.base address is not set.(it is.not set by
automatic I/O allocation), the registers are aliocated in continuation
from the previous stage unit.

(3) A slot for which a module type is not set (any vacant slot in
automatic 1/O allocation is the same) does not occupy any registers.

{4) The cases of the half size racks (BU315, BU356) also are handled
in the same way as standard size rack for I/O allocation, and they
are regarded as having slots without settings in the latter portions of
the unit. Therefore these portions do not occupy registers.

(5) Slots for which SP (space) is set, output registers are allocated
internally by a number of set words.

(6) Modules for which Z, MMR, T1.-S and TL-F are set do not occupy
input/output registers (XW/YW).

(7) Input/output registers which are not allocated to I/O modules
become output registers (YW) in the programming. Thus, they can
be used in the same way as auxiliary registers/relays (RW/R).
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The following examples show the register ailocation when the 1/O
allocation information is registered.

Example1)

¢ |/O allocation information

Unit 0 Unit 1 Unit 2 Unit 3
Base address [ ] Base address[ ] | Base address[ ] | Base address| ]
3 Module type 3 “Moduletype - 3 ‘Module type - 3 “Module type
PU 0 iX 1w 0 Y 4W 0 Y 1W
0 Xaw 1 X 1W 1 Y 4W 1 Y 1W
1 X 2w 2 X 8w 2 Y 2W 2 Y 1AW
2 X2w 3 X 8w 3 Y 2W 3
3 X 2w 4 X 8w 4 Y 2W 4
4 X aw 5 Y 4W 5 Y 2W 5
5 X4w 6 Y 4W 8 Y 2w 8
6 X 2w 7 7 Y 2W 7
7 X 2w 8 8 Y 2w 8
8 X 2w 9 iX+Y 2W 9 Y 2W 9
9 10 10 Y 2W 10
* Register allocation
Unit 0 Unit 1 Unit 2 Unit 3
2 Register 3 Register E Register 3 Register
PU 0 | Xwoz22 0 | YWO58~YW061 | 0 | YW084
0 | XW000, XW001 | 1 | XW023 1 | YW062~YWO0BS | 1 | YWO085
1 | XW002, XWO003 | 2 | XW024~XW031 | 2 | YW066, YWO67 | 2 | YW086
2 | XW004, XWO005 | 3 | XW032~XW039 | 3 | YW068, YW0B9 | 3
3 | XW005, XW007 | 4 | XW040~XW047 | 4 | YWO70, YWO071 | 4
4 | XWQ08~XW011 | 5 | YW048~YWO051 | 5 | YW072, YWO73 | 5
5 | XW012~XW015 | 6 | YW052~YWO055 | 6 | YW074, YWO75 | 6
6 | XW016, XWO017 | 7 7 | YWO76, YWO077 | 7
7 {-XW018,- XW019 | 8 8 : YWO078, YW079 | 8
8 | Xw020, XW021 | 9 | XW056, YWO057 | 9 | YWO080, YWO8B1 | O
9 10 101 YW082, YWO083 |10
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Example 2)
» /O allocation information
Unit 0 Unit 1 Unit 2 Unit 3
Base address [ | | Base address[ ] |Base address [100] | Base address [150]
3 Module type 3 Module type ? Module type 3 Medute type
PU 0 X 8w 0 X 4w |0 Y 2w
0 iX 2w 1 X BW 1 X 4w 1 Y 2w
1 T iX 2w 2 X8W |2 F -YA4W 2 Y 2w
2 iX2W 3 SP 8W 3 Y 4W 3 Y 2w
3 SP 4w 4 Y AW 4 SP 8W 4 Y 1W
4 5 Y 4w 5 X2w 5 Y 1w
5 iY 2w 6 Y 4W 6 Xa2w 6 Y 1W
6 i 2W 7 Y 4w 7 X 2w 7 Y 1w
7 iY 2w 8 Y 4W 8 Xa2w 8
8 SP 4W 9 9 X 2w 9
9 10 10 10
* Register allocation
Unit 0 Unit 1 Unit 2 Unit 3
3 Register 2 Register 3 Register ? Register
PU 0 [ AW020~XW027 | 0 | XW100~XW103 | 0 | YW150, YW151
0 | XW000, XWO001 | 1 | XW028~XW035 | 1 | XW104~XW107 | 1 | YW152, YWI153
1 | XW002, XW003 | 2 | XWO036~XW043 | 2 | YW108~YW111 2 { YW154, YW155
2 | XWoD4, XW005 | 3 | YW044~YWO051 | 3 | YWT12~YW115 | 3 | YW156, YWI157
3 | YW006~YWO009 | 4 | YWO52~YWO055 | 4 | YW116~YW123 | 4 | YWI58
4 5 1 YWO56~YW059 | 5 | XW124, XW125 | 5 | YW159
5 | YWO10, YWO11 | 6 | YWO060~YW063 | 6 | XW126, XW127 | 6 | YW160
6 | YWO012, YWO13 | 7 | YWO064~YWO67 | 7 | XW128, XW129 | 7 | YW161
7 | YW014, YWO15 | B | YWOBB~YWO071 | 8 | XW130, XW131 | 8
8 | YW0O16~YWO019 | © 9 | XW132, XW133 | 9
9 10 10 10
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For the data transmission module {TOSLINE-S20, TOSLINE-F10), the
network assignment is necessary in addition to the I/O allocation
mentioned before.

The network assignment is the declaration of assignment between the
link registers and the scan data memory in the data transmission
module.

The TOSLINE-S20 has 1024 words of scan data memory in the
module. ‘ o e -
By using the network assignment, T3's link registers (W) are assigned
to the scan data memory in units of blocks.

(64 words/block)

Here, the block is not related to the data send block in the TOSLINE-
520. The data transfer direction between the link registers and the
scan data memory is determined by T3 CPU for each address,
according to the data send block setting in the TOSLINE-S20.

The following 3 types of assignment setting are available.

Setting Function
Biank The block of link registers (W) are not assigned to
TOSLINE-S20.
LINK The block of link registers (W) are assigned to
TOSLINE-S20.

(T3 accesses TOSLINE-S20 for the block)

GLOBAL Used when 2 TOSLINE-S20s are mounted on the
T3, and when the T3 functions as bridge station for
the 2 TOSLINE-520 networks.

Note) Up to 2 TOSLINE-S20s can be mounted on a T3.
In this case, the TOSLINE-S20 nearer to the T3 CPU is
regarded as CH1, and the other is CH2.
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(1) Example when 1 TOSLINE-S20 is mounted (CH1 only)

* Network assignment example

Block Corresponding link registers CH1 CH2
1 W0000~-W0063 LINK
2 W0064~W0127 LINK
3 W0128~W0191 LINK
4 W0192~W0255
5 W0256~-W0319
6 W0320~W0383
7 WO0384~W0447
8 W0448~WO0511
9 W0512~W0575 LINK
10 W0576~W0639 LINK
11 W0640~-W0703
12 W0704~W0767
13 W0768~WO0831
14 W0832~W0895
15 W0896~W0959
16 W0960~W1023

* Data transfer direction

Link register Data transfer direction CH1 scan data

WO0000 ) o |_

{ > ! §
woi4¢ | 149
W0150 150

{ < {
w19t | 191
W0192 192

! {no transfer) l o
westn | 511 | =
W0512 512 | &

{ < {
wogae | 639
WO0640 640

{ (no transfer) !
wig2g | 1023
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(2) Example when 2 TOSLINE-S20s are mounted (CH1, CH2)

+ Network assignment example

Block Corresponding link registers CH1 CH2
1 WO0000~-W0063 LINK
2 WO0064~W0127
3 W0128~W0191 LINK
4 W0192~W0255 LINK
5 W0256~W0319
6 W0320~W0383
7 WO0384~W0447
8 W0448~W0511
9 WO0512~W0575 LINK
10 WO0576~W0639 LINK
11 W0640~W0703 LINK
12 W0704~W0767 LINK
13 W0768~W0831
14 W0832~W0895
15 W0896~W0959 GLOBAL
16 W0960~W1023 GLOBAL

* Data transfer direction

CH1 scan data Link register CH2 scan data
o | woooo | 0
{ —> {
63 | WO0063
° 64 w0064
-% ! |{no transfer) !
el 127 | Wo127 (no transfer) 4
128 wo128 K
{ —> 2 &
149 | W0149
= 150 WO0150
§ ¢ B {
25 | we2ss |
256 W0256 256
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m

CH1 scan data Link register CH2 scan data
%56 | wo2s6 | 256
! (no transfer) !
Q
wosit | 511 | =
W0512 512 | @
{ I ¢
woseg | 599
~wosoo | T soo -
o (no transfer) ! — ! (}53
2 woess | 699
3 WO0700 700
o
{ D a— {
woze7 | 767
WO0768 768
l (no transfer) l °
895 W0895 895 |2
______________________ o
896 w0896 896 | @
¢ —> l (no transfer) {
8 | wosgs | 899
900 W0900 900
{ - l -« {
2| %49 | woe4s | 949
B| 950 W0950 950
{ -« { —> {
89 + woess | 959 |
o| 960 W0960 960 | &
g | —> [ | —— [
o) 1023 | wio2s | 1023
— NOTE
VAV
(1) In the GLOBAL setting block, the scan data is read from the
receive setting CH, and transferred to the link registers and the
send setting CH.
(2) In the GLOBAL setting block, if both CHs are set as send, the
link registers data is transferred to both CHs.
(3) In the GLOBAL setting block, if both CHs are set as receive, the
GLOBAL setting CH’s data is transferred to the link registers.
(4) For one block, settings for CH1 and CH2 should not be duplicated.
If duplicated, CH2 setting is ignored.
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TOSLINE-F10 The TOSLINE-F10 has 32 words of scan data memory in the module.
Up to 8 TOSLINE-F10 can be mounted on a T3. In this case, the
TOSLINE-F10 nearer to the T3 CPU is assigned in sequence from CH1
to CH8.

For the TOSLINE-F10, set LINK for all existing CHs by the network
assignment. By this sefting, the link registers (LW) are assigned to the
TOSLINE-F10 in units of 32 words from the lowest address.

¢ Network assignment when 4 TOSLINE-F10s are mounted

CH | Setting | Assigned link register (LW)

1 LINK LWO00~1 W031

2 LINK LW032~LW063

3 LINK LW064~LW095

4 LINK LWO096~LW127

5

6

= -

8

The data transfer direction between the link registers (LW) and the scan
data in the TOSLINE-F10 is determined by T3 CPU, according the
TOSLINE-F10 network configuration.

NOTE
VA

For details of the data transmission modules (TOSLINE-S20,
TOSLINE-F10), see separate manuals for them.
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5.1
Overview The T3 supports 2 types of programming language for the user
programs-ladder diagram and SFC. Multiple programming languages
can be used in mixed by a single user program by separating blocks of
the program. Thus, the optimum program configuration for the control
functions can be-achieved.

(1) Ladder Diagram
This is the language which is core programming language for the
T3. The program is configured.by.a combination.of relay symbols
and function blocks. This language is suitable for logic control.

Relay Symbols ......These are NO contact, NC contact, coil, etc.

Function Blocks.....These are box type instructions which express
single functions. They can be freely positioned
in a ladder diagram network by treating them in
a similar way to relay contacts. The output of
one function block can be connected to the input
of another function block.

Example)

X05 X10 X13 X14 Y5A

b (>

Y5A X20 R3C

- H RW12 MOV D102 |—

R100
— H Xw10 > D101
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(2) SFC (Sequential Function Chart)
This is a programming language suitable for process stepping
control (sequential control). Also, it is a language which makes the
flow of control easy to see. Therefore, it is effective for program
maintenance and standardization. SFC program is composed of
structure part which shows the flow of control, action parts which
show the operation of each step and transition condition parts which
enable the process to advance. Action parts and transition
condition parts are produced by ladder diagram. SFC can be
considered as an execution control element for. making-a.program
easier to see by arranging the control processes and conditions
rather than a single programming language.

(SFC Structure)
Initial step
0 @? Transition

T

/ Divergence of simultaneous sequences

2 6 E] Divergence of sequence selecton
(Transition condition) [] / iverg eq

l_—_—: T | {Action part)
I.__ 3 T = ion pa
- 7] o[ e H ——

. ['j £ il TON H SET
M —
T e[ | L( H

0 I Il |[«<——— Endstep

The flow of control advances downward from the initial step and,
when it reaches the end step, it returns to the initial step. A step
corresponds to an operational process, and there is an action part
corresponding to each step. The condition of shifting from one step
to the next is called ‘transition’, and there is a transition condition
corresponding to each transition. When the immediately preceding
step of a transition is in the active state and the transition condition
is ON, the state of the immediately preceding step is changed to
inactive and the next step becomes active.
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The following Table shows the programming languages which are
usable for each program type/pan.

Program type/part Ladder diagram SFC

Main program O O
Sub-program O O
Interupt program O X
Sub-routine O X*
SFC action program part O X
SFC transition condition part O X

O: Usable

X: Not usabie

*} SFC can be made an hierarchical structure (other SFC can be made
to correspond to 1 step of SFC). In this case a macro-step
(equivalent to an SFC sub-routine) is used.
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5.2
Ladder diagram Mixed use can be made of the two types of programming language,
ladder diagram and SFC in the T3. However, of these, ladder diagram
is the basic language which must be present in the user program.

Here, the structure, execution sequence and general items of ladder
diagram instructions are explained for ladder diagram programs.

As expiained before, a user program is registered by every functional

- type which is called a.program.type...Furthermore, in.each program
type the user program is registered by one or a multiple of units called
‘blocks’.

Main program, sub-program #1 - #4,
Program Types........ timer interrupt program,
I/O interrupt programs #1 - #8, sub-routine

BlOCKS ..oveveerireneene Blocks 1-256 (1 language/1 block).

When commencing programming in a block to be newly registered, that
program is designated by the language which is used (this is called
‘language designation’).

However, in the case of ladder diagram, the operation of language
designation is not required (the default is ladder diagram).

The ladder diagram program in any one block is registered/arranged by
units called ‘rung’. A rung is defined as 1 network which is connected
to each other, as shown below.

Rung number Rung
1 e b b= O
+ a
b —— |
2 | (
{
3 {
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The rung numbers are a series of numbers (decimal numbers) starting
from 1, and rung numbers cannot be skipped. There is no limit to the
number of rungs.

The size of any one rung is limited to 11 lines x 12 columns, as shown
below.

1 2 3 4 5 6 7 8 g 10 11 12
b b R
P SN T S S RN O SRS S O S S MO W
L N s I R s
e o S
o L e s e
o (AR
A
8 e
o AR
e
PP S S S S O S

Ladder diagram is a language which composes programs using relay
symbols as a base in an image similar to a hard-wired relay sequence.
In the T3, in order to achieve an efficient data-processing program,
ladder diagram which are combinations of relay symbols and function
blocks are used.

Relay Symboils........ These are NO contact, NC contact, coil and
contacts and coils to which special functions are
given. Each of these is called an ‘instruction’.
(Basic ladder instructions)

Example) NO contact

®
Input — — Output

When device ® is ON, the input side and the output side
become conductive.

Viewed from the aspect of program execution, the operation
is such that when the input is ON and the content of device
@& is also ON, the output will become ON.
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L |

Function Blocks.......These are expressed as boxes which each show 1
function. As types of function, there are data
transfers, the four arithmetic operations, logic
operations, comparisons, and various
mathematical functions. Each of these is called an
‘instruction’. {Function instructions)

In a function block there are 1 or more inputs and 1
output. When a certain condition is satisfied by the
input state; a specified funetion is-executed and the
ON/OFF of the output is determined by the result
of execution.

Exampie 1) Addition
Input {®+B®—OF Output
When the input is ON the content of register ® and the content of
register ® are added and the result is stored in register ©. The
output becomes ON if an overflow or an underflow is generated

as the result of the addition.

Example 2) Combination of Relay Symbols and Function Blocks

X0030 Y0105
— | SPae
—{ XW004 > 500 }—

Y0105 X0027

—

When X0030 is ON or the content of XW004 exceeds 500, Y0105
becomes ON. Y0105 stays on even if X0030 is OFF and the
content of XW004 is 500 or less, then Y0105 will become OFF
when X0027 becomes ON.

—NOTE
VAV

(1) A function block can be regarded as a contact which has a
special function. By carefully arranging the function biocks in
the order of execution of instructions, compiex control functions
can be achieved by an easily understandable program.

(2) A list of ladder diagram instructions is shown in Section 5.5. For
the detailed specifications of each instruction, see the separate
volume, ‘Instruction set Manual’.
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P

Instruction execution The instructions execution sequence in a block composed by ladder
sequence diagram are shown below.

(1) They are executed in the sequence rung1, rung2, rung3... through
to the final rung in the block (in the case of a block with an END
instruction, through to the rung with the END instruction).

(2) They are executed according to the following rules in any one rung.

® When there is no vertical |1, 2, 3 4, -
. t [ [ ~
connection, they are
executed from left to right.
@ When there is an OR _1_| 2, 4 | 6} | 7( 3
connection, the OR logic 3 T
portion is executed first. 5
=l
, 1 3 4
@ When there is a branch, - | ¢
. [ N
they are executed in the 2 T 6 7
order from the upper lineto [ l ( -
the lower line.
1 3 4
@ A combinationof @and @ - | ¢
above 2 )_| 6 8
—_lj | {
P

The instructions execution sequence in which function instructions are
included also follows the above rules. However, for program execution
control instructions, this will depend on the specification of each

instruction.

The following show the execution sequences in cases in which program
execution control instructions are used.

3

4

| |
Il

n+1

6

T

R N N

n+m

-
N

MCSH

IMCRH

b

Master Control (MCS/MCR, MCSn/MCRn)

When the MCS input is ON,
execution is normal.

When the MCS input is OFF,
execution is by making the
power rail from the rung
following MCS to the rung of
MCR OFF (the execution
sequence is the same).
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* Jump Control (JCS/JCR)

, | S- JcsH When the JCS input is ON, the
T i I L instructions from the rung

following JCS to the rung of JCR
7 are read and skipped at high
{ { ) speed (instructions are only read
: and not executed). When the
JCS input is OFF, execution is

n+m . [JCR}- normail.

n+i1

* Conditional Jump (JUMP/LBL)

1 2 When the JUMP instruction input
N — F—{JUMP N.03 | s ON. execution shifts o the
n+ 1 _l I ¢ rung foliowing the LBL instruction

with the corresponding label
number (03 in the example on

is OFF, execution is normal.

3 : the left}{the numbers in the
n+m _[ LBL (03)] diagram on the left are the
4 5 6 execution sequence at this time).
n+m+1 _| } ]| I ¢ When the JUMP instruction input
]
L]
|

* Repeat (FOR/NEXT) When the FOR instruction input

is ON, the instructions between

1 2
H 1 FOR and NEXT are repeated!
- FOR 10 P Y
- executed the designated number

10 times — — J————— of times (10 times in the example

on the left), and when the

_[ H 7 designated number of times is
. reached, execution is shifted to
o the rung foliowing the NEXT
_[ NEXT | instruction.

When the FOR instruction input
is OFF, execution is normal.

+ Sub-Routine (CALL/SUBR/RET) When the CALL instruction input

is ON, execution is shifted tc the
1 2 rung following the SUBR

— 1 CALL N.20 ————— instruction with the

7, 8, 9 corresponding sub-routine

—‘l f 11 () number (20 in the example in the

left). When the RET instruction

is reached, execution is retumed

SUBR (20) | to the instruction following the

CALL instruction (the numbers in

3

_i:

j{ ]—5{ } the diagram on the left are the
6

_.[

(Sub-routine)

execution sequence at this time).
RET] When the CALL instruction input
is OFF, execution is normal.
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PR e

General information on The general information required for designing programs with ladder
ladder diagram diagram are listed below.

instructions

(1) In all program types, it is necessary to create at least one biock by

ladder diagram. In other words, the ends of the main program and
each sub-program are judged by ladder diagram END instruction.
Also, the end of each interrupt program is judged by a ladder
diagram IRET instruction. Furthermore, it is necessary to compose
the entry to and exit from a sub-routine by the ladder diagram
SUBR instruction and. RET. instruction.

(2) The group of instructions which includes the timer instructions (4

types), counter instruction, jump control instruction, master control
instruction and END instruction in the relay symbol type instructions
is called the ‘basic ladder instructions’.

{3) Instructions other than the basic ladder instructions are called

‘unction instructions’. The function instructions have respective
individual function numbers (FUN No.). Also,even if instructions
have the same function number, selection of the execution
conditions is possible as shown below. (There are some

instructions which cannot be selected)

Normal......Executed every scan while the instruction input is ON.
Edged....... Executed only in the scan in which the instruction input
changes from OFF to ON.

Example) Data Transfer Instruction

R0000
Nomal 10 MoV D1ooo]———‘

The MOV instruction (substitute 10 in D1000) is executed every scan
while RO000 is ON.

~—= Edged symbol
~

RO00D
Edged H —{ 10 MOV D1000 }———‘

The MOV instruction (substitute 10 in D1000) is executed only in the
scan in which R0000 changes from OFF to ON.

Any instructions cannot be positioned after (to the right of) a edged
function instruction.

Example)
RO00O _ A
— +—{ 10 MOV D1000 }-{ 20 MOV D1000
X0011 ~ R0001
—— —{ D2000 + 300 — D2000 ] (

Neither of these two rungs can be created.
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(4) The number of steps required for one instruction differs depending
on the type of instruction. Also, even with the same instruction, the
number of steps occupied varies depending on whether digit
designation is used in the operand, a constant or a register is used
in a double-length operand, etc. (1-10 steps/1 instruction).

Also, basically step numbers are not required for vertical connection
lines and horizontal connection lines. '

(5) In a instruction which has multiple inputs, a vertical connection line
cannot be placed immediately.before an input. .In this case, insert a
dummy contact (such as the NO contact of special relay S004F

which is always ON) immediately before the input.

Example)

R0000 R0003
| | PN
11 NS

RO001 | _ i R0004
1 ONT O

RO002 | 19 cos0
] L .

U Modification

R0000 R0O003
| )

RO001 | SO04F R0O004
] | | 1 £ N
. ! CNT Y

RO002 10 C030
[ L

Not possible

Possible

The above arrangement is not required for the lowest input of multiple

inputs.
Example)
R0O000 R0003
11 ()
R0O001 | SO04F R0004
R0002 10 Cosol
11 L
R0O005
_| l_

Possible
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(e

53
SFC SFC is the abbreviation of Sequential Function Chart. This is a
programming language suitable for process stepping control (sequential
control). In the T3, the following function can be used in the SFC.

* JUMP oo Moves the active state to an arbitrary step
when a jump condition is satisfied.

+ Step with waiting time ...... Even if the transition condition is satisfied,
step transition is not carried out until a set

. ..time has elapsed. (Wait step)

+ Step with alarm ................ When transition to the following step is not
carried out even if the set time has
elapsed, the designated alarm device
becomes ON. (Alarm step)

SFC can be used in the main program and in the sub-programs. Here
the overall composition of SFC, the elements of SFC and notes on
program creation are described.

An SFC program is composed of SFC structure,action program parts
and transition condition parts.

(SFC structure)
| Step {Action program part)

(Transition condition part) 120  b----mmm--- | { (M
Q) Transition L —
]__ &
l_‘ Step
“
121 preemeee- -—E D—{ F— )4

Step number

An SFC structure regulates the flow of the control operation and has
steps and transitions as its basic elements. A step is expressed by one
box, as shown above. Each step has its own step number. Also,
corresponding action program parts are annexed 1 to 1 to steps.

Steps have the two states of active and inactive. When a step is active,
the power rail of the corresponding action program will be ON. When a
step is inactive, the power rail of the corresponding action program will
be OFF. '

On the other hand, a transition is located between step and step, and
expresses the conditions for transition of the active state from the step
immediately before (upper step) to the following step (lower step).
Corresponding transition conditions are annexed 1 to 1 to transitions.
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For instance, in the diagram above, when step 120 is active, the action
program power rail corresponding o step 120 becomes ON. In this
state, when device & becomes ON, the transition conditions are
satisfied, and step 120 becomes inactive and step 121 becomes active.
in accompaniment to this, the action program power rail corresponding
to step 120 becomes OFF (executed as power rail OFF), and the action
program power rail corresponding to step 121 becomes ON.

Overall configuration The following illustrates the overall configuration of an SFC Program.

{SFC main program) (Macro program)

NOOY SFC initialization Macro entry
X0010 Macro number \A

100 .~ Initial step ~a 100
Label 0 EE]] R
\ ~+  Macrostep =777 20
@10 Pt
1[M]_
Macro number ~——= 100 _|_ = ~~~__ 21 []
St 3 -+
ep e
Step number ——» 2 [] 2 Tl 22
4 . ‘-"‘--.h___
Transition -7 Simultaneous o
3 [] sequences
Macro end

Sequence selection
%

s | 8[ Jwo[ ]

7L oL |

SFC end
@10 «

The overall SFC program can be considered as divided into an SFC
main program and a macro program.

The SFC main program has an initial step in its structure, and has an
SFC end or an End step in its bottom. In the T3, a maximum of 64 SFC
main programs can be created.
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On the other hand a macro program is a sub-sequence which starts
from ‘macro entry’ and finishes at ‘macro end’. Each macro program
has its own macro number, and corresponds 1 to 1 to macro steps
which are present in the SFC main program or other macro programs.
Macro programs are used for rendering the program easy to see by
making the SFC program an hierarchical structure. In all, 128 macro
programs can bhe created.

10&] 3 <

Macro step B

10
® 30 Exactily the same G)
}I:NI] B . operation N 30 [:I
31

Macro entry

[

12 [:r\_l o [_]
@\ 12©_r

Macro end

]

—_NOTE
VAV

(1) Macro steps can be used in macro programs (SFC multi-level
hierarchy). There is no limit to the number of levels.

(2) Macro programs and macro steps must correspond 1 to 1.That
is to say, macro steps designated with the same macro number
cannot be used in multiple locations.

(3) Macro program should be programmed in the following location
than the SFC main program/macro program which has the
corresponding macro step. (in upper numbered block)

SFC programming becomes possible by designating blocks and then
selecting SFC by language designation.

Only one SFC main program or one macro program can be created in 1
block. {1 SFC/block)

Also, the maximum number of SFC steps per block is 128.
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SFC elements The following is a description of the elements which compose an SFC
program.

(1) SFC Initialization
This is the function which starts-up (makes active) the designated
initial step by making the steps in a designated area inactive. Either
of the two methods of an SFC instruction or a ladder diagram
instruction is used. One SFC initialization is required for 1 SFC
main program.

(D SFC Instruction

Nxx
® SFC initialization
nnnn This instruction connects
to the initial step
S588
Initial step

Operands: xx = Program number (0-63)
@ =Start-up device (except T.and C.)
nnnn = Number of initialized steps (1-4096)

Function: When the device (with the exception of a timer device
or a counter device) designated by ® changes from
OFF to ON, the number of steps following the initial
step (ssss) which are designated by nnnn (from step
number ssss to ssss + nnnn -1), are made inactive, and
the initial step (ssss) is made active.

@ Ladder Diagram Instruction (FUN 241)
Input -{ SFIZ (nnnn) ssss - Output

Operands: nnnn=Number of initialized steps (1-4096)
$585 = Step number of initial step (0-4095)

Function: When the input changes from OFF to ON, the number
of steps designated by nnnn from the step number
designated by ssss (from step number ssss to ssss +
nnnn -1) are made inactive, and the initial step
designated by ssss is made active.
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(2) Initial Step
This is the step which indicates the start of an SFC main program. It
has its own step number and can have an action program part
which corresponds 1 to 1.

Only 1 initial step can be programmed in 1 block.

§SSS @ ssss = Step number (0-4095)

(3) Step
This expresses one unit of contral steps. The step has its own step
numbers and has an action program part which corresponds 1 to 1.

5858 ssss = Step number (0-4095)

(4) Transition
This expresses the conditions for shifting the active state from a
step to the following step. Transition has a transition condition part
which corresponds 1 1o 1.

(5) SFC End

This expresses the end of an SFC main program. An SFC main
program requires either this ‘SFC end’ or the ‘end step’ of (6). The
‘SFC end'’ has a transition condition which corresponds 1to 1 and a
return destination label number. When transition condition is
satisfied with the step immediately before being in the active state,
the step following the designation label is made active with making
the step immediately before inactive. (This is the same operation as
that described in ‘SFC jump’ below).

@Il AJ- Il = Label number (0-1023)
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(6) End Step
This expresses the end of an SFC main program. An SFC main
program requires either this ‘end step’ or the ‘SFC end’ of (5). The
end step has the same step number as the initial step. When the
immediately preceding transition condition is satisfied, the initial
step returns to the active state.

$888 |i| ssss = Initial step number (0-4095)

(7) Sequence Selection (divergence)
This transfers the active state to 1 step in which the transition
condition is satisfied out of multiple connected steps. When the
transition conditions are satisfied simultaneously, the step on the left
has priority. (The number of branches is a maximum of 5 columns).

(8) Sequence Selection (convergence)
This collects into 1 step the paths diverged by above (7).
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(9) Simuitaneous Sequences (divergence)
After the immediately preceding transition condition is satisfied,
this makes all the connected steps active. (The number of
branches is a maximum of 5 columns).

(10) Simultaneous Sequences (convergence)
When all the immediately preceding steps are active and the
transition condition is satisfied, this shifts the active state to the
next step.

{11) Macro Step
A macro step corresponds to one macro program. When the
immediately preceding transition condition is satisfied, this shifts
the active state to macro program with the designated macro
number. When the transition advances through the macro
program and reaches the macro end, the active state is shifted to
the step following the macro step. A macro step is accompanied
by a dummy transition which has no transition condition (atways
true).

$588 ssss = Step number (0-4095)
mmm mmmm = Macro number (0-127)
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(12) Macro Entry
This expresses the start of a macro program. The macro entry has
no action program. Steps are connected below the macro entry.
Only 1 macro eniry can be programmed in 1 block.

mmm mmm = Macro number (0-127)

(13) Macro End
This expresses the end of a macro program. Macro end has a
transition condition which corresponds 1 to 1, and returns to the
corresponding macro step when this transition condition is
satisfied.

{(14) SFC Jump
This expresses a jump o any arbitrary step. Jump has a jump
condition which corresponds 1 to 1, and jump destination label
numbers. When the transition condition is satisfied, the active
state jumps to the step following the designated fabel. When the

jump transition condition and the transition condition for the
following step are simultaneously satisfed, jump has priority.

=

@Il <—— [lll = Label number (0-1023)

T

*SFC Jump’ is located immediately after a step. SFC Jumps with
the same label number may be present in multiple locations.
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(15) SFC Label
This expresses the return destination from an ‘SFC end’ and the
jump destination from a ‘SFC jump’. Label is located immediately
after transitions.

@il >— lili = Label number (0-1023)

T

— NOTE
VAV

Note that, when SFC label corresponding to SFC end or SFC jump is
not present, or when SFC labels with the same label number are
present in multiple locations, an error will occur when RUN starts-up.

(16) Wait Step -
This is a step which measures the time after becoming active, and
does no execute transition even if the following transition condition
is satisfied, until a set time has elapsed. [t has an action program
corresponding 1 to 1.

s8ss = Step number (0-4095)
Ssss ®= Timer register (TO00-T511)
® xooo = Set time (0-65535)
XXXXX
(Note) TO00-TO63 are 0.01 second timers
T064-T511 are 0.1 second timers

(17) Alarm Step
This is a step which measures the time after becoming active, and
when the transition condition is not satisfied within a set time,
switches ON a designated alarm device. !t has an action program
corresponding 1 to 1. When the transition condition is satisfied
and the alarm step becomes inactive, the alarm device also
becomes OFF.

$8ss = Step number (0-4095)
888 ®= Timer register (TO00-T511)
@ 00X = Set time (0-65535)
X’%)XX ®= Alarm device (other than X, T., C.)

(Note) TO00-T063 are 0.01 second timers
T064-T511 are 0.1 second timers
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Action program and The action program corresponds to 1 step, and the transition condition
transition condition corresponds to 1 transition.
These are programmed by ladder diagram.

(1) Action Program
The size of 1 action program is 11 lines x 11 columns as shown
below, and the number of instruction steps is a maximum of 121
steps.

t [

10 11

1
T
1
1
1.
1
4
T

! .
i | | 1 1 | 1 ! |
) 1 | 1 1 ) 1 1 |
2 4 HH---- R e L cedeiamdecama hmeaclovweedacamand
M [ [ I [ 1 i i 1
. 1 1 1 | i 1 | 1
\ 1 1 1 1 1 1 ) 1
" 1 1 1 1 1 ' | )
3 [ —t---- oo immad T bt = - ——— b ——— ]
| | 1 t | I ] | 1
| 1 ! ' ' 1 ' I 1
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In a case when a larger size than the above is required as an action
program, a sub-routine is used. (CALL instruction)

Even if there is no action corresponding to a step, this does not affect
SFC operation. In this case, the step becomes a dummy step (a step
which waits only the next transition condition will be satisfied).

In programming, by designating the step on the SFC screen and
selecting the detail display mode, the monitor/edit screen for the action
program corresponding to that step will appear.

In the case when the content of the action program is only 1 instruction
out of SET, RST, coil, invert coil, positive pulse coil and negative
transition-sensing coil, direct editing can be carried out without putting
up the detail display screen. See the programmer (T-PDS) operation
manual in a separate volume for this operation.
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(2) Transition Condition
The size of 1 transition condition is 11 lines x 10 columns, and the
number of instruction steps is a maximum of 110 steps.

1 2 3 4 5 6 7 8 g 10
b
I e R o S S
B e
o HHA
s HH
o 1 e
S 1141 A
SRR
S 1 e

L A s e e o e

1" e i

When there is no transition condition corresponding to a certain
transition, that transition condition is always regarded as true.
(Dummy transition)

in programming, by designating the transition on the SFC screen
and selecting the detail display mode, the monitor/edit screen for
the transition condition corresponding to that transition will appear.
In the case when the content of the transition condition is only 1
instruction of NO contact or NC contact, direct editing can be carried
out without putting up the detail display screen. See the
programmer (T-PDS) operation manual in a separate velume for
this operation.

— NOTE
VAV

' The following execution control instructions cannot be used in
action programs and transition conditions.

» Jump (JSC/JCR, JUMP/LBL)

* Master controi (MCS/MCR, MCSn/MCRn)

* End (END)

* FOR-NEXT (FOR/NEXT)

Also, the invert contact and various coil instructions cannot be used
in transition conditions.
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Execution system The following shows the concept of the execution system in one SFC
program.

(1) In one scan, evaluation of the transition condition, the step transition

processing and the execution of the action program are sequentially
operated.

(2) Evaluation of the transition condition means the execution of the
transition condition connected to an active step and carrying out a
check for transition condition establishment... At this time, since
evaluation is made only for active step, there are no multiple step
transitions by 1 scan in consecutively connected steps.

For instance, as shown in the diagram on the |—_J:|
right, in a program in which the transition 100
condition from step 100 to 101 and the
transition condition from step 101 to 102 are
the same, step 100 becomes active in the 101 []
previous scan, and when device @ has been
swiiched CN in the present scan, there is
transition to step 101 in the present scan. 102 I:|]
(Transition to step 102 will be from the next

scan onward)

®

@

(3) Step transition processing means making the previous step inactive
and the following step active if the transition condition is satisfied,
based on the result of evaluation of the transition condition.

(4) Execution of the action program corresponding fo the active step is
carried out by switching the power rail ON, and executing the action
program corresponding to the inactive step by switching the power rail
OFF. At this time, as shown in the following diagram, the execution
sequence is from top to bottom, and from left to right in branches.

—
L
[]

o bdn
[ ]
L

The numerals in the diagram
show the execution sequence
of the action programs.

L
1
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Points to note The following is a list of points to note when creating SFC programs.

(1) The capacity limits of SFC programs are set out in the following
Tables. Be careful not to exceed these capacities.

¢ Overall Capacities (Maximum numbers which can be
programmed in the T3)

Number of SFC main programs 64 (0-63)
Number of macro programs 128 (0-127)
Number of SFC steps 4096 (0-4095)
Number of SFC labels 1024 (0-1023)

» Capacities per SFC Main Program/Macro Program

Number of SFC steps 128
Number of instruction steps (SFC, actions
1024 steps*

and transition conditions total)

Number of simultaneous branches 5

SFC edit screen capacity 128 lines by 5 columns
» Capacities per Action/Transition condition

Action program capacity 121steps*

Transition condition capacity 110 steps™

*) See 5.5 ‘List of instructions’ for the required numbers of steps for
SFC instructions and ladder diagram instructions.

(2) The starting and re-sefting of an SFC program is carried out by the
SFC initialization instruction (SFC instruction/ladder diagram
instruction). SFC initialization makes the steps in a designated area
inactive and makes the initial step active. Therefore, the area of the
steps designated by SFC initialization (the number of initialized
steps) includes all the step numbers which are used in that SFC
program (including macro programs as well). Take care that step
numbers used in other SFC programs are not involved.

-For-instance,-if the SFC initialization designation is 50 steps from
step number 0 and step 50 is used in that SFC program, when SFC
initialization is executed with step 50 in the active state, step 50 will
remain active.

On the other hand, if the SFC initialization designation is 201 steps
from step number 100 and step 300 is used in another SFC
program, when SFC initialization is executed with step 300 in the
active state, step 300 will become inactive without any condition.
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(3) There is no limit to the step number sequence used in 1 SFC
program (including macro programs). However, the initial step must
be made the lowest step number in that sequence. (See (2) above)

(4) A sequence selection diverges above transitions, and converges

below transitions. Also, a simultaneous sequence diverges above a
steps and converges below a steps.

P 1o oo

L b

However, the divergence must end in a corresponding convergence.
Therefore, programs such as the following are not allowed.
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(5) The jump destination of a SFC jump may be either in the upward
direction or in the downward direction, or it may be in another SFC
program. Also, it is possible to jump to the outside from inside a
branch.

Since a SFC jump can be very freely used in this way, take
thorough precautions so that the SFC logic will not become
abnormal (so that multiple unrelated steps in a series of SFC will
not become active) through jumping.

A SFC jump is always positioned immediately after a step, Also,
although basically a SFC label is positioned immediately after a

transition, it is positioned between the convergence line and the
step in the case of a sequence selection (convergence).

=N -

B

(6) The states (active/inactive) of SFC steps are not retained for power
off. When starting-up, all become inactive.

(7) The output of an SFC step can be controlled by sandwiching the
SFC program block by ladder diagram master control (MCS/MSR).
When the input of MCS is OFF, the power rail of the action program
corresponding to the active step also becomes OFF. However, in
the state, step transition is carried out.

User's manual - Functions 235



5. Programming Language PART 3 PROGRAMMING INFORMATION
. . ________________________________________________________________ |

54
Programming The T3 supports multi-task function. When using this function, there is
precautions the possibility of the sub-program being interrupted by the main program
or the interrupt program, and the main program being interrupted by the
interrupt program. Precautionary notes arising from this are given
below, and should be taken into account when creating programs.

(1) Avoid using the same sub-routine in the main program, the sub-
programs and the interrupt programs. When the main program
exection is interrupted during a sub-routine is being.executed and
the same sub-routine is executed in that state, the results after re-
starting are sometimes not as expected.

(2) There is no classification of user data (registet/device) by program
type.Therefore, take thorough precautions that there is no
erroneous mixed use between program types.

Example)
interrupt
Ro pal he
[ \
RO Y1
+f —

Interrupt occurs through the timing in the above diagram. And when the content
of RO is medified in the interrupt, the simultaneous ON (or the simultaneous
OFF) of YO and Y1, which normaily could not occur, happens.

(3) Try to execute the exchange of data between different program
types by 1 instruction or by using the interrupt disable (DI) and the
interrupt enable (El) instructions. Otherwise, the same thing as in
(2) above may happen.

Example) Composition of the main program when transferring the
three data, D1000, D1001 and D1002, from the interrupt
program to the main program.

D1000 MOV D2000 —
D1001 MOV D2001 ——
D1002 MOV D2002 ——
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m

In the above program, when an interrupt occurs between
instructions, synchronization between D2000, D2001 and D2002
cannot be guaranteed. In this case, make 1 instruction by using the
table transfer instruction, as follows.

H D1000 TMOV (3) D2000 ]—‘
Or sandwich these instructions by DI and Ei instructions.

(4) If the same index register is used in different program types, the
data of the index register should be saved and restored as follows.

Example)
may be interrupted here
(Sub-program)
!
H Awoso MoV 1 [ D1000 MOV RW050 }——]

(Main-program)
1~ | MOV D000 ———
.-[ . I Saving |
n-1|{ p8ooo Moy | }— | {for sub-program)

Restoring |
n {END]]
(Interrupt program)
1 {1 MOV D8010 }————]
|—£ . . Saving |

| : !
n-1 - D8010 MOV | ] (for sub-program)

Restoring |
n [IRET

With respect to the main program, the data of index registers are
saved when interrupt occurs and restored when operation returns to
- main program-automatically. However, because of this, even if an
index register is used only in an interrupt program, the data
continuity of the index register between interrupt intervals is not
kept. In such case, use another register to store index value
substitute the value into an index register in the interrupt program.

User's manual - Functions 237



5. Programming Language PART 3 PROGRAMMING INFORMATION

5.5
List of instructions An instruction list is given in the sequence of ladder diagram
instructions and SFC instructions on the next page and thereafter.

The groups in the list correspond to the group classifications of function
instructions used in the programmer (T-PDS). (Except for SFC).

The required numbers of steps signify the size of memory required for
storing these instructions. The showing of the required number of
steps by a range such as 4-7, is because the number of steps changes
due to the following conditions, even for the same instruction.

+ When using digit designation, there is an increase of 1 step per 1
operand.

* When a constant is used in a double-length operand, there is an
increase of 1 step.

* When executing index modification in a constant, there is an
increase of 1 step.

The minimum execution time figure shows normal case value, i.e. when
no index modification, no digist designation and normal registers are
used for each operand.

The maximum execution time figure shows worst case value, i.e. when
direct input/output registers (IW/OW) are used for each operand, etc.

NOTE
VAV

Here, an overview of each instruction is given. See the instruction
set manual in a separate volume for details.
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